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Abstract

Transforming observed data from a system of interest into mathematical models that
provide an insight into the dynamics of the system is the paramount of this research. In
this project we introduce a machine learning based approach for identifying stochastic dy-
namical systems from data. We bring together classical tools from three different areas
of computer software, namely: agent based modelling and simulation systems, stochastic
differential equations and artificial neural networks. Our system of interest is the spread
of a contagious viral disease, we study spread of the virus in a group of people who move
collectively in a dynamic crowd. Microscopic crowd dynamics are simulated using an
open source pedestrians and crowd dynamics simulation software called Vadere. Data
of fine-grained particle- or agent-based simulations is obtained from Vadere and from
this microscopic simulation data we compute the values of coarse observable dynamics
of virus spread in the simulated population over time. The spread of the virus is a stochas-
tic system that can be approximated by stochastic differential equations (SDEs). We use an
artificial neural network (ANN) to approximate drift and diffusivity functions that define
these SDEs. The loss function of our neural network is inspired by stochastic numerical
integration schemes, in this work, we focus on the Euler-Maruyama scheme. SDEs that
we learn using ANN serve as surrogate models that can be used to reconstruct the coarse
observations of fine-scale dynamics of a stochastic system. We test this method on two
experiments carefully crafted to showcase the effectiveness of this approach, how it allows
us to accurately learn the stochastic dynamics, and how it predicts future states of the
system.
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1 Introduction

This chapter introduces the work, it provides a birds-eye-view of the whole project. It
starts with describing the problem that we intend to solve, and then moves on to introduce
the goals, objectives and motivations of this work. In section 1.1; we explain the problem
at hand that this project aims to solve and outlines different parts of the problem. Section
1.2, sheds a light on some of our motivations behind this work. In section 1.3, we present
the goals and objectives that we try to achieve during the lifetime of this project. Finally
section 1.4, outlines the structure of the rest of this thesis document.

1.1 Problem Description

Complex dynamical systems are generally modelled using agent based models. Agent
based modelling and simulation software are very thorough and capture great detail
within the produced simulations. Nevertheless, this same accuracy makes this software
very complex, computationally expensive and time consuming. Although all of these de-
tails are necessary to get a complete picture of the dynamical system. All of these fine-
grained details might not be relevant if we are studying a specific aspect of the system, an
underlying system or a subset of a big system.

The result of these complex agent based simulations is a large dataset that contains myri-
ads of information about the underlying stochastic systems. In order to turn this disadvan-
tage into an advantage; we can learn surrogate models from this data, such as stochastic
differential equations. If the coarse state contains enough information, these surrogate
models can predict futures states of the system without having to know the microscopic
fine-grained dynamics. In order to learn surrogate models from data, we need a "physics-
informed” algorithm that is able to identify the dynamical system from data.

System identification and modelling can have many purposes and uses. The principal
benefit of system identification and modelling is that it provides a deep and thorough
understanding of the system under study. Modelling of complex dynamical systems can
be done accurately with stochastic differential equations, while omitting the unnecessary
details. One specific dynamical system that we focus on during this project is spread of
a viral disease, we call it our system of interest. Understanding this specific system en-
ables researchers to model it adequately and helps in devising disease spread prevention
strategies.

A high level overview of the proposed solution to this problem is provided in figure(1.1).
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Figure 1.1: A bird’s eye view of the project

1.2 Motivations

The problem that we have at hand and the solution that we present to it is three-fold. We
have been motivated by three different aspect of this idea as well.

First motivation of this work stems in the amount of data that we have available, as we
already discussed the huge amounts of data is produced by agent based simulation sys-
tems. The ”"physics-informed” or “grey-box” identification algorithms enhanced to handle
stochastic data are a natural fit for such problems, because they already encode a lot of
structure into the algorithm (for example, the SDE structure), so that not as much training
data is needed.

Our second motivation originates from the numerical analysis or backward error anal-
ysis of stochastic integration schemes. These integration schemes iteratively produce dis-
crete time data that can be exploited by our identification algorithm to perfect its predic-
tions iteratively. Note that this type of analysis is not done in the thesis, but could be part
of the future work.

Last but not the least motivation comes from the application side. Macroscopic dy-
namics of agent-based simulations have long been modelled using effective SDEs. Given
fine-grained microscopic simulation data, our work extracts the macroscopic dynamics
that can then be modelled using coarse or effective SDEs. One possible application of this
work that has been our biggest motivation is to understand the spread of a viral disease
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on a coarse scale, for example, on the scale of a building or a small town. By understand-
ing the spread of viral diseases, better spread prevention techniques can be employed to
contain and eventually eliminate it.

1.3 Objectives

In this section we will define some objectives that serve as a guiding light throughout this
project. We also briefly touch upon the strategy we used to achieve each objective. The
structure of this research is subsequently based on achieving these objectives one by one
and will be explained in detail in the later chapters. Our system of interest, that we want
to study is the spread of a viral disease.

* Generate Fine-grained Microscopic Simulations: First objective that we have is to
simulate the dynamics of our system of interest using a particle- or agent-based mod-
elling and simulation system. For this purpose we use an agent based modelling
and simulation framework. This framework simulates microscopic pedestrian and
crowd dynamics resulting in very detailed simulations. These simulations result in
a dataset containing fine-grained microscopic dynamics of our system of interest.

¢ Compute the Values of Coarse Observables: Our second objective is to use the pre-
viously obtained microscopic complex simulations to compute the values of coarse
observables. This process results in a dataset that contains only the details that are
relevant to our system of interest.

¢ Set-up System Identification Algorithm: Third objective is to setup an algorithm
that is able to identify and learn the dynamics of our system of interest. We use
a physics informed grey-box neural network for this purpose and pre-process our
dataset accordingly. We take inspiration from stochastic numerical integrators such
as Euler-Maruyama to setup the training of our neural network.

* Learn a Surrogate Model: Lastly, we train the previously setup algorithm with the
coarse observable dataset we now have. This results in the algorithm learning un-
derlying stochastic differential equations governing our system of interest. These
learned SDEs act as coarse surrogate models that does not need to know the fine-
grained dynamics in order to predict future states of our system.

1.4 Document Structure

The rest of this document is organized as follows.

Chapter 2, provides an overview of the areas that lend themselves as building blocks
of this project. We discuss foundational concepts of agent based modelling and simula-
tion systems, stochastic different equations and artificial neural networks in this chapter.
Explore state of the art work in these areas and how it has led to and inspired this project.
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Chapter 3, focuses on the details of the work that has been done during this projects and
presents the empirical results. Illustrates the experiments that have been reproduced from
state of the art work and then describes experiments designed during this project. Firstly,
we explain the architecture of the neural network to be used and its loss function. Secondly,
we explore the generation of data for training, validation and testing of the neural network.
Then we discuss the evaluation matrices that are subsequently used to measure the success
of our experiments.

In Chapter 4, we discuss the results of our experiments and future work that can be
done in the direction of this research.




2 State of the Art

This chapter discusses the foundational concepts that are necessary to understand our
work and state of the art work that has been done in these areas so far. Our work brings
three realms of computer science together and proposes a solution that uses these three
areas as depicted in figure (1.1). All three of them are already well established and re-
searched:

¢ Agent Based Modelling and Simulation Systems
¢ Stochastic Differential Equations

e Artificial Neural Networks

In section 2.1, we will introduce agent based simulation systems, their core concepts that
are needed as a foundation of this work and their limitations. We also introduce an agent
based modelling and simulation system and a locomotion model we will be using in our
work. In section 2.2, we will discuss stochastic systems, stochastic differential equations
and stochastic integration schemes; as well as their relevance and importance for our work.
Section 2.3 introduces artificial neural networks, the type of neural network we use in our
work, its loss function, some other terminology we will be using later on and cutting edge
research in this area. Section 2.4 discusses the paper by Dr. Dietrich that inspired this work
and forms the bases of this project [20].

2.1 Agent Based Modelling and Simulation Systems

Agent based modelling aims to model the behaviour of a real world entity in an environ-
ment that is somewhat based on reality. Agent based modelling simulates a complex sys-
tem that contains a number of entities that are interacting with each other at a microscopic-
level. The entities modelled within an agent based model are a set of autonomous decision-
making objects called agents. Generally agent based models are implemented in the form
of simulation software that represents an abstraction of reality. Agents in this simulated
environment have a set behaviour determined by a set of rules. Agents also interact with
other agents within the simulated environment, these interactions also have an influence
on their actions. Agents can be given a goal that they try to achieve within the simulation
time. Each agent navigates the simulated environment step by step, at each step accessing
their situation with respect to the environment and other agents [49].
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2.1.1 Example Agent based model

Microscopic traffic simulation is widely used for traffic research and prediction [46]. A
good example of an agent-based model can be derived from such traffic simulation sys-
tems, let us suppose that there is a group of cars moving on a highway. All the vehi-
cles present on the highway constitute a large system with highway as its environment.
Each vehicle with a driver can be considered an agent. Each agent within this system can
have a certain behaviour independent of other agents. Each driver interacts with other
drivers and can perform certain actions; such as move forwards, stay in place, sound a
horn, change lanes etc. Next action of each driver depends on the environment, situation
and their interaction with other drivers.

Actions of individual agents in an ABM have an impact on other agents they come in
contact with and can even change overall state of the system as well. For instance if the
driver in front slows down, the driver behind him will also slow down. This depicts im-
pact of an action of one agent on another agent they come in contact with. In another
situation if one driver crashes or start moving in a wrong direction, it might cause a traffic
jam. Such an action changes the overall state of the system that was previously moving
forward and puts it into a traffic jam. Systems that react to a certain amount of external
noise are called “stochastic systems”. In the case of car traffic, such external noise may be
introduced by not modeling individual drivers intentions, but randomly brake in certain
random intervals.

2.1.2 Limitations of agent based models

In order to further underline biggest motivations of our work, we would like to highlight
some limitations of agent based modelling.

1. Agent based models are not general purpose, they have to have right level of ab-
straction with just the right amount of details to be useful [10]. ABMs that specialize
in simulating one system usually can not simulate other similar systems.

2. Agentbased modelling is multi-faceted and contain unnecessary details if the system
of interest is rather specific. For instance, we can use crowd simulation software to
model spread of a disease in the crowd. However, if our system of interest is ”spread
of disease”; we still have to model each pedestrian at microscopic level [41].

3. Agent based modelling and simulation software tool-kits have performance limi-
tations; they are not designed for extensive simulations and use huge amounts of
computation power [4].

4. ABMs take much longer time to simulate complex scenarios, making them highly
time consuming [14].
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2.1.3 Vadere

In our work we use an open source simulation software called Vadere. Vadere is a frame-
work that simulates the microscopic pedestrians and crowd dynamics [40]. It is devel-
oped by the research group of Gerta Koster at the Department of Computer Science and
Mathematics at the Munich University of Applied Sciences. Many other researchers and
institutes also contribute to it and use it for their research. There are many other micro-
scopic pedestrian simulation softwares as well, some of them are: Brahms, HLA_Agent,
HLA _RePast, PDES-MAS, PedSim, Repast-J/Repast-3, Repast HPC, Repast Simphony
(2D/3D), SeSAm, Simio (2D/3D) [4]. We use Vadere because it is free, open-source and
thoroughly tested, and it already contained a model for the spread of a viral disease.

Vadere focuses on locomotion level models to simulate realistic pedestrian behaviours.
This provides a strong basis for more complex models that can be built on top of it. Each
Vadere simulation corresponds to a scenario which is hypothetical or is an abstraction of
reality.

Figure 2.1: The four basic elements of simulations: agents (blue) who move from a source
(green) to a destination (orange) while avoiding obstacles (grey)

As shown in figure (2.1), each scenario contains four basic topographic elements:

1. Agent: that are simulated pedestrian (blue)

2. Source: is a designated area within simulated space, where agents are created (green)
3. Target: is a designated area where agents aim to reach (orange)

4. Obstacles: are parts of simulation that agents are unable to pass through (grey)
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Vadere provides an easy to use graphical user interface (GUI). Vadere GUI can be used
to define different aspects of simulation such as simulation properties, locomotion model
it will use, topographical elements etc. Each simulation runs for a set amount of time and
has a set time step length. After each time step, new positions of all the agents in the
simulation are changed and recorded.

2.1.4 Optimal Steps Model

There are multiple locomotion models available in Vadere such as Gradient navigation
model (GNM) [21], Behavioral heuristics model (BHM) [65]. We use Optimal Steps Model
(OSM) developed by Seitz and Koster in [64]. OSM have been adjusted and extended to fit
the findings from interdisciplinary experiments and studies. For example, it was extended
based on the (inter-) personal space theory [73][72] and the social identity theory [71]. OSM
describes every step that and agent will take during a simulation. Every agent takes a step
to its next position within a circle around its current position. The radius of the circle is
equal to the agent’s step length. Next optimal step is based on a utility function which is a
combination of smaller utility functions based on the goals that it has. In OSM every agent
has three goals:

1. Reaching the destination based on the current position and destination, represented
by Ut

2. Avoiding obstacles, represented by u,, ;

3. Keeping a certain minimum distance from all other agents, represented by u,, ;

The overall utility v is calculated in equation(2.1) as the sum of the target utility u;, the
smallest of the m (negative) obstacle utilities u, ;, and the sum of all n pedestrian utilities
up,j [63]:

n

u=u;+ min u,; + E Up,j- (2.1)
jE€l..m 1
1=

2.1.5 Spread of a Viral Disease

One of the threats facing human societies has been spread of different types of diseases.
Diseases spread in many different ways, specifically viral disease can spread through a va-
riety of ways. Some viruses can spread through blood transplant, insects, touch, saliva,
contaminated surfaces or sometimes through air as well. Some very deadly diseases
caused by viruses include measles, influenza, COVID-19 [48], HIV, smallpox. Viruses can
be divided in different categories based on many different factors such as spread-ability,
transmissiblity, chemical and physical properties etc [2].
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If a virus starts spreading rapidly in a large number of people in a population within
a short amount of time, it is called an epidemic[McNamara20181P]. Epidemiology is a
vast field in itself, where scientists study and analyze spread of different diseases. This
study is done to identify the patterns in disease spreads, which help epidemiologists de-
vise strategies to contain the epidemic. Several mathematical models are developed to
enhance the data available to epidemiologists [17]. Mathematical models combined with
statistical analysis gives epidemiologists powerful tools to make meaning analysis and
devise effective strategies.

In order to mathematically model infectious diseases, compartmental models are of-
ten used in epidemiology. The origin of such models is the early 20th century, with im-
portant works being that of Ross [61], Hudson [62], Kermack and McKendrick [38] and
Kendall [37]. Compartmental models are a general modelling techniques, several specific
models have been developed for specific cases. Most basic compartmental model is SIR
model, SEIR model is a variation of SIR model that we will be using in our work.

2.1.6 SEIR Model

A locomotion model can have attributes that add another layer of information about the
agents. One such attribute in the optimal steps model is based on SEIR model. We use
SEIR model implemented by Marc Marot-Lassauzaie and Victoria Dahmen at TUM. In
SEIR model, agents are assigned to one of four groups:

1. Susceptible: agents that are likely to be infected once they come in contact with an
infected agent

2. Exposed: agents that have already come in contact with an infected agent
3. Infectious: agents that already infected and can pass it onto other agents

4. Recovered: agents that have recovered from the infection

Susceptible > Exposed »| Infectious »  Recovered

p d 4

Figure 2.2: SEIR Model with transition rates

Figure (2.2) depicts how SEIR model works along with the concept of transition rates.
Transition rate is the rate with which agents go from one state to another. Susceptible
agents can only go to Exposed state when they come in contact with an infected agent
and 3 represents the infection rate. 3 represents the probability of disease spreads from
infected agent to a susceptible agent. o is the incubation rate which represents the rate
at which the exposed agent becomes infectious. 7 represents the recovery rate at which
infected agents recover from the disease [32].
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In a constant populations with no new births or deaths, if all agents are mixing infinitely
fast (no short range effects), and if there is an effectively infinite amount of agents (no
finite-size effects), the SEIR model can be represented using following equations(2.2, 2.3,
2.4,2.5) 1]

s __pst 22
%f = % —oE (2.3)
% = 0E — I (2.4)

% =~ (2.5)

where N = S + E + I 4+ R is the number of total population

Figure(2.3) shows how number of agents in each S,I,R group increase or decreases over
time in a classical SIR model. The number of infected agents increases as the disease
spreads over time and then decreases. This decrease happens due to agents being re-
covered over time. Whereas, number of susceptible agents only decreases over time. Con-
trarily, number of recovered agents only increases over time given the assumption that
they do not reinfect. In SIR as well as SEIR model do not take into account the deceased
population, which can be modelled using other compartmental models.

1000
goo |-

600 |
r recovered

agents

a00[ susceptible

— infected

step

Figure 2.3: Number of Susceptible, Infected and Recovered agents in SIR Model over time
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2.2 Stochastic Differential Equations

Stochastic differential equations serve as a coarse-surrogate model of a stochastic system.
In order to understand Stochastic Differential Equations (SDEs), we will start by devel-
oping an understanding of Stochastic systems first. Then we will explore what stochastic
differential equations are, integration schemes used to approximately solves SDEs and
state of the art work in this area.

2.2.1 Stochastic Systems

A stochastic system is a system that contains at least one stochastic process. The theory of
stochastic processes started with Einstein’s work on the theory of Brownian motion and
a series of papers published afterwards. However, the development of theory of stochas-
tic process was done afterwards by scientists including Smoluchowksi, Planck, Kramers,
Chandrasekhar, Wiener, Kolmogorov, Itd, Doob [54]. A stochastic process can be defined
as a process describing a random phenomenon with an element of uncertainty that evolves
over time. In probability theory, a stochastic process is defined as a collection of ran-
dom variables. The mathematical definition of stochastic process is given below, quoted
from [54].

“Let T be an ordered set, (2, F, P) a probability space and (£, G) a measurable space. A
stochastic process is a collection of random variables X = X;;t € T where, for each fixed
t € T, Xt is a random variable from (2, F, P) to (E, G). Q2 is called the sample space and E
is the state space of the stochastic process X;.”

Given a set of inputs, a stochastic process can produce different output at different times.
An example of stochastic process can be the movement of a gas molecule [70]. Stochas-
tic processes find their applications in all areas of natural sciences such as mathematics,
physics, finance, biology, engineering and even in quantum mechanics. Familiar examples
of stochastic processs include stock market [66], climate modelling [29] and crowd dynam-
ics [55]. Different types of stochastic processes are used for modelling in different contexts.
Some basic types of stochastic processes include but are not limited to:

1. Markov process
2. Poisson process
3. Wiener process
4. Bernoulli process

Stochastic processes are used to model random phenomena using Stochastic differential
equations (SDEs), which we well explore in later sections.

11
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2.2.2 Example Stochastic system

An example of a stochastic system can be number of people in an Oktoberfest tent, let’s
denote it with X. As ¢ which is a representation of time changes, X also changes as people
enter the tent or leave. X depends on a lot of factors such as the time of the day, weather,
quality of the beer etc. These external factors add an element of uncertainty in the system
that makes it stochastic. If we start with a certain number of people X; in the tent and take
a step h in time, the output of the system at time ¢4/ denoted by X, can not be predicted
with 100% certainty. Output of the system also depends on the choice of time step h. On
one hand, if we take smaller value of h, the system might change very little. On the other
hand, if h is considerably large, the number of people in the tent might have changed by a
few hundreds.

Another example of stochastic system, where stochastic modelling is often applied is
stock market. In figure (2.4), two simulations of stochastic modeling of stock price behavior
in Ghanaian Stock Exchange can be seen [6].
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Figure 2.4: Stochastic modelling of stock prices in the Ghanaian Stock Exchange [6]

2.2.3 Stochastic Differential Equations

Stochastic system is either a representation of a physical process that occurs in nature such
as movement of gases or a social process such as crowd dynamics. In order to model phys-
ical processes deterministically, ordinary differential equations (ODEs) are used. ODEs
describes the relationship between a physical process and its rate of change. Just like ordi-
nary differential equations, SDEs also define a relationship between a function and its rate
of change. Additionally, they provide a better representation of the function, because they

12
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include the possibility of random effects disturbing the system. A stochastic differential
equation (SDE) is a differential equation containing at least one term that is a stochastic
process. SDEs contain a Gaussian white noise variable, calculated as the derivative of a
stochastic process [23].

Theoretical foundations of SDEs are well-established, we consult the standard litera-
ture on stochastic processes [54], stochastic calculus [36], and stochastic algorithms [56].
SDEs are used to solve many different problems in machine learning and find their use in
many different areas. SDEs are widely used for generative modelling, a great example of
which are generative-adversarial networks [26, 34]. Long-Short-Term-Memory networks
are used in a stochastic setting to generate hand-written text [35]. A framework has been
developed that learns an SDE for training and sampling of score-based models, this frame-
work allows sample generation [67].

2.2.4 SDEs vs ODEs

A depiction of a stochastic Wiener process” evolution over time can be seen in figure(2.5).
As it can be seen in the figure that the same process can be modelled in two different ways.
We modelled using a stochastic differential equation (SDE) and displayed it as a blue line
graph. There is also a red line graph that shows the ordinary differential equation (ODE)
model of the same system. On one hand the ordinary differential equation model does not
take into account the random effects in the environment and thus predicts a pretty smooth
evolution over time. While on the other hand, stochastic differential equations also in-
clude the random effects in the environment interfering with the system. Hence, an SDE
provides a good model of uncertainties in the system, while an ODE ignores uncertain-
ties and only predicts the evolution of the overall system as the time passes. SDE can be
imagined as an ODE with an added element the quantifies uncertainty.

2.2.5 Mathematical Definition of an SDE

Let W; denote a multidimensional Wiener process, with zero initial state Wy = 0. If z; is
the value of x at time ¢, f(z;) is a smooth vector-valued function and o (z;) a smooth matrix
valued function. Mathematically Stochastic Differential Equations are defined as follows:

d{Et == f(xt)dt + O'(SL‘t)th (26)

where f : R* — R" and 0 : R" — R"*" are smooth, possibly nonlinear functions; every
o(z) is positive and bounded away from zero (and a positive-definite matrix if n > 1), and
W; a Wiener process such that for ¢t > s, Wy — Wy ~ N(0,t — s). SDEs act as a surrogate
model of the stochastic process that can predict its future state without having to know
fine-grained microscopic states of the system.
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Figure 2.5: Depiction of SDE (blue) and ODE (red) paths of a Process

2.2.6 Drift and Diffusivity

In equation (2.6) the coefficient f(x;) and the coefficient o(z;) are a vector valued function
and a matrix valued function, respectively. These two coefficients are respectively called
drift and diffusivity of the stochastic system. Drift and diffusivity in an SDE are generally
unknown and need to be approximated in order to find an effective solution of the SDE.

In order to understand what drift and diffusivity are in the physical world, let’s take the
example of a boat going in the water. Consider that X; is the state of X at time ¢. W} is the
noise in the environment that makes this system stochastic, examples of this noise can be
the waves in the water as well as the wind that blows around the boat. Both the waves and
the wind randomly affect the speed of the boat. f(z;) which is called as drift is the speed
of the boat. o(x;) called as diffusivity is the measure of influence of the noise W; on the
speed of the boat. In this example, if we know the drift and diffusivity of this stochastic
system we can use them to predict the future states of the system.

Diffusivity Matrix valued function that we want to learn can have three different types:
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¢ Diagonal: in a diagonal diffusivity matrix only the n diagonal entries of the n x n
matrix can be learned

¢ Triangular: in a triangular diffusivity matrix, entries on and below the diagonal can
be learned

¢ Symmetric Positive Definite (SPD): SPD diffusivity matrix is similar to the triangu-
lar diffusivity, however, the learned lower triangular matrix is multiplied with its
transpose to obtain an SPD matrix(D): D = L.LT

2.2.7 Euler-Maruyama Scheme

Generally SDEs are impossible to solve in closed form and must be tackled approximately
using numerical methods [19]. For the simulation of solutions to SDE models, a numerical
method can be used. The Euler-Maruyama(EM) method is one of the simplest methods
that can be used for this purpose [33]. This approach of using forward-Euler integrator in
neural network is not new. It has been successfully employed to create recurrent neural
networks that are based on simple ODE integrator schemes [59]. It has also been used to
develop very deep neural network architectures in the past such a residual networks [30].
This approach also forms the basis of deep Hamiltonian networks based on symplectic
integrators [27, 12, 77].

The use of integration schemes, particularly stochastic integrators, has been proposed
by Dietrich et al. in [20] which we explore and experiment with in this project. Integra-
tion schemes such as Euler-Maruyama iteratively produce discrete time data, we mathe-
matically inform the neural network architecture the structure of the numerical integra-
tor. This enables us to take advantage of "backward error analysis” of these integration
schemes [78].

Given an SDE of the form presented in equation (2.6), Euler-Maruyama is used to predict
the state of the system z; after a small time step h. Mathematically, Euler-Maruyama is
described as follows:

x1 =x0 + hf(xo) + o(xg)dWy (2.7)

x1 in equation(2.7) is modelled using a Gaussian distribution. It is a point drawn from a
multivariate normal distribution, conditioned on zy and h as shown in equation(2.8).

z1 ~ N(zo + hf(z0), ho(zo)?) (2.8)

Other numerical integration schemes are also used for approximate numerical solution
of SDEs such as Milstein method and Runge-Kutta method which is a generalization of
Runge-Kutta method for ODEs. Numerical integration schemes such as Euler-Maruyama
provide a pretty accurate solution of an SDE, as it is evident from a comparison done by
Bayram et al. in figure(2.6) [9].
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Figure 2.6: Comparison of SDE paths generated by Euler-Maruyama and Milstein method
with exact solution [9]

2.3 Artificial Neural Networks

Artificial neural networks (ANNs) are computing software inspired by biological neu-
rons’ simplified structure as depicted in figure(3.4a). ANNs’ communication mechanism
is loosely based on the structure of the so called biological neural networks. An artificial
neural network consists of a network of computing units that are called nodes or neurons.
Every neuron has a small computing unit that receives an input, performs some simple
computations according to its predefined function and produces an output. Neurons are
connected to other neurons through connections or edges. Each connection carries the out-
put signal of one neuron to another neuron, the output signal is multiplied by the weight
of the connection which increase of reduces the effect of the output [22]. In an artificial neu-
ron shown in figure(2.7b), inputs are based on dendrites of biological neuron, computing
unit shown in a circle is based on nucleus and output is based on axon.

Use of artificial neural networks to learn from large amounts of data dates back to 1950s,
the first neural network was in the form of the a simple computing unit called Percep-
tron [60]. However, modern neural networks entail deep and complex architecture that
require large computation power to produce an acceptable output. Recently, research in
this area has boomed due to an increase in available computation power because it is
now fairly easy to program and train a neural network. Very deep networks have been
developed that are able to learn complex underlying systems such as stochastic systems.
Modern neural networks can be used as a very powerful system identification and ap-
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proximation algorithm. Our proposed methodology is inspired by the natural connection
between neural networks and dynamical systems. From a stochastic system’s perspec-
tive; the forward passes in neural network training can be seen as state evolution of the
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dynamical system [43].

2.3.1 Related Concepts

Study of artificial neural networks is a very wide field of study that constitute many sub-
fields such as deep learning etc. Covering all the fundamental concepts is beyond the scope
of our work. Only the concepts and ideas that we will use to explain our methodology and
results will be briefly introduced in the subsequent part of this section. For a deeper and
thorough understanding of all the related concepts we suggest following resources [69, 25,
5,53, 13].

In this section we will be bringing up a few questions that the reader should be able to
answer before diving into the rest of this work. We will be using these terms in the later
chapters when we explain how we setup and train our neural network.

¢ How neural networks work as a function mapping a vector of inputs z to a vector of
outputs y

¢ What are the non-linear activation functions, why activation functions are needed to
be applied to the output of a neuron to allow it to learn complex patterns in the data

¢ What are the training and validation data sets
* What is a loss function, how training and validation loss is calculated

¢ How neural networks are trained using an optimizer and its types, what is back
propagation

¢ What is batch training, epochs, iterations etc
* How is hyperparameter tuning done, which techniques are used
¢ What are network over-fitting and under-fitting

¢ Which methods and techniques are used for neural network weight initialization

2.3.2 Existing System Identification Algorithms

Identification of dynamical systems from observed data has been studied extensively and
several methods and algorithms have been introduced [15, 16, 42, 51, 57, 58]. Runge-
Kutta ResNet architecture was devised for deterministic ODE identification and extended
to implicit ResNets. Some examples of this are DeepONets [47], ResNets [30], Neural
ODEs [18, 59], neural PDEs [24]. In order to identify a dynamical system, if SDE is the de-
sired outcome of this identification, different methods are required. Gaussian processes
have been used for identifying underlying SDEs from observed data without gradient
matching [76]. Euler-Maruyama scheme has also been used to calculate target likelihood in
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this approach however it is not explicitly mentioned by the authors. Mani-fold constrained
Gaussian processes are also used to identify ODEs from noisy and sparse observations
data [75]. Non-Gaussian statistics are also used for generative stochastic modelling of
strongly non-linear flows [7]. Density and ensemble approximation methods are also used
to study stochastic systems with SDEs using discrete particle ensemble observations [74].
Fokker-Plank operator is another method used to study stochastic dynamical systems, it
uses a non-parametric modeling approach for forecasting stochastic dynamical systems on
low-dimensional manifolds [11].

Learning SDEs from observed data is a natural next step in this direction. The local drift
and diffusivity estimation can now be done using a (more or less) surrogate model such as
a neural network. In our work we will be needing two neural networks: fj to approximate
drift of an SDE and oy to approximate the diffusivity of an SDE. Drift net f, parameterizes a
differential equation to fit the predictive function, while the diffusion net parameterizes the
Wiener process and encourages high diffusion for data. The drift net controls the system to
achieve good predictive accuracy, while the diffusion net characterizes model uncertainty
in a stochastic environment [43].

2.3.3 Training Data

In order to train a neural network to make predictions, we need a suitable dataset that
will train the neural network well and will enable it to make accurate predictions. What
we need to train our particular neural network is a discrete spatio-temporal data set. In

our training data we a set of N snapshots D = {(x[()k), xgk), RN, where xék) are the
data points scattered in the state space of our SDE(2.6) and the value of azgk) is obtained by

evolution of the SDE(2.6) starting at xék) after a small time step h(¥) > 0. The snapshots are
sampled from a distribution =y ~ py and transition densities z1 ~ pi(.|zo, h) are associated
with SDE(2.6) for a given time-step h > 0, which is taken from some distribution p;,. The
joint data-generating distribution is given by 1 ~ p1(.|xo, h)po(x0)pn(h).

The data can also be recorded along a long trajectory {z,} of SDE(2.6) with sample
frequency h; > 0, such that ¢, = t; + h;. We assume that the snapshots in D are sampled
sufficiently close to each other in region of interest. Also the step size h(¥) is defined per
snapshot, which means that it can have different values in different snapshots.

2.3.4 Loss Function

The loss function is at the heart of any neural network. A neural network has to predict
a set of outputs, given a set of inputs and a loss functions or measures the error of neural
network in that prediction. Based on the amount of error in prediction, weights of the
neural network are updated to minimize its loss. This process of updating the weights
iteratively using backpropagation, is called neural network optimization. If a neural net-
work is learning well, the loss converges after training as shown in figure(2.8). Different
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types of loss functions are used in different types of neural networks and they can also be
inspired by different numerical methods. Loss functions derived from numerical integra-
tion schemes were devised in the 90s [24, 59]. Recently, they have been increasingly used
in deep learning architectures such as ResNets [30], Hamiltonian networks [12, 27, 77] and
Poisson networks [35]. In order to allow backpropagation through a long series of SDE
iterations, scalable gradient approaches are used [45]. This type of scalability is not an im-
mediate training issue if only a single time step is available for each data point, as it is in
our work.

0 — loss
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Figure 2.8: Loss function curve that converges during training

2.3.5 Euler-Maruyama inspired Loss Function

Artificial neural networks have done very well in a wide variety of tasks, such as machine
translation [8], image classification [44] and reinforcement learning [52]. However, ANNs
are still not good at modelling stochastic systems where uncertainty is the basic element
of the system. In order to learn the dynamics of a stochastic system, we need a loss func-
tion that is derived from a stochastic integration scheme. Loss function derived from one
integration scheme will be different than the one derived from another integrator.

Stochastic integrators can vary from each other in many different respects; for example
they can have higher or lower rate of convergence, offer strong or weak convergence and
can even be based on different type of stochastic calculus such as Itd or Stratonovich. We
use a loss function that is inspired by and embodies an Ito-calculus based integrator Euler-
Maruyama scheme in our work. EM provides us the state of the system after a time step
in equation(2.7). The convergence of equation(2.7) has been studied extensively when
h — 0 [54]. This idea enables us to construct a loss function that optimizes both drift fg
and diffusivity oy neural networks at the same time. State of the stochastic system after a
small time step h, denoted by z; is from a normal multivariate distribution as shown in
equation(2.8).

As we discussed in our training data set D we have triplets (a:ék) , xgk), h(¥)) but not the
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drift and diffusivity of our system of interest. In order to approximate f and o, we look at
the probability density function py of the normal distribution of z; defined in equation(2.8).
This type of likelihood estimation with normal distribution has been used in developing
several other generative neural networks [26, 39, 45, 67, 75, 76]. Given the neural networks
fo and oy, we ask that the log-likelihood of the data D under the assumption in (2.8) is
high. Probability density function of a variable x is given in equation(2.9):

1 _;((:r—u)Q
e 2
oV 2

We plug in our variables and to simplify it we take a logarithm of the equation(2.9). We
also remove the constant terms because they do not influence the minimization [54].

fz) = (2.9)

N
1
0 := argmax E[logp;(z1|zo, h)] = arg max — Z logpé(w(()k) |x(1k), hk)) (2.10)
0 o N—~

Now we can work out our loss function that will be minimized to find optimal weights
6. The logarithm of the well-known probability density function of the normal distribution
in previous step, together with the mean and variance from (2.9), results in minimization
of loss during training:

(1 — 20 — hfy(20))
hog(x0)?
We can think of py as being induced by an SDE(2.6) with modified drift f and diffusion

o. Such kind of modified equations have been derived for a variety of numerical meth-
ods [78].

L(0|zo,z1,h) := + log|hag(z0)?| + log(2T) (2.11)

2.4 Learning Effective Stochastic Differential Equations from
Microscopic Simulations

This section will provide a brief overview of a theory presented by Dr. Dietrich et al. in
”Learning effective stochastic differential equations from microscopic simulations: com-
bining stochastic numerics and deep learning” [20], that forms the basis of our work dur-
ing this project. This work puts forth a machine learning based approach that enables
stochastic system identification from scattered snapshot data. Fine-grained particle- or
agent-based simulations are taken as an input and values of coarse observables are calcu-
lated. These coarse observables are governed by underlying effective stochastic differential
equations (SDEs), that can act as surrogate models.

In order to approximate the underlying SDEs, the drift and diffusivity functions of SDEs
has to be approximated. The drift and diffusivity of SDEs are approximated by using an
identification algorithm in the form of a neural network developed by Dr. Dietrich. Loss
function used in the training of this neural network is inspired by stochastic integration
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schemes such as Euler-Maruyama scheme and Milstein method. Backward error analysis
of these methods fits into the neural network loss function perfectly. The neural network
and loss function are implemented using TensorFlow. Training data used to train this
neural network does not require to have long trajectories, it works on scattered snapshot
data as well.

Paper also illustrates experiments that are done using this neural network, system of
interest in these experiments is spread of a viral disease. First of all coarse-grained particle
/ lattice simulations of an SIR epidemiological model are obtained. They are used as an
input to the implemented neural network to approximate the drift and diffusivity of a 2D
mean field SDE. In order to obtain a ground truth, a kinetic Monte-Carlo lattice simulation
of the same SIR model are obtained using Gillespie algorithm. Ground truth model is
compared with the surrogate approximated SDE model to measure the performance of the
neural network.

What has not been done in the paper, and what is the content of this thesis (see next
chapter), is to study coarse-graining of more complex scenarios with agent-based simula-
tions. In Vadere, very complex scenarios can be constructed, analyzed and coarse-grained,
while the paper only discussed a box scenario with a cellular automaton-type microscopic
model.
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This chapter outlines the details of the work we have done during this thesis project. We
start with describing in detail the task of system identification and then step by step ex-
plain the process that we go through to accomplish this task. Our task of system identifica-
tion from data is a regression task that can be sufficiently modelled using a neural network
architecture.

Before we dive deep into the neural network that we will be using during this project,
we define what type of task we have at hand its details and methodology we will be using
to solve this problem in section 3.1. In section 3.2, we sketch out the details of the neural
network that we will be using for our defined task. Section 3.3, introduces the dataset
we will be using for training out neural network, how we obtain and process it before we
use it as an input. In order to test how our neural network is doing we compare networks
results with a test dataset; we describe generation and preparation of our test dataset in 3.5
section. In section 3.6, we outline experiments that we perform using our neural network,
their setup and results. Loss function that is used by our neural network is a new type of
loss function, in section 3.7, we compare with other evaluation metrics.

3.1 Task Description

We have already established in the previous chapters that learning stochastic differential
equations from microscopic simulation data is an important problem. Stochastic differen-
tial equations can be used for modelling purposes in many different disciplines of natural
sciences. Hence, there can be many different possible applications of our work in some
totally different areas. However, during this project we have been inspired and motivated
by a certain stochastic system. We call this our system of interest, it is the spread of a
contagious viral disease in a closed population.

3.1.1 Motivation

We discussed some motivations of our work in section 1.2, in this chapter we will focus
in detail on a motivation we have on the application side. Improving quality of human
life through possible disease elimination or at least disease spread prevention has always
been a huge area of research. When a contagious viral disease starts spreading very fast,
its called an epidemic. Epidemics affect many different areas of our lives. From economies
to medical centers, all aspects of human life get affected by an epidemic. Hospitals start
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receiving a high number of patients and eventually start running out of capacity. People
can not move freely which affects businesses, eventually economy of regions and coun-
tries. In order to stop the spread of a virus, many different measures are taken such as
social distancing, lock-downs, travel bans, special hygiene care etc. However, in order
to understand the spread of a virus the most important aspect is to understand how it is
spreading.

3.1.2 Problem Description

Spread of a contagious viral disease turns into an epidemic almost every year in some
part of the world. Epidemics affect health of a large portion of the population, it becomes
very difficult to provide medical care to the sick and weak, hospitals and medical centers
get chocked up due to a high numbers of patients, livelihood of masses get affected and
economy of the country takes a hit. If an epidemic spreads in a wider geographical area,
it becomes a pandemic; such as Spanish flu pandemic of the last century or the COVID-
19 pandemic that we are seeing today. Pandemics not only affect local economies and
health systems, but a global trade sedation is inevitable; it affects global economy, affects
mental and physical health of masses and has a negative impact on almost every area of
our lives. According to a research done by US department of disease prevention, 20 million
people had died globally in influenza pandemic of 1918 [50]. In today’s world despite the
availability of advanced medical technologies, according to world health organization, 4.5
million people have died in past 2 years due to COVID-19 pandemic.

(a) The newly confirmed cases <10 (b) The total confirmed cases
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Figure 3.1: The data of newly reported confirmed cases and total number of confirmed
cases of COVID-19 disease from January 11, 2020 to February 13, 2020. Stochas-
tic fit was performed 100 times, the data and the fitted curves are represented
by the deep blue and light blue curves, respectively [31]

Spread of a virus such as COVID-19 can be modelled using a stochastic process [31], as
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it is evident from the figure(3.1) where actual data is represented with dark blue graph and
predicted stochastic process is shown with light blue graph. This graph shows the number
of new cases where total population is not really considered. However, the percentage of
total closed population that lies in susceptible or infected group is predicted later. If we
look at figure(3.1b), it can be seen that the virus outbreak started with small number of
cases in the beginning and then spread to a larger population. The overall graph looks
smooth as if its an ordinary differential equation graph. However, if we zoom in and see
a smaller portion of the graph; we can see that the virus spread graph is not very smooth
and it “looks stochastic” as it is evident from figure(3.1a).

To contain an epidemic or a pandemic; several measures are taken by the governments
and health recommendations are issued by the WHO. In order to plan effective measures,
issue useful recommendations or implement successful measures; institutes need deeper
insights into this process which is a stochastic dynamical process. These insights come
from adequate modelling of the spread of virus using statistical and mathematical tools.
Statistical tools alone are not enough for effective modelling because often data gathered
is limited and virus spread process is only partially observed.

If we think of humans who are carrying, spreading and getting infected by the virus
as agents, we can employ a very powerful modelling tool used by the researchers; agent
based modelling and simulation software. These software and frameworks produce sim-
ulations with great amount of detail about every agent, its movements over time, its inter-
actions with other agents and impact it has on agent’s behaviour and future movements.
Some of the information is also available implicitly and can be calculated using observed
information. For instance if we have a group of agents exiting a room in the simulation,
we can calculate their evacuation time. On top of all this information, we can incorporate
an epidemic model to simulate spread of the virus.

Even though agent based simulation software provide a pretty good approximation of
the reality, they have many limitations that we have discussed in section 2.1.2. In order
to adequately model a stochastic dynamical system such as spread of a contagious viral
disease without having to simulate time consuming and irrelevant details present in agent
based simulations; we need a stochastic system identification algorithm that can learn from
coarse observables that we calculate from microscopic simulation data.

3.1.3 Methodology

So far we have understood the problem that we have at hand and explored biggest mo-
tivation behind our research. Now we will dive deep into the strategy and methodology
used to achieve the objectives defined in section 1.3.

Setup Stochastic system Identification algorithm

First of all we will explore and setup the stochastic system identification algorithm that
we will be using during this project. This algorithm is in the form of a neural network
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developed by Dr. Felix Dietrich at TU Munich. In order to use this algorithm for system
identification, we need a data set that contains scattered snapshots of our system of interest
after different time steps.

Input Data Generation

In the second step we will use an open source agent based simulation framework Vadere
to generate fine-grained microscopic dynamics of a closed population in a closed environ-
ment. We use Vadere to simulate the spread of a contagious viral disease in the population.

Data Pre-processing

On one hand we have from the previous step in our methodology is microscopic dynamics
of the stochastic system; on the other hand we need a data set with scattered snapshot data.
We take our original dataset through a number of steps to achieve the dataset that we need,
details of this are discussed in 3.3 section.

Neural Network Training

Input dataset obtained in the previous step is used to train the neural network that we had
setup. Network training goes on until we get acceptable values of training and valida-
tion loss. We go through multiple iterations of hyper-parameter tuning while looking for
acceptable loss values.

Test Data Generation

Test data is also generated using Vadere and coarse observable values are calculated after
different time steps. The process followed for text data generation is similar to the training
data generation, specific details of this are discussed in section 3.5.

Computational Experiments

All the above steps are applied in context of a specific experiment that we setup. We
reproduce one experiment by Dr. Felix Dietrich and setup two more experiments and
record their results. Finally we record and report our findings during these experiments.

3.1.4 Implementation Details

In the later parts of this chapter we will be discussing in great detail all the implementation
details of different parts of our solution. This section is aimed at providing a high level
overview of the implementation phase of this project, software tools that were used and
the results that they provided.
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Figure 3.2: High level implementation details of the project

We describe in figure(3.2) how different parts of our solution fit together and which
software tools we used to develop this solution. The neural network and its loss func-
tion were defined in TensorFlow V2.4.1 [3] (Apache 2.0 license) and Keras
library by Dr. Felix Dietrich at TU Munich [20]. Then we generated the microscopic simu-
lation data by an automation software written in Python generates simulations and their
output csv files by invoking the Vadere console. We use different scripts that use this
technique to generate two different data sets. We use another script to calculate values to
of coarse-observables of the system in both data sets. We take the first dataset and split
it into training and validation data sets. We use a Jupyter Notebook with a Python
3.0 kernel to iteratively train and validate our neural network until we have the desired
value of loss function. Then we use the same Notebook to test the neural network and its
performance. Finally we generate the approximated SDE paths using our Notebook.

One important thing to note here is that we did not download the compiled version of
Vadere, because the compiled version that is available on Vadere website does not contain
the specific SEIR model that we want to use. We downloaded the source code from Vadere
git repository, incorporated the SEIR model and then compiled the whole project.

3.2 Neural Network Architecture

We have already introduced that the systems identification algorithm we will be using is an
artificial neural network with a loss function that minimizes drift and diffusivity nets at the
same time. For the sake of simplicity, we will be referring to the drift neural network and
diffusivity neural network as an SDE neural network (SDE-NN) in this section. We will
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be exploring the implementation details of SDE-NN in this section. Network topology is
visualized in figure(3.3) which is a simplified view of the network; input and hidden layers
are used twice, separately for drift and diffusivity. Also, here the diffusivity is diagonal,
hence the same number of output neurons are visualized as for the drift. In case we use a
different type of diffusivity such as triangular or SPD, number of neurons in output layer
will increase.

A neural network consists of a specific number of neurons, SDE-NN that we setup
for our experiments contains 156 neurons. Each neuron is connected with other neurons
through edges and the weight of one edge is called one network parameter. In SDE-NN we
have 2,854 parameters; a set of all the network parameters together is denoted by 6. Neu-
rons are organized within layers, every neuron belongs to a specific layer depending on
its function. The SDE-NN has 5 layers; an input layer, three hidden layers and an output
layer which are implemented using keras library. keras is an open source framework
that contains many building blocks of a neural network.
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Figure 3.3: Architecture of the SDE neural network (SDE-NN) used for stochastic system
identification, here the diffusivity is diagonal, hence the same number of output
neurons are visualized as for the drift

3.2.1 Drift Net and Diffusivity Net

On one hand we can think of the drift net as the one that tries to fit the predictive un-
derlying system by using a parameterized SDE. On the other hand we can think of the
diffusivity net that tries to predict how much the actual dynamics will deviate from the
function predicted by drift net. The drift net enables the SDE-NN to achieve good pre-
dictive accuracy, while the diffusion net characterizes the uncertainty in a stochastic envi-
ronment. Theoretically, when both drift and diffusivity of the stochastic system are low:
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neural network should make confident predictions with low variance. When drift is high
and diffusivity is low: the system can make confident predictions but with large variance.
When diffusivity is high and drift is low: The predictions are scattered in a highly diffused
fashion over the parameter space [43].

3.2.2 Input Layer

The input layer is the very beginning of the flow for a neural network, it is the entry point
for training data into the neural network. It consists of artificial input neurons that are not
performing any computations on the data, they only just bring the data into the network
for further processing by subsequent layers of the network. We implement our input layer
using t f.keras.layers.Input function.

The input layer of SDE-NN contains only two neurons; number of susceptible popula-
tion denoted by 6y and number of infected population denoted by 6,. These are not to be
confused with the network weight parameters that are denoted by . The input layer can
contain more input neurons if we have to study a bigger system; for example if we are to
study an SIR system we can have three inputs for respective S, I and R values. However,
during this thesis we study a simplified version of SIR system that contains only S and I
values.

3.2.3 Hidden Layers

All the layers in a neural network except for input and output layers are called hidden lay-
ers because the model developers have no control over these layers. Only number of lay-
ers is defined in the beginning when neural network architecture is being setup and when
the network starts learning everything within these layers is controlled by the network
itself. We use TensorFlow t f.keras.layers.Dense function to implement all the hid-
den layers as described in table(3.1). All the hidden layers that contain GP .mean.hidden
in their name (first column) can be considered a part of drift net and all the layers with
GP.std.hidden in their name are a part of diffusion net. First hidden layer in drift and
diffusion net have 25 neurons and 75 network parameters each. Second and third hidden
layers in both networks have 25 neurons and 650 parameters.

3.2.4 Output Layer

In the output layer we have four neurons, two of them provide us drift function and the
other two diffusivity. Output layer is also implemented using t £ . keras.layers.Dense
function. All the layers of neural network are created and passed to tf.keras.Model
function to build the model.
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Network Layer Name (Type) Output Shape No. of Parameters Connected to

GP_inputs (Input Layer) (None, 2) 0

GP_mean_hidden_0 (Dense) (None, 25) 75 GP_inputs
GP_std_hidden_0 (Dense) (None, 25) 75 GP_inputs
GP_mean_hidden_1 (Dense) (None, 25) 650 GP_mean_hidden_0
GP_std_hidden_1 (Dense) (None, 25) 650 GP_std_hidden_0
GP_mean_hidden_2 (Dense) (None, 25) 650 GP_mean_hidden_1
GP_std_hidden_2 (Dense) (None, 25) 650 GP_std_hidden_1
GP_output_mean (Dense) (None, 2) 52 GP_mean_hidden_2
GP_output_std (Dense) (None, 2) 52 GP_std_hidden 2

Table 3.1: Neural Network Layers

3.2.5 Activation Function

Each neuron in the hidden and output layer contains an activation function. Activation
function tanh we are using in hidden layers is non-linear that allows the network to learn
non-linearities within the data.

.50 2
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-1.00

-100 -75 S0 25 oo 25 50 75 100

(a) tanh activation function (b) softplus activation function

tanh is a variation of sigmoid activation function but works better than the sigmoid.
Sigmoid is one of the most commonly used activation function in the neural network com-
munity. For an given input, a tanh function returns a value between —1 and 1 as shown
in figure(3.4a). This works very well with most models as it gives a probabilistic measure
as an output which is calculated using equation(3.1).

2

o) =1y -

(3.1)

Output layer of the diffusivity net uses the activation softplus+STD_MIN_VALUE;
where STD_MIN_VALUE is the minimal number that the diffusivity models can have which
is added for numerical stability, and softplus is an activation function shown in fig-
ure(3.4b). softplus is used to calculate diffusivity because it can not be a negative value.
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The equation(3.2) for calculating softplus is as follows:
f(2) = log(1 + %) (3.2)

3.2.6 Loss Function

Loss function is a mathematical way of measuring how wrong the predictions of the model
are. Loss function is a special kind of error function that takes as an input the ground truth
values and the values predicted by the model and return the amount of error that there
is. The parameters of the above described neural network are learned by minimizing the
equation (2.11).

3.2.7 Optimizer and its Learning Rate

In order for a neural network to make good predictions, it needs to optimize its weights
during neural network training. During optimization process, multiple algorithms are
used such as backpropagation and gradient descent. Back propagation is an iterative pro-
cess; each iteration consists of a forward pass and a backward pass. In a forward pass,
input propagates through all the layers of the neural network such that it is multiplied by
the weight of one layer and then passed on to the next until it reaches the output nodes.
Back propagation is a more complicated process based on gradient descent with the ul-
timate goal of loss minimization. The general idea is to calculate the gradient of the loss
function with respect of the weights. In each iteration, the model weights are updated us-
ing the gradient of the loss function which guides the loss function towards the minimum.
Another important concept in this process is the learning rate which tells the algorithm
how fast or slow it should move towards the minimum point. This process of updates is
repeated several times until the model accuracy reaches an acceptable value.

Optimizer that we use is Adamax with a standard 1earning rate 0.001; Adamax is
defined using t £ . keras.optimizers.Adamax function. Adamax is based on the infin-
ity norm variation of the very popular Adam optimizer, which uses gradient descent with
the combination of the Momentum and RMSProp algorithms. These algorithms compute
a weighted average of the squares of the gradient, in order to identify the lowest overall
loss of the network.

3.3 Input Data

Input data is a very important element for making a neural network good at its predic-
tions, quality of the data is directly proportional to the accuracy of the neural network’s
predictions. We obtain our input data by following these steps below, details of each step
will be discussed in the later parts of this section:

1. Define an agent based scenario using Vadere GUI or a JSON file; we use Vadere GUI
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10.

Run Vadere from console to simulate the scenario, collect the simulation output data
and SIR values at the end of the simulation which we will consider to be a day

Simulate the scenario for next days (specified per scenario) starting at the SIR values
from the previous step

Repeat step 2 and 3 until we have the amount of data points that we need

Calculate coarse observable values of our system of interest from the collected mi-
croscopic data

Convert the macroscopic data to time snapshot pairs (z¢, z14p)

Time reduction factor of 10 is used to scale the Vadere time step and make it small
enough for the network to handle effectively

Normalize the data such that all the system SIR values lie between [0, 1] interval

Select only Susceptible and Infected values as 6y and 6, since the neural network we
have setup takes two input values

Make the input dataset sparse

We generate two input data sets for two different experiments we will be performing.
Specifications of these data sets are described below in table(3.2), along with a cubic 1D
dataset that we have taken from Dr. felix’s work [20]:

Input Dataset Time Step (h) Number of Data points

cubic, 1D 0.01 10,000
Box 0.01 1,000
Bottleneck 0.01 1,000

Table 3.2: Input Data Specifications

3.3.1 Input Microscopic Data

Microscopic data generation for most of the experiments was quick and took about 3 hours.
At one point during our experiments; we generated 10, 000 training data points for an ex-
periment which took about 24 hours. However, upon comparison and analysis we learned
that it was not really necessary to increase the size of data set as it did not improve the
accuracy very much. In order to generate data for our neural network, the first step that
we need to take is to create an agent based simulation using Vadere. Every simulation in
Vadere is based on a scenario. A scenario defines every aspect of the simulation: the envi-
ronment where the scenario takes place, the agents and their attributes, locomotion model,
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additional models such as SIR model, data output specifications etc. In order to define the
scenario, we use Vadere GUI. Vadere GUI consists of multiple tab that are used to define
different aspects of the system. Every scenario is basically a JSON file, which can either be
written by hand or created using the GUL

Simulation

We use simulation tab in Vadere and sketch out the details of the simulation. In order
to set the length of a single simulation, we set the value of "finishTime" attributes. A
simulation always starts at time 0 and ends at "finishTime". "simTimeStepLength"
is used to define the amount of time after which Vadere should produce new state of the
system. Value of attribute "visualizationEnabled" is set to false which makes the
process of our data generation faster. "useFixedSeed" is also an important attribute, we
set its value to t rue which makes sure that the seed used to create the simulation is con-
trolled by " fixedSeed™" attribute and not randomly generated by Vadere. "fixedSeed"
attribute is later controlled by our code, use of fixed seed is done to ensure

Model

Model tab in Vadere is used to define which locomotion model we will be using. We use the
“Load template” option at the top of the model tab to select optimal steps model[2.1.4] us-
ing option "org.vadere.simulator.models.osm.OptimalStepsModel™ with de-
fault values

SEIRG Attribute: We insert one more attribute by using “Add Attribute” option and
selecting "org.vadere.state.attributes.models.AttributesSEIRG". SEIRG
is a model attribute set that contains many different attributes within. Since we only want
to use S and I from the model; values of "exposedRate", "recoveredRate",
"numberOfExposed", "numberOfRecovered" and "recoveryLikelihood" are set
to 0. Value of "infectedRate" isset to 0.001, "infectionRadius" isset to 1.5,
"infectionLikelihood" isset to 0.01 and rest of the default values are used.

Topography

We use Topography creator tab in Vadere and sketch out the details of the scenario.

Floor Field: First thing we create is the floor field upon which the agents will be mov-
ing. The boundaries of this floor field defined by its attributes "height" and "width",
determine how much roam agents have to move about. We also create some obstacles in
some scenarios and they define the areas where the agents are not able to go.
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Source: Then we create a source which actually creates the agents and spawns
them onto the floor field. Source has multiple attributes that we will be specifying:
"spawnNumber" is used to defined number of agents, "spawnAtRandomPositions"
is set to true so that an agent is spawned at a new position in a new simulation,
"useFreeSpaceOnly" is set to false so that agents are created close together and the
spread of virus happens, "targetIds" is set according to the ID of the target we will be
creating later. For rest of the attributes we use default values created by Vadere.

Target: We define a target that is the target for all the agents that are created by a source
that points to this target, which makes "id" as the most important attribute that we have
to set. There is only one more attribute that we define "absorbing", this attribute’s value
is set to true or false according to the requirements of the scenario.

Data output

Vadere can produce data in different formats in a csv file, it depends on the user what
output they really need. Output specifications can be defined in “Data output” tab, by
using data processors. Every processor contains different type of data, we use five different
processors most important oneis "EventtimePedestrianIdOutputFile". It captures
group ID of every agent along with agent ID at every time step, which results in a very long
csv file which has all the fine-grained microscopic details of the system. All the information
obtained in this step is not directly relevant for us; we do not need to know exactly which
agent was in which specific group at a certain time. What we do need is the total number
of agents in each group at every certain point in time.

3.3.2 Calculate Values of Coarse Observables

First of all we use the output csv file from the previous step to calculate number of suscepti-
ble and infected population at every Vadere time step. Vadere time step has a corrosponds
to the real time in the real world, however, we do not need this corrospondence. The
time step in our input data set can be arbitrary; we can choose to zoom out and instead of
recording group counts after every Vadere time step we can record it after each simulation.

3.3.3 Normalization and Processing of Data

In order to normalize our dataset we divide each column by the total number of agents in
the system which ensures that all the values in individual groups lie between [0, 1], now we
can call these values 0y and 6;. For instance, if total number of agents in a scenario is 100
and there are 85 susceptible agents and 15 infected agents; value of 6, will be £ = 0.85
and value of 6; will be ;> = 0.15. Another part of input data pre-processing is that we
skip some of the simulated time snapshots, so that the individual points are further apart

in time.
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3.3.4 Training and Validation Data Split

Training dataset is used to train the network on a specific set of data. In order to make
sure that the network has not over-fitted i.e. it has not simply memorized the data but
has learned the underlying patterns; we use validation set. Validation dataset is separated
from the training dataset and is kept aside and network never sees the data before valida-
tion phase. Once the network has completed training on the training dataset, we evaluate
its performance on the validation dataset. If the network performs reasonably well on the
validation dataset as well, it is considered well trained. However, if the network does not
perform well a number of steps can be taken, we might reconfigure different hyperparam-
eters of the network or normalize or process input data in a different way or totally change
the dataset. This list of steps is not exhaustive, many different types of measures can be
taken to improve model performance. After making these changes we start second itera-
tion of training; retrain the network and evaluate its performance again on the validation
dataset until the network has reached desired performance. In all our experiments 90% of
the training data stays in the training dataset, while arbitrarily chose 10% is set aside in
the validation dataset.

3.4 Training the Neural Network

Training time, setup and hyperparameters are usually positively related to a network ar-
chitectures potential. Without being over-trained, a deeper network has the stronger ex-
pressive ability but also more parameters to learn thus causing more time to train. Without
being under-trained, with enough amount of data, network’s learning capability also in-
creases. In this section we will be exploring the setup that we found to be perfect for our
neural network and yielded the best results during our experiments.

3.4.1 Hyperparameter Tuning

Hyperparameters are the non-learn-able parameters of the network that are set before
training the neural network; and the accuracy the network depends heavily on these. De-
pending on the size of our dataset and computing power available to us; we need to choose
a number of hyperparameters that are best suited for our network. For instance choosing
a good learning rate is a very important; if learning rate is too low network will be very
slow and can be stuck in a local minima, if it is too high the network might miss the min-
ima and might not converge. If the network is not performing well, developers can tweak
the hyperparameters and train the network again. We went through a number of iterations
to reach the hyperparameters that lets our network yield high accuracy.
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3.4.2 Training Setup of Neural Network

In order to specify what happens during training and optimization of the neural network;
first of all we implement and plug in our custom Euler-Maruyama scheme based loss func-
tion. Then, we need to customize what happens in the the tf.keras.Model.fit ()
function by following the steps below:

¢ Create a new class that sub-classes the keras.models.Model
e Create our own train_model function

* Pass Numpy arrays, by calling fit (x,y, ...), this enables data to be passed as
tuples of form (x, y) which are time snapshots of our system

All the neural networks were trained on a single laptop computer with an Apple M1
8-Core Processor with a built-in GPU and a 16GB RAM. To train our neural network we
use Stochastic Gradient descent based optimizer Adamax with an initial learning_rate
of 1e~2 that decays at the rate of 0.9 and a momentum of 0.999 and has a small constant
for numerical stability ¢ = 107. We compile it using Euler-Maruyama loss function.

We specify a batch size of 32, allowing 32 data samples to be processed before loss com-
putation and weight updates in our network. We specify the number of epochs to be 100
to allow multiple passes through the entire training dataset.

3.4.3 Development Life Cycle

Researchers would identify a problem where stochastic differential equations can serve
as a surrogate model. They would, then, see the tools that they have available to simu-
late microscopic dynamics of the system. Microscopic data will be used to calculate the
coarse-observable values of the system. They would choose a suitable algorithm to model
the learning problem, select a proxy dataset to train and tune the hyperparameters of the
model. Once the model hyperparameters have been carefully tuned, the engineers can
test out the model using a simulated test dataset. Once the model has reached acceptable
accuracy, it can be applied to model the real world problems.

3.5 Test Data

Test data is the dataset that we use to evaluate the final performance of our network after
the development phase. In order to make sure that it provides an unbiased performance
evaluation, it is only to be used after the network completes training and is final and stable.
This can not be guaranteed using the validation dataset, although it is not used during
training, we have still reconfigured our neural network repeatedly to make its performance
good on the validation dataset. Hence, it is absolutely important to not touch the test
dataset until the very end of the network development workflow.
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Our test data is generated using Vadere and coarse-graining technique similar to the
training dataset, using following steps:

1. Use the agent based simulation scenario defined for the training dataset

2. Run Vadere from console to simulate the scenario for a day and next number of days
(depending on the scenario), collect the simulation output data

3. Repeat step 2 until we have desired number of test data points we need

4. Calculate coarse observable values of our system of interest from the collected mi-
croscopic data

5. Convert the macroscopic data to time snapshot pairs (x¢, z414)
6. Time reduction factor of 10 is used to scale the Vadere time step
7. Normalize the data such that all the system SIR values lie between [0, 1] interval

8. Select only Susceptible and Infected values as 6, and 6, since the neural network we
have setup predicts only these two values

Further specific details (if any) of data sets in each experiment will be discussed in their
respective sections.

3.6 Computational Experiments

First of all we reproduce one of the toy examples presented in the paper [20], to illustrate
our neural network identification technique. After that we design two experiments in-
spired from real world scenarios, in order to show an application of learning underlying
SDESs from coarse observables.

3.6.1 1D Cubic SDE

In this first experiment we reproduce the results from a 1D cubic experiment in the pa-
per [20], with drift f and diffusivity o defined through f(z;) = —22} — 4z + 1.5, 0(2¢) =
0.05z; 4 0.5. We trained the neural network with Euler-Maruyama loss function; training
and validation loss curves that we got are shown in figure(3.5):
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Figure 3.5: Neural network loss while learning 1D cubic SDE

True and approximated drift and diffusivity functions are shown in figure(3.6), as you
can see that the approximated functions are quite good as compared to the original func-
tions, specially the drift function predicted by the drift net.
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Figure 3.6: Neural network loss while learning 1D cubic SDE
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3.6.2 Concert Scenario

As the name of this section suggests, this experiment is inspired by a real world scenario
where people are confined in a closed space and do not move around too much. We will
open this section by specifying details of the scenario and its attributes, the attributes not
mentioned in this chapter are either default or described in input data section[3.3] of this
chapter previously.

Simulation

The value of "finishTime" is set to 25.0 for this experiment, it means that the Vadere
simulation runs from 0 to 25 Vadere seconds. "simTimeStepLength" is set to 0.999999,
we have selected a bigger time step because we assume that the agents are not really mov-
ing within the box. Values of "usefixedseed" attribute are controlled by our code and
go from 0 — 1000 for training data and 0 — 100 for the test dataset.

Topography

We build this scenario in Vadere, its graphical topography is shown in figure(3.7). Due to
the topographical look of this scenario and for the sake of simplicity; we also call it “"Box
scenario” later on.

Figure 3.7: Vadere scenario inspired by a concert

The total area of floor field in this experiment is 30m x 30m. Value of "createMethod"
attribute in "AttributesFloorField" set is set to None, this saves our computation
resources and time while generating data sets.
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Source

Source in this scenario is the green box at the top that creates all the agents. Value of
"spawnNumber" in source is set to 1000.0 in order to create 1,000 agents.

Target

Target is the orange box that lies underneath the source in this scenario. We have set the
value of the "absorbing" attribute to false so that the agents do not exit the scenario
and stay within it throughout the scenario.

Input Data

Input data for this scenario is generated by using the process described in section[3.3].
Number of days is set to 2 and number of iterations is set to 500 which gives us a total of
1,000 simulations. After processing and normalization we get 4, 000 time snapshots. While
creating the training data from Vadere we noticed that the data processor we were using,
misses 12 different values, all of them almost at the beginning of the simulation. When
we analysed these values further we found out that there was not really much change
happening in the SIR system of our interest during this time period. Which is why we
ignore this limitation as it does not have an impact on the quality of our input dataset.
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Figure 3.8: Number of susceptible and infected population over time
Input data that we have gathered for our system of interest over time is visualized in fig-

ure(3.8), number of susceptible population is represented in blue colored lines and infected
population is denoted by red. It shows that number of susceptible population steadily
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decreases over time as the infection spreads, while the number of infected population in-
creases. Some of the red and blue graphs start with higher initial value, it is because they
possibility belong to later days in the simulated time duration.

Now let us explore the distribution of the training data that we have shown in fig-
ure(3.9), number of susceptible population is denoted by 6y and number of infected popu-
lation is denoted by ;. We create a histogram that visualizes our dataset in multiple bins,
number of input data points are stacked in each bin and the height of each bin represents
the amount of data in it. Each bin in our histogram is defined by the value of 6 or 6;; for
example if there are 20 points with 6, value of 0.19, the height of the bar at x-axis 0.19 will
correspond to 20 at y-axis.

Distribution of 8; (susceptible)
Distribution of 8, (infected)

0.2 04 0.6 0.8 10 0.0 0.2 0.4 06 0.8

Figure 3.9: Distribution of ¢ and 6,

Values of 0 in this dataset are skewed more towards lower values i.e. between 0.0 and
0.2. Values of 6; in this dataset are skewed more towards higher values i.e. between 0.8
and 1.0.

Training, Validation and Loss

We train our neural network according to the hyperparameters defined in previous section.
Our final training loss comes out to be —5.49 and our final validation loss turns out to be
—5.24, which means that the network is training fairly well and have good values of loss
in training as well as validation phase. Both training and validation loss converge after
almost 20 epochs, which means that the computation time required to train our neural
network is not that high. We trained the network for 100 epochs with 1, 000 time snapshot
data and both validation and training combined took less than one minute. Training and
validation loss are plotted in figure(3.10), with blue and orange lines respectively.

Test Data

At this point our drift and diffusivity networks are both fully trained so we move on to
the testing phase of our network. In order to generate test data for this scenario we picked
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Figure 3.10: Training and Validation Loss curves

a step size of 2¢7 1, 6y = 0.95 and 6; = 0.05. At first, we picked the time duration of
2.5 seconds, which was also the total time used in the training data. Then we decided to
extend it to 10 seconds to see how well our network performs then; which is 4 times that of
that total duration we previously had. We followed the process similar to that of training
data, except that we set number of days to 4 and number of iterations to 100 to generate
400 test points.

In the test data we have created piece-wise data for 10 seconds which is divided in 4
days, such that the first day represents the first 2.5 seconds and so on. We will be stacking
this data on top of each other to get the full system data for 10 seconds. However, as
we had noticed that the data processor we were using, misses 12 different values at the
beginning of each simulation. In order to fill this gap, we took the last value of 6y from day
one and the first value of 6, from the second day and approximated 12 values in between.
Then we repeated the same process for 6;.

True vs Approximated SDE Paths

Now that we have approximated the drift and diffusivity functions of an SDE we can
construct SDE paths using them. We also have the ground truth from test dataset that
provides us with the true SDE paths. We decided to do 100 iterations, which means that
we will be generating 100 SDE paths for both true and approximated SDEs. We generated
the approximated SDE by using the same initial conditions, step size and total time as we
did to create the test data. It can be seen in figures(3.11,3.12); that the SDE paths predicted
by the network are very close to the paths generated using Vadere.
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Figure 3.12: Network approximated (red) and true (black) SDE paths for;
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3.6.3 Pedestrians Exiting through a Door Scenario

As the name of this section suggests, this experiment is inspired by a real world scenario
where people are leaving a space and in order to exit from it they are using a door. We will
open this section by specifying details of the scenario and its attributes, the attributes not
mentioned in this chapter are either default or described in input data section[3.3] of this
chapter previously.

Simulation

The value of "finishTime" is set to 125.0 for this experiment, it means that the Vadere
simulation runs from 0 to 125 Vadere seconds. "simTimeStepLength™" is set to 0.4, we
have selected a smaller time step because the agents are moving within this scenario and if
we set a smaller time step their motion is smoother. Values of "usefixedseed" attribute
are controlled by our code and go from 0 — 1000 for training data and 0 — 200 for the test
dataset.

Topography

We build this scenario in Vadere, its graphical topography is shown in figure(3.13). Due
to the topographical look of this scenario and for the sake of simplicity; we also call it
Bottleneck scenario later on. The walls together with the door act like a small bottleneck,
the agents have to stop just before the door and wait for their turn.

Figure 3.13: Vadere scenario inspired by a door through which pedestrians are exiting

The total area of floor field in this experiment is 20m x 20m. Value
of "createMethod" attribute in "AttributesFloorField" set is set to

44



3.6 Computational Experiments

"HIGH_ACCURACY_FAST_MARCHING", it is necessary to create the floor field in this
scenario because the agents move from one place to another and they need a floor to do
SO.

Obstacles

The obstacles in the middle are placed in such a way that the gap between them is almost
Value 1m, this gap be imagined to be a door. The agents go until the gap between the
obstacles and if they can not pass through, they wait for their turn just before it. In this
way the obstacles and the gap between them acts as a bottleneck in the scenario.

Source

Source in this scenario is the green box on the left side of the door that creates all the agents
and spawns them towards the door. Value of "spawnNumber" in source is set to 200.0 in
order to create 200 agents.

Target

Target is the orange box that lies right side of the door in this scenario. We have set the
value of the "absorbing" attribute to t rue so that the agents can exit through the door.

Input Data

Input data for this scenario is generated by using the process described in section[3.3],
similar to the previous experiment. Number of days is set to 4 and number of iterations is
set to 250 which gives us a total of 1,000 simulations. After processing and normalization
we get 4,000 time snapshots. While creating the microscopic data from Vadere we noticed
that the data processor we were using, misses 12 different values, all of them almost at the
beginning of the simulation. When we analysed these values further we found out that
there was not really much change happening in the SIR system of our interest during this
time period. Which is why we ignore this limitation as it does not have an impact on the
quality of our input dataset.

Input data that we have gathered for our system of interest over time is visualized in fig-
ure(3.14), number of susceptible population is represented in red colored line and infected
population is denoted by blue. It shows that number of susceptible population steadily
decreases over time as the infection spreads, while the number of infected population in-
creases. Some of the red and blue graphs start with higher initial value, it is because they
possibility belong to later days in the simulated time duration.

Now let us explore the distribution of the training data that we have shown in fig-
ure(3.15), number of susceptible population is denoted by 6, and number of infected pop-
ulation is denoted by 6,. We create a histogram that visualizes our dataset in multiple bins,
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Figure 3.14: Number of susceptible and infected population over time

number of input data points are stacked in each bin and the height of each bin represents
the amount of data in it. Each bin in our histogram is defined by the value of 6, or 6;; for
example if there are 40 points with 6, value of 0.25, the height of the bar at x-axis 0.25 will
correspond to 40 at y-axis.
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Figure 3.15: Distribution of 6 and 6,

Training, Validation and Loss

We train our neural network according to the hyperparameters defined in previous section.
Our final training loss comes out to be —2.88 and our final validation loss turns out to be
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—2.84, which means that the network is training fairly well and have good values of loss
in training as well as validation phase. Both training and validation loss converge after
almost 20 epochs, which means that the computation time required to train our neural
network is not that high. We trained the network for 100 epochs with 1, 000 time snapshot
data and both validation and training combined took less than one minute. Training and
validation loss are plotted in figure(3.16), with blue and orange lines respectively.
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Figure 3.16: Training and Validation Loss curves

Test Data

At this point our drift and diffusivity networks are both fully trained so we move on to
the testing phase of our network. In order to generate test data for this scenario we picked
a step size of 2¢71, 0y = 0.85, #; = 0.15 and total time of 12 seconds which was also used
in training data. In this experiment we again followed the data generation process similar
to that of training data, except that we run each scenario only once and start with initial
conditions again to generate next test point. We set the number of iterations to 200 to
generate 200 test points.

True vs Approximated SDE Paths

Now that we have approximated the drift and diffusivity functions of an SDE we can
construct SDE paths using them. We also have the ground truth from test dataset that
provides us with the true SDE paths. We decided to do 200 iterations, which means that
we will be generating 200 SDE paths for both true and approximated SDEs. We generated
the approximated SDE by using the same initial conditions, step size and total time as we
did to create the test data. It can be seen in figures(3.17,3.18); that the SDE paths predicted
by the network are close to the paths generated using Vadere in the beginning.
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After almost 3 seconds the two paths diverge. On one hand in figure(3.17), the network
paths go all the way down to 0 which means that according to the network predictions all
the agents will eventually get infected. On the other hand, paths generated using our test
data maintain a steady state at 0.1 value of 6, this means that 10% of the agents never get
infected. Similar results show up in case of ¢;, network paths go all the way down to 0
and the test data maintains its value at 0.9. This reinforces the same result that 90% or the
agents always stay susceptible.

This should not happen because the crowd of agents just before the bottleneck is similar
to the box scenario that we work with in the first experiment. In the box scenario we have
already seen that all the agents do get infected over time, this leads us to believe that this
behavior is not normal and should be analyzed further. However, we have not analysed
these results further during this project, it requires looking at the actual simulations while
they are running in Vadere.

1o Metwork paths (blue) & True paths (black)
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Figure 3.17: Network approximated (blue) and true (black) SDE paths forf
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Figure 3.18: Network approximated (red) and true (black) SDE paths for6;

3.6.4 Key Challenges

Some of the key challenges that we faced during generation of data sets and neural net-
work training are as follows:

Generation of data using agent based modelling is a time consuming and cumber-

some task; multiple iterations of data generation have to be done to get a good
dataset

On one hand the number of infected population rises quickly which means that we
have a lot of data points where 6, is high; causing data skewness

On the other hand the number of susceptible population declines sharply, we do not
have many snapshots with high value of 6y; contributing to data skewness

At times agent based simulations behaved in a very unpredictable way due to which
we had to go beyond our automation code that runs Vadere simulations and look at
data records for a deeper analysis

We found out that there is an imperfection in the data generated by Vadere; the out-
put data processor that we were using, missed recording of data at 12 time steps
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* Hyperparameter tuning was a lengthy and time consuming process

3.7 Evaluation metrics

We have used training loss function as a performance measure for our neural network.
It evaluates how well the neural network learns the drift and diffusivity functions of the
stochastic system and how accurately it can produce the SDE paths using these functions.
A combination of training and validation loss is used to diagnose model overfitting, un-
derfitting or convergence.

The problem we have at hand is a regression problem; in this case we can also apply
other evaluation matrices as well that are used in regression setting. Root mean squared
error (RMSE) or simply MSE is the most popular evaluation metric used for such problems.
In case of our case we have a model that predicts future states on an SDE given an initial
condition. We can use values from our test data as y; and values predicted by the model
v;, and calculate MSE as in equation(3.3) [65]:

N

1 .
MSE =+ Z;(yi —4i)° (3.3)
1=
Mean absolute error is another metric which calculates the average absolute distance

between the true and approximated target values, it is defined in equation(3.4) [68]:

N
MSE = % Z lyi — il (3.4)
i=1

If we are to apply this method to a real world problem; these evaluation metrics make
sense only to the researchers who are either specialized in this area or at least have a good
mathematical background. In such a setting we can use metrics such as Inliner Ratio met-
ric, it calculates inliner ratio, which is the percentage of predicted data points with an error

less than a margin [68].
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Throughout this project, we aimed to design and evaluate a neural network that is able
to learn surrogate mathematical models to identify a stochastic dynamical system in the
form of stochastic differential equations and later predict its future states. In order to
demonstrate this methodology, we considered a stochastic system that is the spread of a
contagious viral disease in a closed population. We used an agent based modelling and
simulation framework to generate raw microscopic data. This raw data was processed and
then used to train our neural network.

In the following section 4.1, we start our final discussion, highlight the contributions we
have made, discuss the limitations of our approach and provide an overview of ethical
concerns we should keep in mind while working with this approach. Section 4.2, con-
cludes the discussion we start in this chapter. In section 4.3, we discuss possible future
directions that can be taken to extend this work.

4.1 Discussion

We use an artificial neural network architecture SDE-NN consisting of two neural net-
works drift-net and diffusivity-net to approximate the drift and diffusivity respectively.
We use this architecture to learn the stochastic dynamics in the form of coarse-surrogate
stochastic differential equations; SDEs can predict future states of the system without hav-
ing to know fine-grained dynamical data. Loss function of our neural network is inspired
by an embodies the stochastic integration scheme; Euler-Maruyama scheme. Biggest ad-
vantage of such a neural network is that it already encodes a lot of structure in the algo-
rithm itself which is why it does not need much training data to produce accurate results.

As a case study we consider agent based modelling and simulation systems; ABMs are
great tools for capturing microscopic dynamics of a system. However, they are not general
purpose, contain irrelevant details of they system, are computationally expensive and time
consuming.

In order to demonstrate our methodology, we study the spread of a contagious viral dis-
ease in a group of people that are moving together in a crowd. Microscopic simulation data
is created using Vadere which takes about 3 hours to generate for one scenario. We separate
the data relevant to our system of interest, calculate the values of coarse-observable from
this data, pre-process it and use it to train our neural network. After the neural network
has been setup, it takes about 5 minutes of training and learn the coarse-surrogate models
in the form of SDEs. Learned SDEs are used to approximate SDE paths and provide pretty
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good predictions compared with the true paths.

4.1.1 Contributions

Our contributions during this thesis project are as follows:

We generate agent based simulations data and use them to calculate the values of
coarse observables

We use neural network loss function derived from a stochastic integration scheme;
Euler-Maruyama scheme

We explore and use a neural network training loss function to approximate the drift
and diffusivity of an SDE from the coarse-observables

We work with a system identification approach that does not require long time series:
scattered paired snapshots (z;, z;4,) are sufficient.

The approach works point-wise: No distributions need to be approximated from
data, nor do we need to compute distances between distributions

We demonstrate that we can use this approach to approximate the drift and diffusiv-
ity of an epidemiological model.

4.1.2 Limitations

During the course of this project we have discovered some limitations of this approach
which are discussed in this section.

The transition probabilities induced by the Euler-Maruyama scheme imply that, in
general, it will not be possible to exactly reproduce the data-generation density. This
limitation can be resolved by using more refined integration schemes such a Milstein
method.

On one hand, if the time step h between large number of data samples is too small,
drift can not be accurately approximated because the diffusivity will be larger in this
case. This can be resolved with approximating the diffusivity first with small ~» and
then drift can be approximated using sub-sampled data sets. In section(2.3.5) we
discussed that for convergence of Euler-Maruyama scheme equation(2.7), h has to
go to zero. However, even with infinite data the drift is not easy to estimate.

On the other hand, if the time step is too big, approximating the diffusivity function
accurately is not possible.

Presence of rare events in the coarse-grained observables is also a challenge, since
not a lot of data will be available to learn them they will be ignored by the surrogate
model.
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4.1.3 Ethical Statement

Increase in capabilities of machine learning models as well as their accuracy has led them
to be highly complex nested structures that are not easily understandable by human be-
ings. Most of the machine learning models are applied in an inscrutable black-box manner.
Biggest reason for this opacity is that heaps of data and prediction accuracy has been the
driving force of machine learning research so far. Largest data set combined with a pow-
erful and highly complex algorithm leads to more accuracy which is considered the yard-
stick of success. Careful dataset engineering can reduce the risk that the machine learning
model will inherit biases of prior decision makers, research has shown that algorithms can
also introduce unintended biases or amplify existing ones[2].

Black-box models for agent-based systems are also subject to unintended biases. Fur-
thermore, they can be used in questionable ways that are not ethically acceptable if they
are to be used in real world. One such example could be a biased or irresponsible general-
ization in predicting the behavior of societal systems with a learned black-box model. We
as a machine learning community as well as a society should be very careful of such in-
tended or unintended biases. However, there is a lack regulation in this area which stems
from the lack of control over black box models.

In such situations, use of grey-box or physics informed systems is ideal. They provide a
very clear mathematical explanation to their predictions and are easy to probe and decode.
Our proposed methodology offers a physics-informed model of stochastic systems that is
easy to interpret and its predictions are explainable.

4.2 Conclusion

Our proposed methodology can be used for modelling a dynamical system in a stochastic
setting. Such an approach is very useful in situations where the stochastic system is par-
tially observable, a small dataset is available or quality of the data is not very high. This
methodology can be used for model reduction in computationally expensive problems. It
can also be applied to many more agent-based models.

4.3 Future Work

¢ Different sources of training data can be used in the future

¢ We are using SEIR model to generate data for our system of interest, however we
use only a reduced model containing the values of S and I; this can be extended
predicting the to E and R values as well

¢ Other agent-based models can be coarse-grained using this approach in future

¢ Application of this approach can also be expanded to particle-based models as well
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Expansion of this work to a real world scenario such as COVID-19 spread with actual
infection spread rates etc

Hyperparameter tuning of the system identification neural network can be done us-
ing a specialized algorithm, we did not do this since it was beyond the scope of this
project

Numerical analysis or backward error analysis of stochastic integration schemes is
one of our motivations. These integration schemes iteratively produce discrete time
data that can be exploited by our identification algorithm to perfect its predictions
iteratively. However, this type of analysis is not done in this project, but could be
part of the future work

Identification of stochastic partial differential equations (SPDEs) based on numerical
analysis can be done

Protein Folding is a very important and widely researched problem, it helps in dis-
ease understanding and drug discovery. However, it is a very computation intensive
problem. In future a model reduction approach like we presented can be used to
reduce computational complexity of problems like protein folding.
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