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A B S T R A C T

The design process in construction projects is iterative and multi-disciplinary in nature. In today’s industry practice, several discipline experts concurrently author multiple versions and design variants of BIM models and share them at frequent intervals. Applying a sound version control methodology can significantly enhance automation, enabling the coordination and combination of these model versions into consistent overall models with less extensive manual effort. This paper introduces a diff-and-patch mechanism for transferring changes between model versions, facilitating object-level change tracking using graph representations of BIM model data, and specifically focuses on merging diverging versions through the application of graph transformations. The mechanisms for executing branching and merging of model versions are thoroughly explained and showcased through various illustrative scenarios. The presented method adheres to the established principles of federated BIM collaboration but equips the participating parties with additional means to automate the combination of various model versions, allowing them to focus on the relevant conflicts. The proposed methodology of graph-based version control unlocks the potential of analyzing interdisciplinary dependencies across partial models and enables the more efficient resolution of conflicting model versions.

1. Introduction

The AEC industry is characterized by a large number of highly specialized disciplines. Especially in projects with various, sometimes exceptional boundary conditions, many experts must contribute their knowledge to achieve a design solution that fulfills the manifold requirements and constraints inherent in a construction project. This makes building design a highly collaborative process.

Over the last two decades, the technology of Building Information Modeling (BIM) has been increasingly adopted by the AEC industry [1,2]. Hence, the traditional approach of exchanging mainly (printed) documents and drawings has been superseded by creating information-rich BIM models that provide a comprehensive digital representation of the built asset. A BIM model assembles geometric and semantic information about the built asset and can be encoded in vendor-specific (i.e., closed) or vendor-neutral, open data formats [3]. Public authorities demand model deliveries in open, standardized representations to enable fair competition on the software market [4,5].

Various standards and guidelines have been defined on national and international levels to structure the workflows of collaborative design projects in the construction industry. The most relevant one is ISO 19650-1, which has been defined as a successor to the British standard PAS 1192 [6,7]. Both describe process-related aspects and promote BIM-based collaboration using loosely coupled (i.e., federated) discipline models. According to ISO 19650, each domain works predominantly independently of the other disciplines on their respective discipline models [8]. Once a shareable state is reached, the design information is uploaded as a complete model file (also denoted as an information container) to a joint project space known as a Common Data Environment (CDE) [9]. By employing a CDE, interdisciplinary coordination can be performed by combining the available discipline models into a coordination model. From a technical point of view, this combination step of all discipline models is realized by merely superimposing the elements contained in the individual discipline models.

1.1. Problem statement

The notion of federated models and interdisciplinary collaboration based on frequent whole-model transfers averts the tracking of changes
at the level of individual objects stored inside a discipline model. This lack of object-level concurrency control results in a significant drawback: All other stakeholders must manually identify the changes performed by one stakeholder to update their discipline models accordingly. This also means that concurrent changes of the same or related model elements by two different stakeholders may remain unidentified and lead to significant inconsistencies. Given the high complexity of collaborative design, the lack of support for object-level concurrency control, including fine-grained tracking of changes and automated conflict identification during merging, results in an error-prone and laborious manual process of model coordination, leaving the potential of computational support widely untapped.

From a more high-level perspective, it must be stated that the current best practice of design coordination using federated discipline-specific models does not adequately address the nature of highly iterative design processes. Equivalent problems can be seen in the local scope of a single designer participating in a BIM-based collaboration workflow: Multiple variants of BIM models are produced to find the best-performing solution for a given design task. Again, the current best practice is to store all variants as individual files, resulting in redundancy and loss of connection between the common basis of all variants.

To overcome the above-mentioned deficiencies, this paper presents an approach for implementing optimistic concurrency control on the object level for concurrently modified BIM models. The recombination (merging) of concurrently developed models has to take into account (I) non-conflicting parts where the collaborators made modifications on disjoint subsets and (II) conflicting parts where the same objects have been altered, potentially in a non-consistent manner. This paper addresses identifying these two parts and their proper handling regarding concurrent version control. It uses graph representations of BIM models and graph transformations to describe incremental changes on the object level as introduced in Esser et al. [10]. In addition, detailed emphasis is spent on existing technologies for data merging used in other industry branches and why they cannot be applied to data representations used to express built environment assets without further adaptation.

1.2. Scope of the paper

The analysis of the current situation shows that collaboration based on federated discipline-specific models is well established [8,9]. However, it is necessary to improve the issue of repetitive model exchanges and consider the evolving nature of BIM models in the design process. Looking into other industry sectors, established concepts of concurrency control including branching and merging provide a promising solution to overcome the limitations identified.

We will first summarize previous works addressing model-based version control using incremental update patches for the presented problem field. As a critical contribution, we will extend these preliminary achievements by introducing the concepts of branching and merging to enable concurrent model states. We will define conditions under which the merging of increments reflecting diverging design states of a BIM model can be performed. After a formal definition of the problem with fundamental notions of set theory and graph transformations, several scenarios are outlined from which the necessity of merging diverging model states is motivated. From these scenarios, a general condition evaluation is derived that is agnostic to the data format used to encode the engineering knowledge in a graph.

Introducing abstraction layers to structure the terminology and gain a common understanding of the proposed methods is vital. Fig. 2 illustrates the three elementary layers. As the top priority, engineers and designers involved in collaborative BIM workflows provide rich knowledge about their specific discipline and operate BIM authoring applications. To capture decisions and results, discipline models are employed to store specific design information about the built asset in question. Ultimately, BIM models are assembled by a set of objects that can be understood using complex object networks as their technical foundation.

Unless otherwise mentioned, this paper mainly discusses aspects of the most generic abstraction layer that features the notion of graphs as its fundamental concept. At appropriate positions, however, the conclusions will be set into a reasonable context that relates to practical examples.
1.3. Contributions & structure

In summary, the main contributions presented in this paper are as follows:

• A proposal for an optimistic concurrency framework that extends preliminary works of incremental model patches by the concepts of branching and merging.
• The definition of conditions under which diverging model stages can be eventually merged without any conflicts.
• An outline of how the presented approach can be facilitated in future BIM collaboration workflows.

The paper is organized as follows: Section 2 discusses related work in the field, and Section 3 introduces the concept of branching and merging. Furthermore, this section presents the developed conditions that must be met to merge diverging model stages. Next, Section 4 discusses the theoretical approach in practical scenarios and provides an outlook on how the developed concept can be incorporated into future BIM collaboration workflows. Section 5 discusses identified limitations and Section 6 concludes the paper with a summary of the main findings.

2. Background & related work

Collaborative approaches in which a system eventually allows diverging states of a digital artifact have been the subject of research in various fields [11]. Therefore, this chapter aims to introduce essential aspects of transactions in computer systems that form the technical foundation for all subsequent considerations. Additionally, existing approaches for incremental version control techniques in object networks and BIM collaboration will be summarized. Lastly, some technical background information regarding graph transformations and their commutativity is presented.

2.1. Transactions on computer systems

A transaction is commonly defined as an atomic unit of actions that transforms an object from one valid state into another valid state. Typically, a transaction consists of a set of operations. The transaction is committed only if all operations can be performed successfully. In the case of failures during the execution of a transaction, all operations are rolled back to ensure a valid object state at any time [12]. Transactions are widely implemented to preserve a system in a consistent state and are therefore often associated with concurrency control. Especially in database applications, transactions can be further described by the ACID principles. According to Gray [12] and Robinson et al. [13], the abbreviation ACID represents the concepts of Atomicity, Consistency, Isolation, and Durability.

Even though these principles are still widely used in many computer systems, various application cases have been identified that neither require immediate consistency nor fit a strictly pessimistic concurrency control model. To soften the requirements of immediate consistency, the BASE principles have been defined as a more optimistic concurrency paradigm:

• Basic Availability: The stored data is not blocked during transactions. Thus, data is available most of the time.
• Soft state: Stored operations do not have to be consistent during the writing operation and do not directly federate to all existing replicas of the data set.
• Eventual Consistency: Consistency among replicas is achieved eventually at a later point in time.

According to these elemental concepts of storing and manipulating information in a computer system, it becomes evident that the established fashion of decoupled discipline models in BIM-based collaboration associates well with the described BASE principles. In BIM collaboration, a transaction should ultimately be considered as the information synchronization between parties involved in an exchange workflow. Schapke et al. [8] have discussed the advantages and downsides of optimistic and pessimistic concurrency control in BIM-based information exchange. According to their statements, implementing pessimistic concurrency control often requires locking mechanisms to prevent others from manipulating information in the scope of a running transaction. On the contrary, optimistic concurrency systems enable higher flexibility in decoupled, asynchronous settings. They conclude that optimistic concurrency appears suitable when the level of aggregation and interconnection across the managed information sets is low. We will discuss the aspect of aggregated information captured in BIM models and their subsequent exchange in interdisciplinary collaboration workflows in Section 5.
2.2. Approaches for data exchanges in BIM collaboration environments

Capturing and representing structured, highly interconnected design information of built facilities has been subject to extensive investigations over the past decade [14,15]. The application of affiliated techniques can range from routing problems in complex networks [16] to data fusion problems [17,18], and dependency representations in load-bearing systems [19]. In the scope of incremental version control, investigations related to object and product models and graph-based representations of such networks are of particular interest. For example, the transfer of procedural geometries for civil infrastructure assets has been extensively investigated by Vilgertshofer and Borrmann [20], Vilgertshofer [21]. For this problem, labeled, attributed, and directed graphs have been utilized to represent procedural geometry, which is then refined using graph transformation rules. Abualdenien and Borrmann [22] have picked up the idea of architectural patterns described in Postle [23]. They used graph transformations to capture design decisions and to apply them across different design models in a BIM authoring tool. Mattern and König [24] have also worked in a similar direction but focused on integrating design options into a graph representation reflecting the BIM model. Regarding design and variant communication, Zahedi et al. [25] presented an approach for decision capturing in early design stages using the BIM Collaboration Format (BCF). In essence, they employed ticketing systems to request and respond to specific properties to be present for a particular simulation or use case. For this, a feedback function was defined that transfers dedicated feature requests or suggestions on how a BIM model must be extended to fit a simulation. Even though their approach contributes to enhanced decision acceptance, it still lacks a proper (i.e., automated) integration into design tools. El-Diraby et al. [26] presented a framework that supports the management and reasoning about design decisions that have been made related to sustainability concerns in BIM-based design projects. Even though they do not consider changes in exchanged BIM models on the raw data level, their system supports identifying model components that gain high interest in interdisciplinary discussions by applying social-technical analysis techniques.

Esser et al. [10] have presented a thorough approach for transferring only the model updates instead of entire monolithic BIM files. Their core idea focuses on the representations of BIM models using labeled property graphs and the subsequent computation of update patches containing only the changes between two model versions. Also, Zhao et al. [27] have discussed a related approach. In contrast to the approach described in Esser et al. [10], they have used additional nodes to store each attribute of an entity instance, resulting in a greater number of nodes and edges than the One-to-One mapping of each class instance using node attributes. The general idea of reflecting IFC-based models in labeled property graphs has also been discussed by Zhu et al. [28]. Their concept focuses on the proper translation of a given serialized representation of a BIM model into a property graph. However, no further application of the achieved graph structure has been presented in their article.

Chuang and Yang [29] have recently presented an encompassing change identification framework that can determine deviations between two BIM models or a BIM model and laser scan data on a geometric level. Similar to the approaches presented in Collins et al. [30], they use graph-based scene representations for the geometries stored in a BIM model and a point cloud. In the analysis of geometric features, there are also other approaches that, in a broader sense, also use graph-based structures to compare models to the built reality [31].

Koch and Firmenich [32] researched versioning approaches for procedural building representations. Their approach is based on representing both design states and state transitions, thus enabling the exchange of change-oriented information through design steps denoted as modeling operations. Due to their procedural descriptions of the model alterations, ideas towards diverging model states have been tackled in their discourses.

A different approach of component-based synchronization is realized in the Speckle framework [33,34]. In contrast to other initiatives aiming to use well-defined data models, their system establishes direct peer-to-peer communication between various software tools widely established in the AEC domain. As a significant downside, however, all software products participating in such collaboration workflows must implement appropriate interfaces for sending and receiving update messages. Hence, their approach is at risk of becoming another data exchange standard and only partially solves the problems raised by collaborating in vendor-neutral BIM environments. Similar concerns can be raised by the approach Ruokamo and Rauno [35] have presented. Their concept features a Software Development Kit (SDK) for a jointly edited cloud-based BIM model that various applications can access. However, existing, internationally accepted, and widely adopted data models like the Industry Foundation Classes (IFC) are not adequately reflected in their system, which suggests a low acceptance of their approach.

Moving away from specific approaches that deal with time-evolving BIM models, Xue and Lu [36] have investigated the adoption of blockchain technologies in BIM collaboration systems. They combined blockchain techniques with interplanetary file system approaches and thus were able to capture model states securely. Xue and Lu [36] describe a three-layered framework capable of tracking changes between model stages and capturing these transactions in a blockchain. The actual increment calculation is carried out on a JSON-like data structure created based on IFC models, which can lead to a tremendous information loss about the actual object network.

2.3. Graph transformations

The concept of graph transformation (also denoted as graph rewriting) builds upon graph theory and introduces formal definitions to modify graphs. The general idea of graph rewriting is the mutation of a given host graph \( H \) into a resulting graph \( H' \) by applying transformation rules. The formulation of these rules builds upon morphism statements that express relationships between nodes and edges of different (sub-)graphs [37]. Detailed explanations and algebraic definitions have been published by Blomer et al. [38] and Ehrig et al. [39], which the reader is directed to for further information.

Several previous publications utilize graph transformation to express alteration processes that must be applied to a given network of objects [10,20,21]. However, these contributions have implicitly assumed a chronological and sequential order in which their transformation rules are applied. In turn, Eichhoff and Roller [40] have defined criteria to detect whether the result of two transformation rules, irrespective of the order in which they are applied to a host graph, is the same (illustrated in Fig. 3). Their work has essentially built upon the research published by Corradini [41].

As one of their key objectives, Eichhoff and Roller [40] investigated independence criteria, which led them to formulate morphism statements between two Double-Push-Out diagrams (i.e., if two transformations are mutually commutative). Transferring their conclusions to the problem area of diverging BIM model states, we can utilize two graph transformation rules that formally describe change applied to the BIM model. Accordingly, the vision of combining eventually diverging models closely aligns with their achievements. For graphs reflecting BIM models, however, more precise investigations are required to understand implications that may arise not only from a pure graph-based perspective, but also on the model and design intent level as depicted in Fig. 2. The latter will still require a comprehensive contribution of the users’ expertise because of the extensive range of situations BIM models may contain.
2.4. Identified research gap

The literature review has proven a great interest in graph-based knowledge representations to capture, exchange, and facilitate design decisions in building and civil infrastructure design. However, the existing approaches concerning graph transformations for incremental model updates only facilitate a very limited scope (e.g., only procedural geometry representations) or demand the execution of transformation rules in chronological order. None of the existing approaches has considered diverging model states and their potential recombination in a time-flexible manner. The fundamental works of Eichhoff and Roller [40] and Corradini [41] have unveiled formal transformation definitions and mutual dependencies across different graph transformation rules. Hence, the vision of combining non-chronological graph transformation rules with existing principles of model-based collaboration appears valid and is discussed further in the next chapters.

The following section summarizes preliminary work used as the foundation to motivate branching and merging concepts. The key objective is the development of confluence conditions under which a merge operation between diverging model states can be performed.

3. Merging diverging BIM model states using graph transformation techniques

3.1. Preliminary work

The research described in the following section builds upon crucial aspects already published in Esser et al. [10]. To ensure a complete understanding of the merging approach discussed in this paper, the following explanations recap the most relevant aspects concerning the representation of BIM models in labeled property graphs, the determination of incremental change between two model versions, and their exchange as incremental model patches using graph transformation techniques.

As discussed in Section 2, graph-based representations have been proven to be a suitable means for incremental updates applied to object networks. Graph theory can be used in various manifestations depending on the application domain and the technical systems. However, all graphs have in common that they are composed of a set of nodes and edges connecting the nodes. Edges may be directed or undirected and may potentially carry additional weights.

Labeled property graphs in particular follow this standard notation and enable the storage and interaction with directed, multi-labeled, attributed nodes and edges [42,43]. Accordingly, each node reflects an object, whereas edges are used to model relationships between two objects. All attributes specified for a dedicated object are attached to the node and filled according to the design information given by the BIM model. These capabilities align very well with object-oriented modeling principles, which provide the foundation for various data models currently used in the AEC domain. In essence, each class instance is reflected by a single node. All attributes specific to the instance in question are attached to the respective node as properties. Furthermore, relations between instances are modeled by directed edges in the graph. The name of the class the node is instantiating is stored in an additional attribute called EntityType. Additionally, the name of a relationship between two nodes or class instances, respectively, is captured in an attribute relType, which is attached to each edge in the graph. In labeled property graphs, properties must be in key–value pairs where the value must be of a simple data type (e.g., a Boolean, string, or numerical value). In addition to properties, labels can describe specific types of nodes and edges.

An essential aspect of the framework is the independence from the data models to be managed in the version control system. This flexibility is accomplished by choosing a simple yet comprehensive graph meta-model. A graph meta-model defines characteristics such as allowed labels and attributes. In the case discussed here, a minimum set of characteristics was sought that could be applied to all data models to be considered in the BIM context. This analysis has led to three different nodes labels that are used to characterize nodes in the property graph:

- **PrimaryNodes**: These nodes carry a globally unique identifier as one of their properties that is assumed to be stable over all versions of a BIM model.
• **SecondaryNodes**: These nodes capture instances given in an object network that do not have a unique identifier. However, it must be satisfied that each secondary node is connected with at least one primary node (either directly or by a path).

• **ConnectionNodes**: These nodes are used to represent one-to-many or many-to-many relationships.

Class instances with unique identifiers establish a semantic skeleton in all of the investigated data schemata (including the Industry Foundation Classes (IFC), LandXML, CityGML, PlanPro, RailML, and others) to which several “resources” are associated. These resources are defined according to domain-specific requirements and may represent geometric shapes, material associations, costs, etc.

To calculate the incremental update between two versions of a BIM model, both files are translated into their graph representations and compared to identify the maximum common subgraph that is mutually isomorphic, reflecting the BIM model’s unchanged parts. Subsequently, all other parts of the graphs that do not belong to the common subgraph must have been affected by modifications. Removed items turn up in subgraphs only present in the initial but not the updated graph. Accordingly, inserted objects are reflected in subgraphs that only exist in the updated graph representation but are not contained in the initial version. For both removed and inserted objects, suitable transformation rules are formulated that describe how the removal and insertion must be performed on an outdated graph. If model objects are present in both versions but have modified properties, these alterations are captured as semantic changes because they do not require changes in the topological shape of the graph. Removed and inserted subgraphs and property changes are then captured in a patch object \( \delta \).

To search for a specific structure in a graph, the notion of patterns and pattern matching is used. The term “pattern” describes the assembly of nodes and edges forming a graph, whereas the term “matching” relates to the actual search of the pattern inside a specific graph.

In the case of the diff-and-patch approach, three different patterns are captured and exchanged in a patch:

- **The context pattern** specifying parts in the host graph relevant to perform the insertion or removal operation without violating unaltered parts of the model (i.e., graph, respectively).
- **The push-out pattern** reflecting inserted and removed nodes and edges (i.e., representing added and deleted objects in the BIM model).
- **The gluing pattern** specifying how the push-out pattern is connected to the host graph.

Fig. 5 illustrates the application method of a patch, including all three patterns. First, the so-called context pattern must be matched in the graph that the update patch should be applied to. Then the push-out pattern is applied. All nodes and edges identified as removed are detached and deleted in this step. Furthermore, newly inserted nodes and edges are created. Finally, the newly inserted subgraphs are connected to the existing graph structure according to the edges specified in the gluing pattern. Because of the existence of secondary nodes that do not carry a stable, unique identifier, all edges that should be built from or towards these nodes must be expressed with patterns that at least contain one primary node. This way, it is ensured that the correct secondary node in question is unambiguously matched.

### 3.2 Types of pattern matching

There are various options to specify a pattern to be matched in a labeled property graph. In the scope of the approach presented in this article, the following two cases are relevant, which adopt the terms used in Gallagher [44]:

- **Structural matching**
- **Semantic pattern matching**

An illustrative example is depicted in Fig. 6. The graph \( G \) in question consists of four nodes marked with capital letters \( A, B, C, \) and \( D \). Additionally, the edge set of \( G \) consists of four directed edges labeled with \( 1, 2, 3, \) and \( 4 \).

As the term implies, structural patterns focus on the topological structure of nodes and edges that should be detected in the graph. Later, this differentiation will be relevant to identifying the conditions that must be met to perform the merging operation (see Section 3.6).

Of course, combinations of structural and semantic pattern statements are possible. For example, the discussed example of the semantic pattern matching could be extended by semantic conditions for node \( z \) to match the semantic information anotherAttribute : “anotherValue”. Naturally, such an enhanced pattern would result in only one matching: the graphlet \( A \rightarrow B \rightarrow D \).
3.3. Extending diff-and-patch by checkout and merge

The version control of full-fledged BIM models presented in Esser et al. [10] is closely related to concepts implemented in the version control system Git [45]. As discussed in detail in Esser et al. [10], a pure text-based version control system cannot detect sensitive changes on the underlying object network that is exchanged by means of BIM models. A central issue exists in using identifiers that are not part of the actual domain but are added to represent associations between two instances in a textual manner. Furthermore, the engineering knowledge captured inside the textual representation can be serialized into instance models in a completely different order depending on the serialization strategy, resulting in seemingly diverging files representing the same design information. A text-based version control system would falsely recognize a completely changed model.

Nevertheless, on a more abstract level, Git provides good analogies for the approach presented here. Thus, we make use of its terminology where appropriate. Table 1 summarizes the commands and highlights deviations between both systems. The general vision of BIM-based
Table 1
Terminology comparison between Git [45] and the graph-based version control system described in [46].

<table>
<thead>
<tr>
<th>Command</th>
<th>Git</th>
<th>Graph-based version control system</th>
</tr>
</thead>
<tbody>
<tr>
<td>add</td>
<td>adds a file to the tracking or stages the file for an upcoming commit operation</td>
<td>translates a given (file-serialized) BIM model into its graph-based representation and stores it in the local graph storage</td>
</tr>
<tr>
<td>get</td>
<td>—</td>
<td>translates a graph-based representation of a BIM model back into a file-based representation (e.g., into a STEP P21, XML, or JSON encoding)</td>
</tr>
<tr>
<td>commit</td>
<td>records the changes made to the staged files and stores the snapshot as a commit</td>
<td>computes the differences between two graphs reflecting different versions of a BIM model and produces the patch</td>
</tr>
<tr>
<td>push</td>
<td>sends the commits locally produced and stored to another peer in the system (e.g., the remote server)</td>
<td>sends the patches to another peer (e.g., a server or another stakeholder in the project)</td>
</tr>
<tr>
<td>fetch</td>
<td>checks for updates on a remote peer</td>
<td>checks for updates on a remote peer</td>
</tr>
<tr>
<td>pull</td>
<td>pulls any commits of other peers into the local repository and applies the changes</td>
<td>pulls any patch objects from other peers and applies the transformations onto the graphs available in the local graph storage</td>
</tr>
<tr>
<td>checkout</td>
<td>switches to a specific branch</td>
<td>switches to a specific branch</td>
</tr>
<tr>
<td>merge</td>
<td>merges changes of another branch into the active (currently checked) branch</td>
<td>merges changes of another branch into the active (currently checked) branch</td>
</tr>
</tbody>
</table>

Fig. 7. Checkout and Merge (influenced by the work of Koch and Firmenich [32]).

version control and its role in upcoming BIM Level 3 collaboration has already been outlined in Esser et al. [46].

So far, it has been assumed that one author always issues incremental updates chronologically. This means an update patch can be consistently applied to the host (i.e., outdated) graph on the receiver’s side. Only the model author is expected to issue new patches for a specific BIM model and its respective versions. In reality, however, this assumption does not reflect actual practices in multi-disciplinary engineering teams. Instead, it is often the case that different model variations are created to identify the best solution for a given engineering problem. In such cases, the user typically produces various files containing the BIM model with slight deviations. Once a decision is made, the final deliverable must be assembled, which is typically done in the authoring tool. A much better solution would be to enable the merge of different design variants without re-creating the final deliverable using the variant considerations. Hence, this behavior is closely aligned with a more optimistic concurrency control model. A user should be enabled to create and apply patches across potentially inconsistent (i.e., diverging) model stages.

To acknowledge this reality, we propose to extend the discussed diff-and-patch framework presented in Esser et al. [10] by two new concepts:

- to create branches and checkout an existing model state
- to merge incremental updates of one branch into another branch

Again, we make use of analogies to the text-based version control system Git, where both concepts exist and are well established.

3.4. Formal problem definition of merging diverged BIM model states

Fig. 7 expresses the envisioned branching and merging concept and extends the work of Eichhoff and Roller [40] by setting their approaches into the context of data models used in BIM workflows.

Given a BIM model exists in the state $V_0$, we state that a checkout operation copies the model state $V_0$ into a dedicated branch. A specific branch is specified using capital letters, resulting in $A$ and $B$, respectively. Furthermore, the checkout operation does not change the graph specified in the source state, i.e., the resulting replicas are mutually isomorphic.

$$V_0 = V_0^A$$

and

$$V_0 = V_0^B$$

Now, modifications can be performed in each development branch independently, which leads to the formulation of patches $\delta_{ij}^A$ and $\delta_{ij}^B$, respectively.
A patch $\delta$ contains a set of graph transformation rules that transfer the applied change.

We specify the merge operation to transfer a state from one branch to be transferred into another branch. A merge operation requires the following two inputs:

- A host state the merge should be applied onto.
- An ordered list of sequential patches $[\delta]$ that have been issued since the last checkout operation.

**Fig. 7** depicts two merge operations. The first merge operation indicates that the changes made in development branch A are supposed to be merged into the master branch. As no changes have been applied to the master branch after the checkout into branch A, we can inevitably apply the patch $\delta_{01}^A$ on $V_0$ because of the given isomorphism between $V_0$ and $V_0^A$. Despite the changes applied in branch A, two patches have been authored in branch B, resulting in the state $V_2^B$. Eventually, these updates shall be incorporated into the master branch as well. In contrast to the merge operation from branch A into the master, it is not ensured a priori if the merge operation from development branch B into the master branch can be performed immediately. The merge operation of patches issued in branch A into the master branch could have produced a state $V_1$ incompatible with the patches $\delta_{01}^B$ and $\delta_{12}^B$.

The problem of merging diverging BIM model states can be formally expressed by the following problem statements:

1. Given the task of merging a list of patches into a model that has been altered since the initial checkout, how can we test the applicability of the patches?
2. How can we identify a merge conflict, and under which conditions can we perform a manual conflict resolution?
3.5. Possible checkout-merge scenarios

The following sections describe scenarios that may arise, resulting in diverging model states during separated, asynchronous development branches. The scenarios are explained using a simple BIM model containing a wall and a door in their initial state. In all cases, two branches called Design Development Branch A and Design Development Branch B are initialized. Using the notion of checkout, both branches feature the same model state as their initial state.

All investigations refer to the level of the raw object networks and do not necessarily reflect a meaningful design or a comprehensive engineering result. Hence, additional consistency checking concerning the design intents reflected in the graphs is required. We will discuss this aspect in more detail in Section 5.

3.5.1. Scenario 1: Automated merging

In scenario 1, we investigate the situation illustrated in Fig. 8. In Development Branch A, a new window has been added to the left of the door. In Development Branch B, on the other hand, a new window was inserted on the right side of the door. Both components require the wall as their hosting element.

Analyzing the object networks in detail, it can be identified that both insertion operations consist of a push-out part that represents the newly inserted window, its placement, geometric representation, the required voiding body, and associated semantic information. The context pattern specifies the wall and other model resources required to ensure the correct window insertion into the model. This may include aspects like the geometric context, the positioning reference of the new window, or the correct assignment of units. Accordingly, the gluing pattern is supposed to connect the subgraph reflecting the new window with all existing objects already stored in the graph to which the patch is applied.

Fig. 9 illustrates the patch application qualitatively. The nodes drawn in green show the newly inserted subgraph, whereas the red and green edges are the patch’s gluing parts. As anticipated, both operations require specific nodes to exist in the host graph such that the inserted subgraphs can be connected to the existing graph successfully and unambiguously. However, the patches independently issued in branches A and B can be merged as they do not influence the context structure they rely on mutually. Hence, after merging both patches onto the initial graph \( V_0 \), the expected result is a model containing the wall, the door, and both windows.

3.5.2. Scenario 2: User decision required

In this scenario, two semantic changes (as opposed to merely structural changes, see Section 3.1) have been applied to the subgraph reflecting the door’s position in the object network. In Development Branch A, the modeler has decided to move the door to the left, which leads to the patch \( \delta_A^0 \). In contrast, the door has been moved to the right in Development Branch B, resulting in a corresponding patch \( \delta_B^0 \). Hence, two diverging model states have been authored that are depicted in Fig. 10. We investigate if the patch \( \delta_B^0 \) issued in Development Branch B can be merged into the model state \( V_1 \), resulting from merging \( \delta_A^0 \) from Development Branch A previously.

In contrast to the first scenario, the applied changes lead to semantic modifications of nodes that are present in all nodes. Hence, neither nodes nor edges are inserted or removed, but the node attributes specifying the position of the door must be altered. Fig. 11 shows the context pattern that must be met to perform the patch \( \delta_A^0 \). As described in Section 3.2, the node to be altered can be expressed by a semantic pattern, including the door position given in the initial model version \( V_0 \) and \( V_1 \), respectively. Even though the subgraph reflecting the position of the door is still structurally present in the graph, the semantic matching of the context pattern given in \( \delta_A^0 \) is going to fail when \( \delta_A^0 \) should be merged into the model version \( V_1 \) (i.e., the model state after the patch \( \delta_B^0 \) has been already merged).

A possible solution is to soften the pattern statement and to primarily focus on the structural aspect of the desired context pattern to be matched. Suppose the pattern query is reduced by any attributes specific to the model. In that case, a successful yet unique matching can identify the node that carries the position of the door. However, an automated overwrite of the value stored in the Coordinates attribute might not be intended. Therefore, we conclude that differentiating between the successful execution of exact and softened pattern matching provides a comprehensive means of diverging patches that can be merged without user interaction. The user must be asked to resolve conflicting changes.

3.5.3. Scenario 3: Failing merge operation

In a third scenario, the second scenario is modified such that the door is removed in Development Branch A. Accordingly, merging the patch \( \delta_A^0 \) into the master branch is still possible. However, when considering merging the position modification authored in Development Branch B and captured in the patch \( \delta_B^0 \) into the master branch, the operation must fail because the door is not available in the model state \( V_1 \) anymore. The problem is illustrated in Fig. 12.

3.6. Formalization and generalisation of the merge problem

Given the scenarios mentioned above, a formal description is derived under which conditions a merge operation of diverging model states can be performed without conflicts. Furthermore, scenarios related to the illustrated scenario 2 described in Section 3.5.2 should be generalized such that a simple user decision can resolve identified conflicts. Fig. 13 provides an overview under which conditions (i) merging is possible and (ii) merge resolution is possible by a simple user decision. In all other cases, a more comprehensive analysis is required to identify the clashing changes encapsulated in different patches.

From these investigations, we conclude the following conditions for the merging problem:

- A conflict-free merging of patches is expected if all context patterns specified in the patches in question can be matched using strict semantic pattern statements.
- A user decision is required if the context patterns cannot be matched semantically but only structurally.
- Further investigation and communication with the patch authors are required in any other case.

As the amount of modifications per patch is not regimented, combinations of the mentioned situations can appear. In general, the chance for a conflict-free merge rises with a high frequency of information exchange and updates limited to rather small modifications. By contrast, long transactions typically result in a larger amount of conflicts to be resolved at merging time. Similar to the idea of schema-agnostic version control, the timing of patch issuing and integration cannot be advised in a general manner. Rather, the frequency of committed changes and the amount of change information inside each patch must be chosen wisely, depending on the specific circumstances.

Another aspect that requires extensive input by the system users is the maintenance of concurrent branches. Obviously, the fewer the branches that are opened in the system, the fewer the model variants that may exist and must be eventually merged again. According to the definition of the checkout operation, we always ensure that each version-controlled BIM model has a predecessor version. Hence, we can trace back the origin of model versions at any time and reproduce outdated model versions by applying the patches inversely.

If an entirely new BIM model is added to the version tracking, an initial transfer of its graph representation is required. In this case, the delta contains only insertion operations and performs a simple model copy. All operations described in Table 1 can be applied.
4. Cross-discipline collaboration

As the previous explanations primarily focus on the pure analysis of the object networks captured and exchanged using BIM models (see Fig. 2), this section aims to draw attention to possible application fields and discuss the correlation between the merging conditions and their relation to the BIM models and the respective design intent.

Following the motivation stated in Section 1, the opportunity to work asynchronously in decoupled design environments fits well with the mechanisms of how BIM-based design is currently carried out in large design teams. Using the formal notion of graph transformations as the technical backbone, formalizing model increments enables a schema-independent practice that can be applied to many data models employed in BIM-based data exchange workflows. The proposed methodology provides powerful means to allow each team member to work independently from the other team members. As long as the models to be updated (or, more precisely, their graph representations) provide the required context structure to perform the patching, our framework allows engineers and designers to combine different model variants into a joint deliverable. As the proposed system is closely aligned with the transaction principles of BASE, users of the system will potentially conceive the new flexibility as an enhancement but not as a significant change in current practices.

The application scenarios described in Sections 3.5.1 and 3.5.2 have focused on design interactions related to design collaboration within one discipline. However, the principles of checkout and merging can also support interdisciplinary collaboration among multiple project stakeholders and can revolutionize the setup of overall coordination models. As mentioned in the introduction, coordination models are formed by superimposing elements of several discipline models. However, no integration mechanism so far enables a tight combination of the same or similar elements.
Fig. 12. Scenario 3: Failing Merge operation: The door has been removed in Development Branch A, and the changes have been merged, resulting in the model state $V_1$. Subsequently, the merge of the patches issued in Development Branch B fails because of the missing subgraph to which the modification should be applied.

Fig. 13. Formal description under which conditions a merge operation between diverging model states (i) can be performed without further investigations, (ii) require user interaction, or (iii) cannot be performed due to unsolvable context manipulations.

To overcome this limitation, Fig. 14 illustrates a potential system setup using the notions of branching and merging in a project-wide context. To ensure the ability to merge various discipline models that are authored and curated independently, it appears sufficient to initialize the overall collaboration model with a baseline model that already contains minimal project-wide information and definitions. Such a baseline model comprises aspects like unit settings, definitions related to geometric contexts, or any other data that any domain must consider. Each discipline subsequently creates branches of the baseline model and develops it into its discipline-specific domain model. In this process, each discipline team can perform version control of their model variants in their local, independent repository. Once a shareable state of a discipline model is reached, the authored model changes issued locally can eventually be merged into the branches maintained on any remote branch, e.g., the project-wide repository.

The envisioned system setup unveils several advantages. First and foremost, detailed tracking of deliverables and change management across an entire project becomes possible and enables direct reasoning on the actual changes contained in a specific patch. Furthermore, automated consistency checks can be performed every time a new contribution is about to be integrated into the coordination model. In case of conflicts, all parties that created competing patches can be notified directly to resolve conflicts. To resolve a conflict, additional patches may be created, which contain model updates that transform the coordination model into a sufficient state again. Hence, not only the conflict identification but also the agreed resolution is traced correctly in the system.

An example of the envisioned interdisciplinary collaboration system is presented in Fig. 15, which extends the introductory example provided in Fig. 1. The presented merging strategy assumes an all-or-nothing approach, meaning that a patch can be either applied to its full extent or it gets entirely withdrawn. Hence, to selectively choose and merge building components inserted in the two design variants, individual patches are issued for inserting the walls in design variant
Fig. 14. Checkout and Merge in a global project context. Each discipline can perform local branching and merging. Additionally, the project-wide data exchange is performed as a merge operation into a central coordination model.

Fig. 15. Merging concurrent design variants into coordination models: A detailed view on the design fusion problem stated in Fig. 1. Green arrows indicate an accepted merge operation, whereas the user may decline the merge indicated by the red arrow due to the upcoming geometric conflict between the walls and the column.

A, and the windows, the door, and the column in design variant B, respectively. This is realized through various incremental versions in both disciplines. Of course, each discipline can additionally use branching and merge in its local scope (which has not been illustrated in Fig. 15).

In total, three merging operations are considered in the given scenario:

1. Merging model version 1 issued in discipline A into the coordination model (containing new inner walls)
2. Merging model version 2 issued in discipline B into the coordination model (containing the inserted door and window)
3. Merging model version 3 issued in discipline B into the coordination model (containing the inserted column)

As extensively discussed in Section 1, collaboration in distinct discipline models and superimposing them into a coordination model is still the better choice over joint editing of a central model. Accordingly, the responsibility to perform a merge operation cannot be fully automated but requires the understanding of the system operator. In the example illustrated in Fig. 15, the user might decide to merge just the first two cases and decline the merge of the column inserted in $V_B^3$ because it will produce a geometric conflict with the walls already merged from discipline A. From a pure graph-based perspective, however, even the column insertion would result in a well-formed coordination model.
In the case that the geometric conflict between the wall and the column is not anticipated at merge time but gets unveiled in a subsequent model check, the proposed workflow would be to checkout $V_2$ of the coordination model and file another patch that either removes a component or moves one component such that the geometric clash is resolved. Alternatively, merged models can be checked automatically through clash detection routines provided by the central hub, declining a merge that does produce errors. This is in analogy to automated compiler runs provided through the “continuous integration” paradigm implemented by central code repositories.

In any case, design and coordination decisions are not anticipated to be fully automated. Rather, the diff-patch-merge system tempts to provide quicker access to model parts that require dedicated checking and care.

5. Discussion & limitations

The discussed concept unveils great potential to integrate diverging model variants into a joint deliverable. The presented diff-patch-merge approach contributes to the integration of partial models on the level of their underlying object networks. Even though the illustrated scenarios in Section 3.5 have demonstrated great potential, some deficiencies require further consideration.

5.1. Consistency checks on model and design intent level

As outlined, the merging as defined in Section 3.6 inserts or removes the specified subgraphs into or from the host graph without further analysis. The removal and insertion are performed once the context pattern has been successfully matched. However, the formal matching of the patterns in question only secures a correct execution on the level of the graph representations. In turn, successfully merging two branches does not necessarily lead to a meaningful yet correct representation at the higher abstraction layers depicted in Fig. 2. For example, there is no consistency check on the pure graph level that checks for potential geometrical clashes or any other design issue. In scenario 1 discussed in Section 3.5.1, the transformations inside each patch could be applied successfully even if both windows overlap. To understand such clashes, the information represented by the graph must be interpreted, which is not seen as a core functionality of a classical version control system.

Drawing the analogy again to text-based version control systems, this issue is present there as well. Git, as the most popular version control system, offers comprehensive tools to stage, commit, and exchange increments of text files. However, Git does not provide any logic to resolve dependencies across different code files or syntactic checks of the version-controlled files, let alone the semantic correctness of the code they contain. In turn, additional software applications like Integrated Programming Environments (IDEs) are employed to support the developer in writing correct code. Moreover, modern collaboration platforms such as GitHub offer automated testing of committed code to ensure the correctness of any submitted code. We propose to transfer this concept to the presented graph-based version management accordingly. Various software vendors like Solibri [47] or ThinkProject [48], among others, already provide powerful software tools for the automated checking of BIM models. Hence, we foresee aligning the presented graph-based version control system operating on the pure graph-based representations with established principles of model checking to check the committed changes in BIM models against defined rules, ensuring consistency on the model view and design intent level.

5.2. Normalisation across patches

In addition to the need for comprehensive consistency management, the conditions for merging operations illustrated in Fig. 13 assume that each patch produces specific, independent alterations. Due to the asynchronous and decoupled nature of branching, it may occasionally happen that two patches authored in separated branches are inserting similar graphs into the host graph. More precisely, the term “similarity” here refers to situations where all three patterns (pushout, glue, and context pattern) are homomorphic between two patches. In practical terms, situations may occur where two branches should be merged, which insert the same objects into the BIM model using similar resources (same geometric representation, same positioning, same material definitions, …). There is a great risk of injecting redundant information into the overall model (and its graph representation, respectively) in these cases.

Fig. 16 illustrates the problem in a conceptual example. Two patches $\delta^A_{01}$ and $\delta^B_{01}$ are considered and merged together. In both settings, the patches have been issued with respect to the initial graph $G$. In the patch $\delta^A_{01}$, the nodes $D$, $E$, and $G$ have been inserted. In contrast, patch $\delta^B$ has issued the node insertion of $D$, $E$, and $F$. Specific attention must be now paid to the subgraph spanned by the nodes $D$ and $E$ and its directed, connecting edge. This subgraph is present in patches $\delta^A_{01}$ and $\delta^B$ and connects to the same node in the host graph $G$. Accordingly, merging both patches naturally produces the graphlet $D \rightarrow E$ to be present twice.

Although the duplicated insertion of similar subgraphs is not a severe problem on the structural level, two further facets must be considered. The duplicated insertion of subgraphs leads to a denormalization of the object network. The overall size of the graph increases without carrying more design information. However, a more crucial issue arises once another patch demands the parts of the duplicated subgraphs at a later point in time. Given that this patch requires the context pattern $B \rightarrow D \rightarrow E$, the result for this matching statement would result in two fitting subgraphs and thus introduces an ambiguity. The assumption that any secondary node can be uniquely identified by a path to one primary node no longer appears valid (see Section 3.1 for detailed definitions).

Further pre-processing of the patterns specified inside each patch is required to overcome this deficiency. In the situation illustrated in Fig. 16, the problem can be resolved if it had been checked whether and which subgraphs specified in the push-out pattern of $\delta^B$ had been already inserted during the merging of $\delta^A_{01}$. Then, it would have become clear that the subgraph if $D \rightarrow E$ has already been given in the target graph and should not be inserted again. Subsequently, this part of the push-out pattern can be moved into the context pattern of $\delta^B$ to ensure that the newly inserted node $F$ is connected correctly to the rest of the graph.

The problem described can occur in various modeling situations where potentially only a subset of a push-out pattern has already been inserted by another previous patch or merge operation. In other cases, however, the duplicated insertion of repetitive subgraphs (and the subsequent denormalization of the graph) might be of explicit intent. Hence, it appears impossible to resolve this deficiency in a formal, generic manner. Instead, further consistency checks and reasoning of the design information actually encapsulated in a specific patch are required.

5.3. Partial application of patches while merging

Another limitation is the constraint of applying patches in an all-or-nothing fashion. Hence, the user must consider this aspect when defining a suitable commit strategy to separate the design decisions into suitable patches.
Schematic illustration of push-out normalization problem. Given the two patches \( \delta^A_{01} \) and \( \delta^B_{01} \), both insert a subgraph with the nodes \( D \) and \( E \). According to the fashion mentioned above, the insertion would be carried out twice, resulting in the result graph \( G_{11}' \). If the push-out patterns are considered in further pre-processing, the insertion of repetitive subgraphs can be prevented, which is illustrated in the graph plot of \( G_{11}' \).

This limitation is vividly discussed in the example in Fig. 15. In the branch of discipline B, each insertion operation has been captured in a separate delta. Hence, the merge illustrated after version \( V_{3}' \) requires the application of the patches \( \delta^B_{10}, \delta^B_{12} \) onto version \( V_1 \) of the coordination model. Also, the inserting operation of the column between versions \( V_{3}' \) and \( V_{4}' \) has been issued into a separate patch. Subsequently, the user can actively decide if merging after version \( V_{3}' \) is intended or should not be performed.

In the case of the changes made by discipline A, only one patch exists that contains the insert operation of both inner walls. Therefore, either both walls can be accepted during the merge, or the entire merge operation must be declined. If only one wall were accepted, the proposed resolution would be to create another patch in the branch of discipline A, removing the wall that is not wanted. After issuing this removal, the proper merging of all patches available in discipline A can be performed again, resulting in only one of the two walls being inserted.

6. Conclusions

This paper has presented a comprehensive method that evaluates under which conditions the merging of diverging BIM model states is possible. For this, BIM models are represented using the notion of Labeled Property Graphs, which feature attributed labeled nodes and directed edges. Incremental version control is achieved using a diff-and-patch approach, capturing and exchanging only the delta between two model versions. Previous publications have assumed that model updates and the corresponding patches are always captured in sequential order. However, this assumption does not correctly fit reality. Instead, multiple diverging model states might be produced concurrently throughout a design process that should be eventually merged into a consistent joint coordination model.

To address this gap, the article has introduced a branch-and-merge concept that extends the incremental diff-and-patch approach of previous publications. Furthermore, a set of conditions has been derived from three representative scenarios that have motivated the merging problem on the instance level of graphs. This way, it can be now precisely determined if diverging states of a BIM model (i) can be merged without any conflict, (ii) require user decisions about which state should be used for further design tasks, or (iii) update patches influence each other in a way that automatic resolution is not possible. Thanks to the investigations made on a pure object network level, the approach is generic and can be applied to any data model following object-oriented concepts.

The workflow presented has been tested on small and large-scale models. In all cases, the core principles discussed in the paper remain the same for any model size and number of collaborators. Especially for projects with complex and large models and multiple disciplines involved, dedicated emphasis must be spent on sufficient synchronization frequencies, which must be chosen wisely according to the project circumstances. Regarding project management aspects, the eventual recombination appears particularly useful for project coordinators and managers. By merging updates authored in discipline models into a coordination model, conflicts between the individual domain contributions can be identified with much less effort and manual re-evaluation. Additionally, engineers and designers who must create many versions searching for optimal design solutions will greatly benefit from the enhanced tooling as branching and merging become available in their local workspaces. Hence, they can produce many work-in-progress models and then combine the most suitable variants to be shared with the project team. Cherry-picking of design decisions modeled in different versions becomes possible if the variant changes are committed into individual patches. This new technical means is not limited to a single software tool but could even be applied if different tools are in use that support vendor-open exchange standards.

Subsequent processing of the exchanged update patches can help gain additional information for collaborative workflows. Some update patches may have a higher impact and require more sophisticated treatment if they influence a multitude of contributors. In contrast, the project team can accept other updates without further discussion or reasoning.

The presented diff-patch-merge method is advantageous for various stakeholders in their daily organization and collaboration tasks. As the application of incremental update patches enables direct access to model changes applied, there is no need to compare different versions anymore manually. Having this knowledge available immediately, further automation of the information encapsulated in each patch can be established. For example, each participant can define specific filters...
that notify about changes made in foreign disciplines that may affect his or her design objectives. For incoming repetitive update patches, users will be able to define automation rules that directly propose sufficient model changes in their models. Especially for modifications of objects providing a particular service to elements modeled in other disciplines (e.g., hostings, voidings, and connectors), a direct link between these dependent objects can be established. In case of modifications, automation can be invoked to evaluate the impact caused by the incoming patch or propose a sufficient update of all involved models. In turn, patches with less relevance or no interdisciplinary dependency may be integrated without further investigation if no conflict is detected on the pure data level or any discipline-specific view. Indeed, creating such interdisciplinary links and correctly interpreting incoming updates and their impact on other domains exceeds the proposed system and requires future research work.

Besides enhancements to the clients’ environments, integrating patches into the central project platforms can be equipped with additional quality gates before accepting incoming changes. Such checks can include geometric checks or predefined rules of semantic information to be present. Even the fulfillment of issues and change actions (e.g., captured in BCF files) appears to be further automated as the information of applied modification is now directly accessible. This (e.g., captured in BCF files) appears to be further automated as the application of modified information is now directly accessible. This way, an approval workflow similar to Git’s pull request can be added to the overall collaboration ensuring further information quality. Again, further research activity is relevant to understand new challenges.

In summary, our system further enhances the overall collaboration and communication in the AEC industry by implementing improved change and update dissemination. This way, potential conflicts between involved experts can be detected much earlier and with less effort. Furthermore, possible solutions can be automatically proposed in the future, and earlier indications of necessary interactions can be provided.
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