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Abstract

The speedup of reduced order models (ROMs) compare to full order model (FOM) al-
ways comes with a trade off in accuracy. To still make well-founded decisions based on
the ROM, it is necessary to quantify the uncertainties of the ROM, where it is often im-
possible to cover all error sources. In this thesis, we use a nonparametric probabilistic
approach for uncertainty quantification (UQ) to describe the uncertainties of µ-parametric
operator inference (OI)-based ROMs, which is a non-intrusive approach that allows mod-
ellers to build ROMs purely based on data gathered, for example, from a black box solver,
where the operators of the discretised problem is unknown. This UQ approach works via
indirectly perturbing the data from the FOM that the ROM is built on. The FOM solu-
tion is therefore not deterministic anymore, but defined in a stochastic solution space. The
ROM, built based on the stochastic solution space, is then called a stochastic reduced order
model (SROM). The solution, and therefore the ROM, can be tuned with a set of parame-
ters α, which have to be optimised via solving an inverse stochastic problem according to
a cost functional to make sure that the SROM is covering all the errors of the deterministic
ROM in comparison to the FOM. In this work, we improved the optimisation procedure
of the SROM, which is done via a quasi Newton version of the interior point optimisation
method with a finite difference (FD) gradient approximation, by introducing an analytical
gradient via solving the corresponding adjoint problem. Additionally, we introduced the
negative log marginal likelihood (NLML) cost function used to optimise the SROM param-
eters. This resulted in the desired accuracy of the confidence intervals of 99.7%. The SROM
methodology was demonstrated in four computational experiments. At first, we used two
static problems to investigate the basic approach and to test the changes we made to the
procedure. Finally, in two transient problems with OI-based ROMs we have shown that
the UQ approach is constructing confidence intervals covering most errors between FOM
and ROM.
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Notation

A real, deterministic variable is denoted by a lower case letter such as y.
A real, deterministic vector is denoted by a boldface, lower case letter such as in y =
(y1, ..., yN ).
A real, random variable is denoted by an upper case letter such as Y .
A real, random vector is denoted by a boldface, upper case letter such as in Y = (Y1, ..., YN ).
A real, deterministic matrix is denoted by an upper (or lower) case letter between brackets
such as [A] (or [a]).
A real, random matrix is denoted by a boldface, upper case letter between brackets such
as [A] .

N denotes the dimension of the full order model (FOM), and n the dimension of the re-
duced order model (ROM) if not stated otherwise.
�y� designates the Euclidean norm of vector y.
< y, z > designates the Euclidean inner product of y and z.
E designates the mathematical expectation.
MN,n denotes the set of N × n real matrices.
Mn denotes the set of square n× n real matrices.
M+

N denotes the set of Symmetric Positive-Definite (SPD) N ×N real matrices.
Mu

N denotes the set of upper triangular N ×N real matrices with strictly positive diagonal
entries.
Ajk designates the entry [A]jk of matrix [A].
tr{[A]} designates the trace of matrix [A].
[A]� designates the transpose of matrix [A].
�A�F designates the Frobenius norm of matrix [A], with �A�2F = tr

�
[A]T [A]

�
.

�A�M is defined by �A�2M = tr
�
[A]T [M ][A]

�
, where [M ] is a positive definite matrix.

[IN ] denotes the identity matrix in MN .
[�N,n] denotes a matrix with all entries equal to 1 in MN,n.
�n denotes a vector with all entries equal to 1 in Rn.
[0N,n] denotes the zero matrix in MN,n.
δjk denotes Kronecker’s symbol and therefore verifies δjk = 0 if j �= k and δjk = 1 if j = k.
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1. Introduction

Mathematical models are widely used in plenty of different application fields like in bi-
ology for protein folding [ ] or the spreading of infectious diseases like COVID-19 [ ],
in chemistry for chemical reaction dynamics [ ] or in electrical engineering to check the
stability of electric circuits [  ], just to name a few. In this thesis we want to look at µ-
parametric high fidelity Partial Differential Equation (PDE)-based computational models,
with µ = (µ1, ..., µNp) belonging to some parameter space Cµ. PDEs play an important
role in science and engineering, as all kinds of physical phenomena like heat, diffusion,
electrostatics, electrodynamics, fluid dynamics and elasticity [ ,  ,  ,  ,  ] can be modelled
with them. The according computational models are in general high-dimensional because
of their spatial discretisation. Hence, they either take a long time or a lot of compute power
to simulate, which makes them rarely applicable to real time applications or use cases with
a high number of model evaluation. Hence, approximate models are needed with a shorter
evaluation time. However, as they are only approximations of the real solution, it is crucial
to have uncertainty quantification (UQ) to certify the decisions that are taken based on the
approximate solutions.

There has been a lot of research regarding UQ in model order reduction (MOR) [ ,  ,
 ,  ]. To the best of our knowledge, still an open research topic is to quantify the uncer-
tainty of an operator inference (OI)-based reduced order model (ROM) over a parameter
space. OI is a non-intrusive method of reduced order modelling, thus usable without the
exact operators of the spatially discretised PDE. This method only requires knowledge
about the type of operators of the semi-discretised PDE to be able to infer them and to
build a ROM. However, it is restricted to semi-discretised PDEs that can be approximated
with a PDE involving the state variable only as polynomial of degree at most two. The
discretisation is often not available directly, for example in industrial problems where en-
gineers work with simulation software like Siemens NX as black box solver, where they
can not directly access the operators. For the OI, the full order model (FOM) is sampled for
different parameter settings to get snapshots of the state vector of dimension N at certain
points in time. Those snapshots are assembled to a snapshot matrix that can be used to
build a reduced order basis (ROB) [V ] ∈ MN,n out of the condensed information of this
matrix. The ROB maps the high dimensional state vector to a lower dimensional subspace
of dimension n with n � N that covers the dominant part of the behaviour of the system.
The sampled snapshot matrix is then reduced to the low dimensional space and used to
infer the operators of interest via linear least squares (LS) optimisation. There are multiple
error sources in this process: a reduction error from reducing the state vectors to a lower
dimensional space, a sampling error as the ROB is based on only a few samples of the
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1. Introduction

Figure 1.1.: Flow chart of generating a SROM for a projection based ROM. Using the op-
erators of the spatial-discretised PDE allows the SROM to account for possible
sampling errors and for reduction errors. Sampling errors occur, because the
samples are not a good representation of the rest of the parameter space. The
reduction error occurs, because we do not use all of the modes from the ROB,
thus we cover not all of the energy from the system. The model can account
for possible modelling errors by optimising the parameters of the SROB not
over snapshots from the solver but over experimentally gathered snapshot of
the real system, where a snapshot is the values of the state space of a system at
a certain time.

parameter space and a truncation error in case the semi-discretised PDE can not be fully
described in a form with a quadratic leading term.

It is not trivial to account for all of those errors in UQ. In recent research Soize and
Farhat proposed a non-parametric probabilistic approach for projection-based MOR that
is capable of accounting for reduction errors, sampling errors and modelling errors of the
FOM in comparison to experimentally collected data [ ] and the idea of this method can
also be used for OI-based ROM. In the following we will discuss why. In comparison
to OI, projection-based MOR is an intrusive approach. It uses a ROB to directly project
the known operators of the semi-discretised Proper Orthogonal Decomposition (POD) to
generate the ROM. The main idea of the proposed approach from Soize and Farhat is to
substitute the ROB [V ] with a stochastic counterpart [W] that varies around [V ], fulfils
certain conditions to be a valid ROB, and depends on a parameter set α. Then, instead of
building a ROM, we build a stochastic reduced order model (SROM) which covers all the
errors of the ROM in its variance. The generation of a SROM is shown in Figure  . To
ensure that the variance covers all the errors, α has to be optimised by solving a statistical
inverse problem according to a cost functional. This is done by an algorithm based on
multiple interior point optimisation algorithms using a quasi-Newton approach with a
finite difference (FD) gradient approximation. One major drawback of this algorithm is

2



Figure 1.2.: Flow chart of building a SROM for an OI-based ROM. As we do not have any
knowledge about the solver as in the case of a projection-based ROM, we can
not account for any sampling errors. However, the SROM can learn modelling
and reduction errors, introduced by the assumption of a quadratic leading
term of the OI and the dimension reduction via the SROB. This is possible,
as we learn the parameters based on the unreduced snapshots we collected,
which are free of any modelling errors from the OI.

that the cost of the gradient scales with the number of optimisation parameters. The overall
approach is shown in the context of a nonlinear Finite Element (FE) structural dynamics
model, but is in principle applicable to any µ-parametric, nonlinear, computational model.
The idea of this thesis was to use this method for OI-based ROMs, as it is also based on
a ROB [V ]. Furthermore, the truncation error of the OI can be seen as modelling error in
comparison to the real data, which is therefore accounted for. The flow of building a SROM
for an OI-based ROM is shown in Figure  . Another objective was the improvement of
the optimisation algorithm in a way that the gradient is not dependent on the number
of optimisation parameters anymore. As ultimate goal we wanted confidence intervals
which are valid in a range of three standard deviations and above, thus at least 99.7% of
the full order model (FOM) solution lies withing the confidence interval to provide a solid
foundation for aiding simulation based decisions.

In this thesis, we introduce a framework for the non-parametric probabilistic approach
for projection-based and for OI-based ROMs, with an alternative optimisation algorithm
for α that uses an analytical gradient which is not dependent on the number of param-
eters anymore and gives therefore a significant speedup to the overall optimisation. The
gradient is computed via solving the corresponding adjoint problem, which is described
in Section  . Additionally, we introduce the negative log marginal likelihood (NLML)

3



1. Introduction

as an alternative cost function which showed an improved coverage of the FOM in the
confidence interval.

The thesis is structured as follows. In Chapter  , the state of the art is presented. We
briefly introduce the POD for static and dynamic problems as choice for the SROB in this
thesis, give a more thorough introduction to the nonparametric probabilistic approach for
uncertainty quantification from Soize and Farhat, and introduce important topics regard-
ing the simulation algorithm, namely the interior point optimisation algorithm, the epsilon
approximation of the FD scheme, and the adjoint method to compute the analytical gradi-
ent of the cost function. Chapter  is divided into four sections. First of all, we introduce
the developed tool to build SROMs, state its modular structure and provide information
on how to further extend the tool. In Section  we uses a generic static problem to intro-
duce the nonparametric probabilistic method. Furthermore, we replaced the FD gradient
with an analytical gradient which caused a speedup of a factor up to 42 and introduce an
alternative optimisation algorithm which led to a maximum speedup factor of 80 in com-
parison to the original algorithm with a FD gradient. Additionally, we investigated the
confidence interval from the SROM in terms of validity and show that the proposed cost
function from Soize and Farhat did not lead to a confidence interval valid for a range of
three standard deviations. Hence, we propose optimising the SROM over the NLML func-
tion, which led to the desired outcome. In Section  we show how the developed tool can
be used with models from one of the commonly used MOR python packages called py-
MOR and we show that the impact of not using the grid information for the SROB, which
is normally used to make sure that points close in space correlate with each other, led to
underconfident confidence intervals, but still gave reasonable results. This is of interest,
as the grid information was not given for the final two problems. The last section shows
two SROMs for OI-based ROMs for a conduction dominated problem, the heat sink, and
for a problem with an additional radiation term, referred to as gap radiation. The gap ra-
diation problem introduces lifting, which enables to apply OI to a broader range of PDEs,
as described in  . The SROMs managed to give a valid confidence interval in the range
of four standard deviations for the training data. However, only the SROM of the gap
radiation problem gave valid intervals over the whole parameter space. The heat sink
problem got slightly overconfident intervals, which came from a non-optimal sampling
of the training points. As last experiment, we checked for the gap radiation problem the
validity of the confidence intervals under extrapolation of a short period in time, which
works as long as the state vectors stays within the range represented by the training set.
In the end, we summaries all results and give a short outlook into possible improvements
and future research directions.
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2. State of the Art

In this chapter we introduce all important methods and theories that are needed to fol-
low the argumentation in this thesis. In the first section, we describe the POD for static
and dynamic systems, which was used for every ROM of the numerical experiments in
Chapter  . Furthermore, we describe OI which is the MOR method we want to compute
the uncertainties for. The uncertainty quantification is done via a nonparametric proba-
bilistic approach introduced in Section  . In the last section of this chapter we explain
the theory behind all optimisation related topics in this thesis. First of all, we introduce
the interior point optimisation. Subsequently, we explain the FD scheme for the gradient
approximation, and the adjoint method for computing the analytical gradient.

2.1. Model Order Reduction

MOR is a sophisticated method that was initially developed in 1967 where Lumley used
it to describe the mechanisms and intensity of turbulence in fluid flow problems [ ]. A
lot has happened since. One major breakthrough was reduced basis methods, which are
briefly described using the POD in this chapter [  ,  ]. In the second subsection, we cover
OI which is a non-intrusive reduced order method developed rather recently in 2016 [ ].

2.1.1. Proper Orthogonal Decomposition for Model Order Reduction

The Proper Orthogonal Decomposition is a method for generating an orthogonal basis rep-
resenting a given set of snapshots in a way that minimises the least-squares error between
the projected data and the original data according to a certain inner product. This enables
us to find an L2-optimal lower-dimensional approximation of a solution space, which can
speed up numerical computations tremendously. The POD has originally been introduced
by Sirovich in 1987 [ ]. However, the POD is just another name for Principal Component
Analysis (PCA), which has already been developed in 1901 from Karl Pearson [ ]. In
other fields of application it is also known as discrete Karhunen–Loève transform (signal
processing), Hotelling transform (multivariate quality control), singular value decompo-
sition or eigenvalue decomposition (linear algebra), just to name a few. Its application in
model order reduction started after the work from Kunisch and Volkweind about reduced-
order Galerkin methods for PDEs [ ]. It is heavily used in numerical computation of fluid
dynamics and turbulence analysis for generating a ROM for the Navier-Stokes equations
[ ,  ,  ]. But it is also used in other fields like structural analysis to reduce the complexity
of compute intensive simulations [ ].
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2. State of the Art

The rest of this section is a brief summary of PODs for reduced order models according
to S. Volkwein [ ], given a snapshot matrix [Y ] = [y1, ...,yk] of MN,k, with k snapshots of
dimension of N , where a snapshot yi is the state vector of a system at a particular point in
time. If the system depends on a set of parameters µ, the snapshots can also differ in terms
of µ. For the gap radiation problem in Section  for example, the POD is created out of
snapshots of multiple simulations for different sets of µ.

Static System

In case of a static system, the different snapshots arise only from a different parameter se-
lection µ. The POD constitutes the collection of vectors u∗1, . . . , u

∗
n that solve the following

minimisation problem

min
u1,...,un∈RN

�����y −
n�

�=1

�y,u��[W ] u�

�����

2

[W ]

,

s.t. �ui,uj�[W ] = δij , 1 ≤ i, j ≤ n,

(2.1)

where {u1, ...,un} is an orthonormal basis with respect to the inner product < ·, · >[W ],
with [W ] ∈ MN . The POD that solves Equation [ ] can be calculated via the singular
value decomposition (SVD) of [Ŷ ] = [W ]

1
2 [Y ],

[Ŷ ] = [Û ][Σ][V̂ ]�, (2.2)

where [Û ] ∈ MN is a matrix with the left singular-vectors in its columns, [Σ] ∈ MN,k is a
rectangular diagonal matrix with the singular values λ� on its diagonal with λ� > λ�+1,
and [V̂ ] ∈ Mk is a matrix with the right singular-vectors in its columns.

The columns of the optimal POD are then defined by

u∗
� = [W ]−

1
2 û�, for i = 1, ..., n, (2.3)

which gives us [U ] ∈ MN,n as POD with a ratio of modelled to total energy of

E(n) =
�n

�=1 λ��d
�=1 λ�

(2.4)

with d = min(N, k). Usually, most of the energy is covered within the first few modes, thus
they result in a rather accurate approximation of the system, as can be seen, for example,
later in Figure  .

Dynamic System

For dynamic systems the procedure is quite similar. However, the minimisation objective
is different as the snapshots result not only from changes in parameters, but also from

6



2.1. Model Order Reduction

measurements over time

min
u1,...,un∈RN

� tf

t0

�����y(t)−
n�

�=1

�y(t),u��[W ] u�

�����

2

[W ]

dt,

s.t. �ui,uj�[W ] = δij , 1 ≤ i, j ≤ n.

(2.5)

Approximating the integral via the trapezoidal rule results in

min
u1,...,un∈RN

k�

j=1

aj

�����yj −
n�

�=1

�yj ,u��[W ] u�

�����

2

[W ]

dt,

s.t. �ui,uj�[W ] = δij , 1 ≤ i, j ≤ n,

(2.6)

where the weights aj have to be chosen as

a1 =
t1 − t0

2
, aj =

tj+1 − tj−1

2
for 2 ≤ j ≤ k − 1, ak =

tk − tk−1

2
.

Since the objective function has changed, we also have to change the matrix for the SVD to
[Ȳ ] = [W ]

1
2 [Y ][D]

1
2 , with [D] = diag(a1, .., ak) ∈ Mk

[Ȳ ] = [Ū ][Σ][V̄ ]�, (2.7)

where the components are defined as above. From here on, the procedure is equivalent to
the static system. The columns of the optimal POD are again defined by

u∗
� = [W ]−

1
2 ū�, for i = 1, ..., n, (2.8)

which gives us [U ] ∈ MN,n as POD with the same modelled energy approximation as for
the static case.

For models discretised via a Finite Elements method, [W ] is the mass matrix, but as the
time dependent reduced order models in this thesis are non-intrusive, the mass matrix is
unknown and [W ] is considered to be the identity matrix.

2.1.2. Operator Inference ROM

Operator Inference is a non-intrusive method to build a ROM for nonlinear partial differ-
ential equations. The approach has been introduced by B. Peherstorfer and K. Willcox in
2016 [ ]. In recent years, it found more and more attention as the method achieved very
good results in complex systems, like the single-injector combustion process [ ].

7



2. State of the Art

Basic Operator Inference

The method is based on the assumption that the ROM has the same structure as the spatial
discretised PDE of the full order model (FOM). The method is only applicable to problems
with a leading quadratic term [ ]. If not given, it is in some cases possible to get this
property via a lifting transformation that has to be done before the reduction [ ]. An
example for the methodology of lifting is shown in Section  .

We assume that the FOM as well as the ROM can be approximated in the following way

d

dt
y(t) = c+ [A]y(t) + [H](y(t)⊗ y(t)) + [B]u(t), y (t0) = y0, t ∈ [t0, tf ] , (2.9)

where y(t) in RN is the state vector at time t, u(t) in Rm is the input vector at time t, y0

is the initial condition and t0 and tf are the initial time and the termination time. The
operator ”⊗” multiplies each element of one vector with each element of the other vector.
Therefore, the ”⊗” operator returns, with an input of size N , a vector of size N

2 (N − 1).
Furthermore, we have the operators c ∈ RN , [A] ∈ MN , [H] ∈ MN,N

2
(N−1) and [B] ∈ MN,m,

which do not need to be explicitly known for this method. For the ROM we have to replace
the dimension of the FOM N with the dimension of the ROM n in the dimension of the
operators. The lower dimensional operators are then going to be inferred.

We assume the data to be given discretised in N nodes in space and k steps in time
[Y ] = [y0, ...,yk−1] ∈ MN,k. In the following, we compute the POD [V ] ∈ MN,n of the
given snapshot matrix [Y ] and use it to get the reduced snapshot matrix [Q] = [V ]�[Y ] =
[q0, ...,qk−1] ∈ Mn,k, where the qi ∈ Rn are the corresponding reduced vectors to yi. The
operators of the ROM are inferred by solving the minimisation problem

min
c,[A],[H],[B]

k−1�

j=0

�c+ [A]qj + [H] (qj ⊗ qj) + [B]uj − q̇j�22 . (2.10)

This equation can be rewritten in matrix form, which is going to be used in this thesis

min
[OP ]

���[D][OP ]� − [R]�
���
2

F
, (2.11)

where � · �F is the Frobenius norm and

[OP ] =
�
c [A] [H] [B]

�
∈ Mn,d(n,m), (unknown operators),

[D] =
�
1k [Q]� ([Q]� ⊗ [Q]�) [U ]�

�
∈ Mk,d(n,m), (known data),

[R] =
�
q̇0 q̇1 · · · q̇k−1

�
∈ Mn,k, (time derivatives),

[U ] =
�
u0 u1 · · · uk−1

�
∈ Mm,k, (inputs),

where d(n,m) = 1 + n+ 1
2n(n+ 1) +m.
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2.2. Nonparametric Probabilistic Approach For Quantifying Uncertainties

The inferred operators allow us to compute an approximate solution to Equation [ ]
for new data points. A newly chosen initial state of interest y0 ∈ RN has to be projected
into the lower dimensional space via the same POD used for the operator inference. The
vector q0 = [V ]�y0 ∈ Rn defines with the ROM an initial value problem, which can be
solved with any time stepping scheme. The solution is a time series of reduced order state
vectors, which have to be projected back via [V ] to the high dimensional space to get an
approximate solution to the FOM.

Operator Inference with Regularisation

The ROM computed via Equation [ ] is going to have a rather poor predictive perfor-
mance, as the model tries to perfectly fit the data. The data, however, includes errors due
to the numerically estimated time derivatives [R], modelling errors, in case the system is
not truly quadratic, and is missing information from the reduction. In [ ] McQuarrie in-
troduced L2-regularisation into the model to prevent overfitting, which results in a better
performance. The new minimisation problem is

min
[OP ]

���[D][OP ]� − [R]�
���
2

F
+
���[Γ][OP ]�

���
2

F
= min

[OP ]

����
�
[D]
[Γ]

�
[OP ]� −

�
[R]�

[0]

�����
2

F

(2.12)

= min
[OP ]

���[D̂][OP ]� − [R̂]�
���
2

F
(2.13)

where [Γ] is defined as λ[Id(n,m)]. The regularisation parameter λ results from minimising
the residual

min
λ

�[Y ]− [Ŷ ]�2, (2.14)

between the original state data [Y ] and the solution from the initial value problem [Ŷ ],
defined by the ROM and the initial states from [Y ]. For the numerical examples in Section

 we used a second order approximation of the time derivative to infer the operators.
Therefore, we solved the initial value problems with OI models via Heun, a second order
time stepping scheme.

2.2. Nonparametric Probabilistic Approach For Quantifying
Uncertainties

This section is going to describe a nonparametric probabilistic approach for quantifying
uncertainties for reduced order models. In 2017, Soize and Farhat introduced a novel
approach of predicting uncertainties [ ]. Their method is not only capable of predict-
ing uncertainties regarding the parameters but also regarding modelling errors of any µ-
parametric, nonlinear, computational model. Soize and Farhat use a nonlinear projection-
based ROM to introduce their method, but the idea is applicable to any ROM based on a
ROB. This enables us to extend this approach to OI models in Section  .

9
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The basic idea of this method is to add some statistical fluctuation to a ROB, which is
then called a stochastic reduced order basis (SROB). The fluctuations depend on a set of
hyperparameters α ∈ Cα ⊂ Rmα , where mα is the number of hyperparameters. Based
on samples from the SROB, the ROM is rebuild as many times as it takes to get sufficient
statistic of the quantity of interest O(t;µ) = (O1(t;µ), . . . , Om0(t;µ)) in Rm0 computed by
every ROM. The uncertainty is then described by the distribution of the resulting values.
Therefore, the overall goal of this approach is to cover the difference of the ROM to the
FOM with the variance of the SROM. This can be achieved by optimising α using a maxi-
mum likelihood method or a nonlinear Least-Squares (LS) method with a given set of state
values. The states values are obtained from running the FOM for different samples from a
defined parameter space Cµ ⊂ Rmµ , where mµ is the number of parameters.

In the following, we sketch the FOM and the ROM of the problem Soize and Farhat used
in their paper to introduce the SROM. Subsequently, in Section  , we used this problem
to build a SROM upon and explain in Section  how to optimise the hyperparameters
of the SROB to create a SROM which covers the uncertainties of the ROM.

2.2.1. Example Problem

In the following we quickly describe the FOM and the ROM of the nonlinear transient
structural mechanics problem used to introduce the SROM [ ,  ].

Full Order Model

The problem is defined on a domain Ω ∈ Rd. Semi-discretised by a Finite Element (FE)
method, a large class of nonlinear transient structural mechanic problems can be written
as

[M ]ÿ(t) + g(y(t), ẏ(t);µ) = f(t;µ), t ∈]t0, tf ] , (2.15)

where y(t) ∈ RN is the state vector at time t, f(t;µ) ∈ RN the external force vector for a cer-
tain time t and a parameter set µ, [M ] ∈ M+

N the FE mass matrix and g(y(t), ẏ(t);µ) ∈ RN

represents the internal force at time t for a given parameter set µ. The boundary conditions
and linear constrains of this system can be written in the form

[B]�y(t) = 0NCD
, t ∈ [t0, tf ], (2.16)

where NCD < N is the number of constrains and [B] is a matrix in MN,NCD
, satisfying

[B]�[B] = [INCD
]. (2.17)

Additionally, we define the number of nodes No and the dimension m of the field discre-
tised by the Finite Element method. The total number of degrees of freedom (DOF) is then
N = m No.

10
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Projection-Based Reduced-Order Model

The ROM is built based on a ROB [V ] ∈ MN,n with n << N , introduced in Section  .
This basis is satisfying both, the constraint equation

[B]�[V ] = [0NCD,n] , (2.18)

and the orthonormality condition

[V ]�[V ] = [In]. (2.19)

We can now use [V ] for building the ROM corresponding to Equation [ ]

y(n)(t) = [V ]q(t), t ∈ [t0, tf ], (2.20)

[V ]�[M ][V ]q̈(t) + [V ]�g([V ]q(t), [V ]q̇(t);µ) = [V ]�f(t;µ), t ∈]t0, tf ]. (2.21)

2.2.2. Stochastic Reduced-Order Model

For building the SROM, the ROB [V ] has to be substituted by a SROB [W] ∈ MN,n. The
SROB is a random variable defined on the probability space (Θ, T ,P). It meets, like its
deterministic predecessor, the constraint equation [ ] and the orthonormality condition
[ ]. The probability distribution P[W] of [W] depends on α. The SROM can then be
written like

Y(n)(t) = [W]Q(t), t ∈ [t0, tf ],

[W]�[M ][W]Q̈(t) + [W]�g([W]Q(t), [W]Q̇(t)) = [W]�f(t), t ∈]t0, tf ].
(2.22)

2.2.3. Construction of the Stochastic Reduced-Order Basis

The SROB is built based on the deterministic ROB [V ] living on the compact Stiefel mani-
fold SN,n defined as

SN,n = { ˜[V ] ∈ MN,n : ˜[V ]
� ˜[V ] = [In], [B]� ˜[V ] = [0NCD

, n]} ⊂ MN,n, (2.23)

and the hyperparameter vector α = (s, β, [σ]), where s and β are real scalar values, and
σ ∈ Mu

n is an upper triangular matrix with positive entries. The vector belongs to the
admissible set

Cα = {0 ≤ sl ≤ s ≤ su ≤ 1,

0 ≤ βl ≤ β ≤ βu,

σl ≤ [σ]11, . . . , [σ]nn ≤ σu, [σ]kk� ∈ R, k < k�},
(2.24)

where sl, su,βl,βu,σl and σu represent lower and upper boundaries for the parameters and
can be considered as given. The size of α and, therefore, the number of hyperparameters is
mα = 2+ n

2 (n+1). The usage of the values in α is going to be described in the course of this

11
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section. Equations [ ]-[ ] describe the whole construction of the SROB. Afterwards,
each step is explained in detail.

[U] = [G(β)][σ], (2.25)

[A] = [U]− [B]([B]�[U]), (2.26)

[D] =
�
[V ]�[A] + [A]�[V ]

�
/2, (2.27)

[Z] = [A]− [V ][D], (2.28)

[Hs([Z])] =
�
[In] + s2[Z]�[Z]

�−1/2
, (2.29)

[W] = ([V ] + s[Z]) [Hs([Z])] . (2.30)

Before Equation [ ] , we start with generating the second-order, centred random matrix
[G(β)] ∈ MN,n. For constructing [G(β)], we define a Gaussian random field

�
Q(x),x ∈ Rd

�

with a spatial correlation length of

Li = β max
(x,x�)∈Ω×Ω

��xi − x�i
�� , (2.31)

The matrix [G(β)] is then built out of independent copies of Q. More precisely, for all
� = 1, . . . ,m, for all jo = 1, . . . , No, and for all k = 1, . . . , n,

[G(β)]jk =
�
G
�
xj0
��

�k
, j = (�, jo) ∈ {1, . . . , N},

are the random fields
�
[G(x)]�k,x ∈ Rd

�
copies of Q. The exact construction is explained

in more detail in the work of Soize and Farhat [ ]. In summary, the input parameter β
controls the statistical correlations between the components of the columns of [G(β)], as
the spatial correlation length is linearly dependent on it. Furthermore, it can be shown that
the probability distribution of [G(β)] is not Gaussian, but is such that

p[G(β)](−[G]) = p[G(β)]([G]) , ∀[G] ∈ MN,n. (2.32)

Equation [ ] is the construction of the centred random matrix [U] ∈ MN,n with

E{[U]} = [0N,n]. (2.33)

For the purpose of optimising a cost function that depends indirectly on [U], Soize and
Farhat introduced a parameter efficient way of controlling the correlations in each column
of [U] via [G(β)] with only one hyperparameter β. The correlation between the columns
of [U] is controlled via a matrix [σ] with n

2 (n+ 1) hyperparameters. The alternative would
have been to parameterise the fourth-order symmetric correlation tensor with Nn

2 (Nn+1)
hyperparameters, where N can be very large. Having [U], we can enforce the boundary
conditions via Equation [ ] .

12
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The next logical step is to map [A] onto the to SN,n tangential vector space TV SN,n. From
[V ]�[V ] = [In], we take the derivative of [V ] and get [V ]�[dV ] + [dV ]�[V ] = [0n,n], which
leads to the tangent vector space

TV SN,n =
�

˜[Z] ∈ MN,n : [V ]� ˜[Z] + ˜[Z]
�
[V ] = [0n,n]

�
. (2.34)

Then, in Equation [ ] , we multiply the random matrix [Z] fromTV SN,n with the last
hyperparameter s, add it to the original basis [V ] and normalise the result with [Hs] cal-
culated in Equation [ ] . The scalar value s is used to control the amplitude of the
fluctuations. Adding a matrix from TV SN,n ensures that [W] fulfils the constrain equation

 , and as we have already enforced the boundary conditions on [U] in Equation [ ] ,
[W] also fulfils Equation [ ] and is therefore in SN,n.

2.2.4. Optimisation of SROB Hyperparameters

To eventually get a SROM that covers the error of the ROM to the FOM correctly, the
hyperparameters still have to be optimised. Soize proposed a nonlinear LS method with a
cost function of the form

J(α) = wJJmean(α) + (1− wJ) Jstd(α), (2.35)

where wJ is the weight between zero and one, balancing the contribution of Jmean(α), the
term which represents the error between the expectation value of the quantity of interest
(QoI) from the SROM E

�
O(n)(α,µ)

�
, and the reference values of the QoI from the FOM

oref , and Jstd(α), the term representing how well the error of the ROM to the FOM model
is represented in the standard deviation of the SROM. The two contributing terms are
defined as follows

Jmean (α) =
1

cmean

�
µ1, . . . ,µmµ

�
mµ�

i=1

� tf

t0

���oref (t;µi)− E
�
O(n) (t;µi,α)

����
2
dt, (2.36)

Jstd(α) =
1

cstd

�
µ1, . . . ,µmµ

�
mµ�

i=1

� tf

t0

���v(ref,n) (t;µi)− v(n) (t;µi,α)
���
2
dt, (2.37)

where

cmean

�
µ1, . . . ,µmµ

�
=

mµ�

i=1

� tf

t0

���oref (t;µi)
���
2
dt, (2.38)

cstd

�
µ1, . . . ,µmµ

�
=

mµ�

i=1

� tf

t0

���v(ref,n) (t;µi)
���
2
dt, (2.39)
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are constant normalisation factors. Here o(n)(t;µ) is the deterministic solution of the ROM
for a certain parameter set µ and time t, and

v(ref,n) (t;µ) = γ
���oref(t;µ)− o(n)(t;µ)

��� , (2.40)

v(n)(t;µ,α) =

�
E
�
O(n)(t;µ,α)2

�
−
�
E
�
O(n)(t;µ,α)

��2�1/2

. (2.41)

The parameter γ > 0 defines a target value of how much of the difference between FOM
and ROM shall be covered by the standard deviation of the SROM. This results in a statis-
tical inverse non-convex optimisation problem,

αopt = min
α∈Ca

J(α), (2.42)

subject to Equation [ ] . This problem can be solved via the interior-point algorithm or
via probabilistic techniques as they are used in genetic algorithms. However, the determin-
istic interior-point method outperforms various genetic algorithms for the given problem
type [ ]. Originally, proposed in [ ], the problem was solved via a four stage optimisa-
tion algorithm based on the interior-point method. The gradient has been calculated in a
finite difference fashion, which made it quite expensive. Therefore, the optimisation has
been split up to get an approximate solution on stages with few parameters and thus spent
less steps on stages with more parameters. This algorithm has been used for testing the
developed tool in this thesis, and is explained in detail in the Appendix  .

For the cost function evaluation we have to evaluate the SROM for all the mµ samples
of the parameter space we are training on, which takes mµ times νs evaluations of a ROM,
where νs is the number of samples drawn from the SROB for the SROM. The number of
samples νs is considered to be 1,000 in this thesis. This makes the cost function evaluation
one of the most expensive parts in the optimisation. Therefore, different methods were
tried to overcome this difficulty. An intrusive version was developed by Charbel Farhat.
He reformulated the problem around the concept of hyper-reduction and achieved on their
machinery a speedup of approximately 30. He used the mesh of the FOM to hyper-reduce
the SROM [ ].

Soize proposed a diffusion map based algorithm which works fully non-intrusive and
achieved a speedup up to 56 to the original problem formulation [ ]. It uses a predictor-
corrector approach with an interior-point method in the corrector. The main improvement
originates from a diffusion map that locally approximates the SROM close to a minimum
of the cost function. The construction is done based on only a few SROM evaluations,
approximately the same number as happening during two cost function evaluations. The
diffusion map can then be sampled for evaluating the cost function [ ].
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2.3. Optimisation

Since a basic understanding of the interior-point optimisation algorithm is going to be
important for future steps in this thesis, it will be explained in the following.

2.3.1. Interior Point Optimisation

The IPopt library [ ] was used to solve the optimisation problems in the numerical exper-
iments in Chapter  . In the following we introduce the primal-dual barrier approach from
the IPopt implementation paper [ ] and describe the parameters that have to be chosen.
The general form of problems that the IPopt library is able to tackle, can be written as

min
x∈Rn

f(x), (2.43)

s.t. c(x) = 0, (2.44)
xL ≤ x ≤ xU , (2.45)

where f(x) : Rn −→ R is the objective function, c(x) : Rn −→ Rm, where m ≤ n is the
number of constrains. The third equation shows linear inequality constrains for x with
upper and lower bounds xL and xU that have to be set by the user.

The interior point algorithm computes approximate solutions for a sequence of barrier
problems

min
x∈Rn

ϕµj (x) = f(x)− µ
�

i∈IL
ln
�
x(i) − x

(i)
L

�
− µ

�

i∈IU
ln
�
x
(i)
U − x(i)

�
, (2.46)

s.t. c(x) = 0, (2.47)

for µ converging to zero, and where IL =
�
i : x

(i)
L �= −∞

�
and IU =

�
i : x

(i)
U �= ∞

�
. Setting

the upper and lower bound is optional. In the unbounded case the barrier is set to infinity.
This problem is equivalent to applying a homotopy method to the primal-dual equations,

∇f(x) +∇c(x)λ− zL + zU = 0, (2.48)
c(x) = 0, (2.49)

(xL − x) ◦ zL + (x− xU ) ◦ zU − µe = 0, (2.50)

where e is a vector with only ones as entries, µ is the homotopy parameter which goes
to zero [  ], λ ∈ Rm are the Lagrangian multipliers for the equality constrains in Equa-
tion [ ] , zL, zU ∈ Rn are the Lagrangian multipliers for the inequality constrains in
Equation [ ] , and ◦ stands for the Hadamard product (element wise multiplication).
Equation [ ] is the gradient condition which has to be satisfied for an optimum. It can
be seen that for µ = 0,x ≥ 0 and for zL, zU ≥ 0 the primal-dual equations are equivalent
to the first order optimality Karush-Kuhn-Tucker (KKT) conditions. Equation [ ] is
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the first condition for primal feasibility, and Equation [ ] is the complementary slack-
ness condition. We assume that the inequality constrains are fulfilled for primal feasibility.
With the primal dual equations, the optimality error is defined as

Eµ(x,λ, z) := max

�
�∇f(x) +∇c(x)λ− zL + zU�∞

sd
, �c(x)�∞,

�(xL − x) ◦ zL + (x− xU ) ◦ zU − µe�∞
sc

�
,

(2.51)

with

sd = max

�
smax,

�λ�1 + �zL�1 + �zU�1
(m+ 2n)

�
/smax, (2.52)

sc = max

�
smax,

�zL�1 + �zU�1
2n

�
/smax (2.53)

where smax ≥ 1. The scalar smax is set to 1000 in the IPopt library.
This method iteratively computes an approximate solution for the barrier problem in

Equation [ ] and Equation [  ] . The barrier-parameter gets updated and the opti-
mality error is calculated in every iteration. In case an approximate solution

�
x̃∗, λ̃∗, z̃∗

�

fulfils
E0

�
x̃∗, λ̃∗, z̃∗

�
≤ �tol, (2.54)

the algorithm terminates with x̃∗ as optimal solution. The tolerance �tol has to be set man-
ually, which is also covered in Section  . However, this is not the only exit criteria used
in this thesis. Not computing the Hessian, which was not done in this thesis, can lead to
problems with bringing down the dual infeasibility. Therefore, in case the algorithm was
not converging, we either used the option of setting a threshold for an acceptable change of
the objective function scaled by max(1, |f(x)|), or we chose an acceptable tolerance above
the actual tolerance �tol. There are multiple thresholds that a solution has to fulfil to be ac-
ceptable. Therefore, for making sure that one specific thresholds is the one which is going
to decide whether the solution is acceptable, all the other criteria have to be set to values
which are always met. This is the case for the standard values of all of the thresholds,
expect for the acceptable tolerance where the default value is 10−6. Once all the values are
below their acceptable thresholds, this state has to be held for a certain number of optimi-
sation iterations to cause the termination of the algorithm. This number can be chosen by
the user.

The exact algorithm with all its settable options can be looked up in [ ]. The problem is
solved via a filter line-search algorithm. The interactions from the algorithm with compu-
tational expensive parts of the user defined problem are calculating the objective function
and its gradient. For optimising the hyperparameters α of a SROM, there have already
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been developed approaches to minimise the computational cost of the cost function eval-
uation, as stated in Section  . However, to the best of my knowledge it has not been
tried yet to optimise the gradient evaluation, which is done in this thesis. Since the original
algorithm, described in Appendix  , calculates the gradient in a FD fashion and is there-
fore dependent on the size of the hyperparameter vector α, an analytical gradient would
be quite an improvement. It is not only more accurate, but also not directly dependent on
the size of α. The FD gradient approximation and the analytical gradient computation via
solving the adjoint problem is explained in the following.

2.3.2. Gradient Approximation

One of the main improvements to the original algorithm developed in this thesis arises
from the analytical gradient. Therefore, the originally used FD approximation and the
gradient computation via solving the adjoint problem are introduced in this section to be
able to compare them in Chapter  .

Finite Differences Approximation

The FD approximation has been done with a central difference scheme which is described
for a scalar input x, but can easily be extended to a vector input,

f(x)� ≈ f(x+ h)− f(x− h)

2h
, (2.55)

where h is a shift of the input to approximate the change of the output. The function f
has to be evaluated twice for every parameter of interest. Hence, the cost of the gradient
is linearly increasing with the number of parameters, which makes the evaluation quite
expensive for a large number of parameters. Furthermore, a bad choice for h causes rather
large errors. Therefore, this value has to be chosen in a way that minimises them.

The occurring errors are determined in the course of this section. Calculating the deriva-
tive in a FD way results in two type of errors: a truncation error �t and a round off error
�r. The first, can easily be computed as it results from terms of higher order in the Taylor
expansion,

f(x+ h) = f(x) + hf �(x) +
1

2
h2f ��(x) +

1

6
h3f ���(x) + · · · . (2.56)

Writing Equation [ ] in that fashion yields

f(x+ h)− f(x− h)

2h
= f �(x) +

1

6
h2f ���(x) + · · · , (2.57)

which shows that the truncation error is roughly �t ∼ h2f ���.
The round off error can have two reasons. The first contribution to the round off error

could be a value of h that is not exactly representable in the binary format, like 0.110
∧
=

0.000112. For double precision, the machine precision is �m ∼ 10−16. This would imply a
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fractional error of ∼ �mx/h. This error can be nullified by making sure to use an exactly
binary representable number for h:

temp = x+ h,

h = temp− x.
(2.58)

In a compiler language, one has to make sure that Equation [ ] in the code is not
deleted in the optimisation procedure. This problem is usually not given in an interpreted
language.

Once h is an exactly representable number, the round off error is �r ∼ �f |f(x)/h|, where
�f is the fractional accuracy f is computed with. For simple functions it is roughly machine
precision, but increases for more complex functions. Even if the system we are working
with in this thesis is rather complex, we consider �f ≈ �m as rough estimate.

The total error is then �r + �t. By taking the derivative with respect to h and setting it to
zero we get a rough estimate of the optimal h

h ∼
�
�ff

f ���

�1/3

≈ (�f )
1/3 xc ≈ (�m)1/3 x (2.59)

where xc ≡ (f/f ��)1/2 is the characteristic scale of the function f . If xc is not given, we
assume xc = x. If x is equal to zero, we set h = (�m)1/3. There are other ways to chose the
optimal h, but they usually include additional function evaluations and are therefore not
considered in this thesis [ ].

Adjoint Problem

The gradient of nonlinear function can be computed in an analytical way by solving the ad-
joint problem. In the following, we would like to introduce the idea of the adjoint method
based on a simple example from [ ] and [ ].

A variable u(p) depending on a collection of parameters p ∈ Rm is considered. This
variable is the input to a scalar function g(u(p)), which we want to optimise and therefore
calculate its gradient regarding p. The first step is to form the Lagrangian to that problem,
where intermediate variables, such as u are considered as independent. To account for
the missing dependencies we add them as constrains with Lagrange multipliers. For the
current example the Lagrangian looks like

L = g(ū)− λ�(ū− u(p)) = g(u(p)), (2.60)

where g(u) is the function we want to optimise and λ ∈ Rn is a vector of Lagrange mul-
tipliers for the constrain equation. The vector λ can be chosen freely as the constrain
equation is always zero. The fact that the constrain is always zero results in L = g(u(p)))
and therefore,

dg(u(p))
dp

=
dL
dp

= λ� du
dp

, (2.61)
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which is the adjoint equation. However, as we want L to be only dependent on p, we take
the derivative regarding ū and force it to be zero

dL
du

=
dg
du

− λ = 0. (2.62)

This results in
λ =

dg
du

. (2.63)

Substituting the calculated lambda into the adjoint equation  

dL
dp

= λ� du
dp

=
dg
du

� du
dp

=
dg(u(p))

dp
, (2.64)

leads to the total derivative of g(u(p)) regarding p, which is the prove for correctness. The
advantage of this approach is that the gradient of complicated systems can be computed in
the form of Equation [ ] with only partial derivatives of p and without ever calculating
du
dp , which is often quite difficult in case the function is given only implicitly as the solution
of a nonlinear equation, like in this thesis.

One of the drawbacks of this approach is that once the problem gets more complicated
and more constrains are added, intermediate results are needed for the calculation of the
different Lagrangian multipliers and therefore have to be stored during the forward calcu-
lation. This can be seen later in Section  . A naive implementation storing all interme-
diate results would require a tremendous amount of memory which makes it infeasible.
Hence, the “reverse mode” automatic differentiation is not an option [ ]. In this thesis
we take on the challenge of computing the analytical gradient ”by hand”, thus obtaining a
memory efficient way to optimise the cost function.
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3. Optimised Nonparametric Probabilistic
Approach for Uncertainty Quantification
for Operator Inference Based Reduced
Order Models

In the main part of this thesis, we start with describing the code structure of the imple-
mented tool for SROMs. We introduce the most important objects, how they have to be
combined and how they can be replaced or extended. In Section  , we use the generic
static model from the paper form Soize and Farhat [ ] to show the basic procedure of
building and training a SROM and to introduce the improvements we made to the al-
gorithm in form of the analytical gradient and an alternative optimisation algorithm. In
the end of that section, we show that the confidence intervals gained from optimising the
SROM over the nonlinear LS cost function proposed from Soize and Farhat had problems
with covering values close to the boundaries and explain why those problems could be
solved with optimising over the NLML function. In the third Section  we show how to
apply the in Section  introduced framework to models implemented with the Python
library pyMOR and show that not including the grid points for building the ROB led to
more confident confidence intervals, but the SROB also worked without using this in-
formation. Afterwards, in Section  we discuss two OI-based ROM and show that the
nonparametric probabilistic approach for UQ is capable of describing the error of OI-based
ROM regarding the FOM.

3.1. Implementation

This section describes the in this work developed software for building a SROM and for
optimisation in a condensed matter, thus not all of the classes, functions and parameters
are stated. Developing this software was necessary as the methodology of UQ based on
a SROM is not implemented in any other commonly known software package yet. As
implementation language we decided to use Python, as it is easy to use and a common
language at Siemens and the UQ community. Furthermore, it has to be stated that this is
not a code which can run in production. It is mainly for research purposes. The main goal
is to provide a code base which is easily understandable and extendable. The code base
can be found in [ ].

The main task of the software developed in this thesis is to build a SROM and to optimise
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3. Optimised Nonparametric Probabilistic Approach for Uncertainty Quantification

the parameters of the SROB in a way that the variance of the SROM covers the error from
the ROM to the FOM. We tried to implement this tool to be modular and easily extendable
according to future needs, facilitating adjustability, maintainability and testing. Most of the
code is already covered by tests, which also can be looked at to get a better understanding
of the structure. For the purpose of modularity we structured the SROM in a way that
the model itself is completely separate from its optimisation, however it has to know its
contribution to the adjoint problem regarding the SROB parameters. In this section, we
describe at first the structure of the SROM and afterwards in Section  additional classes
related to the optimisation of the SROB parameters.

3.1.1. Structure of the SROM

For the SROM we have to sample the SROB multiple times and generate the correspond-
ing ROMs. The SROM does not directly have to know how to generate a ROM or how
to sample a new ROB. Therefore, we distinguish in terms of classes between the SROM,
SROB, and a factory which has all the information needed to generate a ROM. The ROM
is in our case the reduced order problem (ROP) as it is able to solve the whole problem
including integration over a certain time frame. The ROP-factory is problem specific and
has to be provided by the user for every new system. For instance by using supportive
structures provided in the code that are introduced later in this section.

The objects the user has to provide to generate a SROP are shown in Figure  . The first
one is the reference solution which includes the state values for the POD, the input values
and the time stamps in case of a dynamic problem. The state values are stored in three
dimensions. The first dimension corresponds to different samples from the parameter
space, the second stands for the DOF and the third dimension is time. The input values
are stored equivalently. This class is not a pure data class as it is able to reduce its state
values based on a ROB. It can also return an input parameter list which consists of all
necessary information needed to run the simulations in every given point of the parameter
space. The only object that has to be provided is the “SROBInput”-object which stores
the things needed to generate a SROB. First of all, the only mandatory property that is
stored is the ROB which is in our case the POD. Second, the ROB can additionally use the
boundary matrix, the coordinates of the nodes and a mapping of each value on every node
to the state vector, which are then used to restrict space that the SROB can vary in. They
help to set additional bounds to the function space of the SROM, which can lead to more
confident, means smaller, confidence intervals. However, the SROM works also without
that information as shown in Section  .
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3.1. Implementation

Figure 3.1.: Objects that have to be defined by the user to create a SROM for a certain prob-
lem. The “ReferenceSolution”-object which holds the snapshots of the FOM,
the input values and the time stamps. This information is needed to build the
POD and train the SROM. The second object is the “SROBInput”-object which
is handed to the SROB-object later on. It holds the mandatory ROB and op-
tional values like the boundary Matrix, the mapping of each value on every
node to the state vector and the node coordinates. The third object is a ROP-
factory, where the user has to implement its own factory with the “ROPFac-
tory” interface.

The last mandatory object is the ROP-factory, which has to be implemented by the user.
This class has two tasks. The first one is to produce a ROP based on a ROB. The second
task is to compute the adjoint problem regarding each generated ROP, as the data used to
generate those ROP is needed to do so, but a ROP does not need to know about it. This
is not only design related but also memory related, as the data from the FOM is usually
rather large and can not be stored in every instance of a ROP. The code base has already
implemented three example factories, one for the generic static projection based model
in Section  , one for the pyMOR static problem in Section  , and one for the operator
inference models used in Section  . Where the factories for the two static problems gen-
erate projection based ROMs, the factory for the dynamic problems in this thesis returns
OI-ROMs. The inference-based factory can be used for any problem. The projection based
factories, however, are problem specific and have to be rewritten for a new system. A
general version of a projection based factory is an open issue.

The problem returned by the ROP-factory has to be of the form shown in Figure  ,
which is the supportive structure we have already mentioned. The problem class holds at
least the sample from the SROB and the ROP generated from that sample. If the problem is
dynamic, it needs a time stepping scheme in addition. In the code itself we distinguish be-
tween static and dynamic problems. For reasons of simplicity, this distinction is neglected
in the following. Each object is aware of its contribution to the adjoint problem. How-
ever, for a “Model”-object this is only the case, if its operators depend on the reduced state
data, like for the OI model. For a projection based model this is not true. Therefore, the
adjoint problem is handled by the factory. Regarding the time stepping scheme, the only
implemented time stepping scheme is Heun, which is described in Appendix  with
its contribution to the adjoint problem of Section  .
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3. Optimised Nonparametric Probabilistic Approach for Uncertainty Quantification

Figure 3.2.: UML diagram of the problem-class with its “has-a” relations. The problem-
class holds the ROB and the corresponding ROM, to be able to map back the
reduced order result from the ROM to the high dimensional space and return
the approximate solution of the FOM. For dynamic problems it holds addi-
tionally a time stepping scheme. Furthermore, the diagram shows the inter-
face for a model and a time stepping scheme. A model has to implement at
least an evaluate function that returns a result for a state vector and a vector
of input values. A time stepping scheme hast to implement at least an inte-
grate method which integrates a certain model based on simulation parame-
ters, namely timestamps, initial values and input values.

The model used for the dynamic problems in this thesis is the OI model, shown in Fig-
ure  . It is generated by the OI-factory, which is provided in the code, and can be techni-
cally used for any data set of a dynamic system. The model is defined by a given dataset,
a string that defines the operators that are going to be inferred, and the ROB used to re-
duce the state values. In this thesis, all OI models have L2-regularisation, but the code
allows to turn it off. Based on the operator string given by the factory, we initialise the
chosen operators and define them by inference via the fit function. There is a constant,
linear, quadratic and input operator implemented. New operators can be added by sim-
ply creating an operator according to the “OIOperator” interface. We had to introduce the
“OIAdjungateModel”-object for solving the adjoint problem in a decoupled way, as the
integration scheme can call the model arbitrarily often but the model has to be aware of
that as we need the corresponding Lagrangian variable to every evaluation of the model to
compute the next Lagrangian variable in the adjoint problem computation, see Appendix
 . The “OIAdjungateModel”-object is used as storage container to decouple the time
stepping scheme from the model. To be able to compute the Lagrangian multipliers of the
model without knowing how often it is called, the Lagrangian multipliers regarding each
model evaluation are stored during every invocation of the model derivative. This allows
us to use a different time stepping scheme without changing the rest of the code.
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Figure 3.3.: The UML diagram shows the class for OI-models, which consist of multiple op-
erators and an L2-regularisation. Each operator implements the “OIOperator”-
interface. The “evaluate”-function is already implemented and multiplies the
operator matrix with the result of the “getOperatorInput”-function, which
must be implemented. Additionally, one must implement the derivative of
the operator regarding the state vector and regarding the operator matrix to
be able to compute the analytical gradient. To store the previously mentioned
Lagrangian mutlipliers we introduced the “OIAdjungateModel”-object which
functions as wrapper around the OI-model. With the stored Lagrangian multi-
pliers it can compute the Lagrangian multipliers regarding the model without
knowing how often the model was invoked.

With the SROB and the ROP-factory we can then build the SROP. It is initialised by
sampling νs samples from the SROB and generating the corresponding ROP. Before that, a
seed has to be set to get reproducible results and a valid gradient, as we resample the SROB
multiple times during the optimisation, which is based on a random number generator. If
we do not set a seed, we would get a non deterministic gradient. The models gained
from each sample of the SROB are stored in the problem list. Evaluating the SROP means
to loop over this list and evaluate each of the models. The statistics over all individual
solutions yields the final result. The object provides functions to evaluate the expectation
value and expectation of the squared value, which is needed to compute the variance.
Furthermore, it can compute the deterministic solution from the ROP based on the ROB,
and the confidence Intervals of a certain confidence value. Those functions always take
simulation parameter as input, which include the initial values, the input values and the
time frame of the simulation. In case lifting is used, the user has to implement a lifting
model corresponding to the interface shown in Figure  and hand it to the SROP as
well. Lifting is introduced in Section  . It has to implement a “lift”- and “unlift”-
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function which are then invoked by the “transform”- and “backTransform”-function. This
model can now generate confidence intervals according to a certain SROB which has to be
optimised to give reasonable results.

Figure 3.4.: The UML diagram in this figure shows the SROP-class and directly related
classes. The SROP holds an instance of a SROB-class and an instance of
a “ROPFactory”-object, which was already introduced. The “SROB”-object
holds one instance of a “srobInput”-object with information regarding the ROB
and optionally the grid coordinates and the boundary matrix. The object has
a function to sample an instance of the through the “srobParameters”-object
defined SROB and one to compute the contribution to the gradients regarding
β and [σ] . In case lifting is used, the SROP-object must hold an instance of a
“LiftingModel”-object to be able to map the result from the problem back to
the unlifted space. The most important functions of the SROP are the com-
putation of the confidence interval regarding a certain confidence and a set of
simulation parameter, and the computation of the deterministic solution from
the ROM based on the ROB.

3.1.2. Structure of the Optimisation

For the optimisation we first of all have to define a cost function. The main components
of that class are shown in Figure  . It needs a SROP and a corresponding reference
solution. Additionally, we define another wrapper, storing the intermediate results of the
SROB and the end results of the ROM, which are needed to compute the gradient regard-
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ing the SROB parameters. There are already three different cost functions implemented
in the code. Additional functions can be added by inheriting the cost object and im-
plementing the “calcCost”-function, the “calcZO”-function, which compute the Lagrange
multiplier corresponding to the full order state of every problem in the problem list, and
the “prepareGradientLoop”-function, which can do pre-computations for the “calcZO”-
function, to save compute time.

Figure 3.5.: The UML diagram shows the abstract “Cost”-class, where the functions “cal-
cCost”, “prepareGradientLoop” and “calcZO” have to be implemented by the
user. The object holds once instance of the reference solution that is used for the
optimisation, an instance of a SROP which we want to optimise and a wrapper
for the SROP that stores some intermediate results for the gradient computa-
tion.

The optimisation process can then be started after defining the cost function. There are
two algorithms implemented, the original one from Soize and the one stage algorithm pro-
posed in this thesis. They are implemented as functions with a cost object and initial SROB
parameters as input. Furthermore, it takes a parameter object, defining the boundaries
and termination criteria, as shown in Figure  . On termination, the algorithm returns a
set of locally optimal parameters for the SROB. This set can then be used to simulate the
system within the parameter space spanned by the given reference solution.
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Figure 3.6.: The data class for the optimisation parameters. It includes the upper and lower
bounds for s, β and [σ]. Furthermore, it holds the value for the tolerance and
the maximum number of iterations. In case the algorithm is not converging,
there is the option to set acceptable values for tolerance and objective function
change that must be met over a number of acceptable iter for the algorithm to
terminate.

In this section we have introduced the main classes of the SROM-tool, how they are
connected to each other and how they can be replaced or extended with new components.
We have also seen that the structure of the SROM, including a list of problems which have
to be executed, exposes a highly parallelisable structure which can be exploited in future
work.

3.2. Generic Linear Static Problem

In this chapter we will look at a generic linear static problem. The problem is rather simple
in terms of complexity, thus, easy to grasp and fast to compute, which makes it perfect for
testing the setup and experimenting with hyperparameters. In Section  we define the
problem. Afterwards, in Section  , we show how to set up the optimisation algorithm
and how the runtime can be enhanced by calculating the gradient via solving the adjoint
problem. Additionally, we define the range of validity of the confidence intervals gained
form the SROM and introduce the NLML as alternative cost function which enables a
faster evaluation of the SROM in Section  .
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3.2.1. Problem Description

This problem is a linear static problem, which was taken from the paper from Soize [ ].
In the following we define the FOM and the corresponding ROM.

Full Order Model

The full order model has N = 1000 DOF and is of the following form

[K]y = f , (3.1)

where y is the displacement vector in RN , [K] is a matrix in M+
N and f is the force vector

in RN . All components are dimensionless. The right hand side f is constructed from a set
of the eigenvectors φ of [K]

f =
1

0.27702
(0.1φ2 + 0.4φ4 + 0.6φ8 + 2.5(φ29 + φ30 + φ31)). (3.2)

The first and last value of f is equal to zero by construction, as shown in the detailed
construction of [K] in Appendix  . However, in our code we set those values explicitly
to zero, as those values are due to numerical errors only close to zero. On the boundaries
we apply Dirichlet boundary conditions (y1 = yN = 0). The complete model takes 18 ± 1
ms to evaluate. For building the SROM we additionally generate the boundary matrix [B],
a matrix of MN,Nc , with Nc = 2 which satisfies

[B]�y = 0NCD
, and [B]�[B] = [IN ]. (3.3)

The exact construction of all components is described in Appendix E of [ ] and in Ap-
pendix  in this thesis as well.

Reduced Order Model

For this problem we build a projection-based ROM

[V ]�y(n) = q, (3.4)

[V ]�[K][V ]q = [V ]�f , (3.5)

where [V ] consist of the the first n eigenvectors [φ1....φn] of the matrix [K] corresponding
to the n biggest eigenvalues 0 < λ1 < ... < λn. From the definition of f in Equation [ ]
we can see that we need the first 31 modes to cover all the modes represented in f . Equa-
tion [  ] solves the system in the reduced order space and in Equation [ ] the solution
gets projected back to the high dimensional space. The resulting displacements y of Equa-
tion [ ] and the resulting displacements y(n) of Equation [ ] , for the case of n = 20,
are shown in Figure  . The model evaluation takes 47± 15µs, which is 380± 120 times
faster than the FOM.
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Figure 3.7.: Displacements computed from the HDM and from the ROM(n=20) of the lin-
ear static problem. It can be seen that the ROM properly describes the general
trend but can not capture the smaller deflections. UQ is needed for the move-
ments of the FOM not covered by the ROM.

3.2.2. Calibration of a SROM

In this section we state the SROM of the generic static problem and show how initial con-
ditions and the tolerance of the interior point optimisation effect the termination time and
the result.

With the just defined ROM we can build the corresponding SROM

Y(n) = [W]Q,

[W]�[K][W]Q = [W]�f ,
(3.6)

subject to

[U] = [G(β)][σ], (3.7)

[A] = [U]− [B]([B]�[U]), (3.8)

[D] =
�
[V ]�[A] + [A]�[V ]

�
/2, (3.9)

[Z] = [A]− [V ][D], (3.10)

[Hs([Z])] =
�
[In] + s2[Z]�[Z]

�−1/2
, (3.11)

[W] = ([V ] + s[Z]) [Hs([Z])] . (3.12)
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To get a meaningful confidence interval from the SROM we still have to optimise its hy-
perparameters α, which is done by optimising the cost function

J(α) = wJJmean(α) + (1− wJ) Jstd(α), (3.13)

where Jmean and Jstd simplifies to

Jmean (α) =
1

�oref�2
���oref − E

�
O(n) (α)

����
2
, (3.14)

Jstd(α) =
1��v(ref,n)
��2
���v(ref,n) − v(n) (α)

���
2
, (3.15)

with

v(ref,n) = γ
���oref − o(n)

��� , (3.16)

and the quantity of interest O(n), which is the displacement Y(n).
Calibrating a SROM for a new problem demands to run several tests to find a parameter

set for which the optimisation algorithm converges to a solution of sufficient accuracy.
This parameter set can differs from problem to problem. The used procedure is described
in more detail in this section, but for the other problems we skip this part. The following
calibration was done by using the central difference gradient approximation.

Check Initial Values

Two important things that have to be set for the optimisation are the initial conditions α0

and the boundaries for the parameters we optimise for. It was proven useful to initially
plot the confidence intervals and the expectation value of the QoI E{O} for a chosen α0,
and add the FOM and the ROM to that plot. The expectation value of the SROM has to
be close to the FOM, and thus usually very close to the ROM. The confidence intervals
have to be in a reasonable range, which means neither are they that big that the move-
ment of the actual model is not recognisable anymore, as is was for the problem in Section

 for α01, nor are they as close to the expectation value of the SROM that they are not
distinguishable anymore. If the plot does not look as expected, s can be adjusted as a
first step, β and [σ] should only be changed if the result is still not to ones satisfaction.
However, one should not spend too much time on finding the perfect initial conditions,
as an optimisation algorithm is almost certainly faster as soon as the initial parameters are
close to a minimum. Once a proper α0 is chosen, the boundaries for s can be set around
the chosen initial values. The other boundaries are kept constant over all experiments.
For demonstration purposes regarding compute time we are going to show two different
initial conditions

α01 = {s01 = 0.05, β01 = 0.2, [σ01] = [In]}, (3.17)
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and
α02 = {s02 = 0.4, β02 = 0.1, [σ02] = [In]}. (3.18)

The confidence intervals are shown in Figure  .
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Figure 3.8.: These two plots show the confidence interval and the expectation value of the
displacement of the SROM for the generic static problem with α01 on the left
and α02 on the right. The FOM and the ROM are shown in each graph as well.
Those plots show two different starting positions for the optimisation which
are both valid starting position, however, result in a significantly different ter-
mination time of the optimisation.

Figure  shows a rather thin confidence interval. The expectation value of the SROM
is very close to the ROM, which is positive. The confidence interval, however, covers only
a small amount of the FOM. Figure  shows a confidence interval that covers some
area without any FOM data points. Here we can already see that, despite the confidence
interval is highly underconfident, it is still not able to cover a few points of the FOM close
to the right boundary. Additionally, it can be seen that the expectation value of the SROM
is not centred around the FOM anymore. Despite that, both conditions are valid initial
conditions which result in differences in optimisation as shown in the course of this sec-
tion.

Tuning of Optimisation Algorithm

As next step, we calibrated the optimisation algorithm for this specific example. For the
standard tolerance of �tol, which is 10−8, we did not observe convergence. Therefore, we
varied its value until the algorithm converged. We wanted to compare the results for
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values from 10−1 to 10−3 while holding all the other parameters constant. The parameters
regarding the cost function were set to ωj = 0.9 and γ = 0.8. Furthermore, the boundaries
for the optimisation regarding α were chosen to be as in the paper from Soize and Farhat

{0.01 ≤ s ≤ 1,

0.01 ≤ β ≤ 0.3,

0.01 ≤ [σ]11, . . . , [σ]nn ≤ 20, [σ]kk� ∈ R, k < k�}.
(3.19)

The off diagonal elements of [σ] are optimised without any boundaries. We kept the lim-
its for β and [σ] the same for all problems. Only the boundaries regarding s are varied.
The results shown in the following, were gained via the optimisation algorithm defined
in Appendix  . The basic idea of this algorithm is to split up the optimisation to four
different stages with a different number of optimisation parameters. This way, the algo-
rithms comes close to a minimal solution by optimising only a few parameters and has to
do only fine tuning with a larger set of parameters in a later stage. This algorithm is going
to be referred to as the four stage algorithm (FSA) in the course of this thesis.

We computed the results for the two different initial values α01 and α02, shown in the
left and right side of Figure  . The figures show 98% confidence intervals of the opti-
mised SROMs. The intervals changed only slightly between different tolerances. There-
fore, we plotted only the intervals for a tolerance of 10−1 and 10−3. An important part to
notice is that the cost functional for α01 barely changed over different tolerances, which
is shown in Table  . For a large tolerance the algorithm reached a slightly less optimal
minimum for α02 at Jmin = 4.324 · 10−2 where the algorithm reached Jmin = 4.190 · 10−2

for α01. Only after reducing the tolerance to �tol = 10−3 we got a similar result to the one
from α01. The slightly higher value in the cost function is for example reflected on the very
right side of the interval, were we can see in comparison to α01 that the variance covers
more of the FOM, than the variance for α02 on the right. However, one can not neglect that
the termination time of the algorithm is significantly lower α02, which might be a reason
to go for α02. However, initially we started with α01 and conducted the experiment with
α02 rather in the end of the project. This is why we continued our experiments with α01

and set �tol = 10−2 as a trade off between accuracy and time.
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(b) �tol = 10−1, α02
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(c) �tol = 10−3, α01
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Figure 3.9.: Confidence intervals of 98% regarding the SROM for the generic static problem
for different tolerances of the IPopt optimisation for initial values α01 on the
left and α02 on the right. We can see that despite they start from different posi-
tions they both manage to achieve a similar result. However, we can see slight
differences in terms of coverage close to the boundaries for different starting
positions and for different tolerances.
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Tolerance Init. Value Cost Functional Time
10−1 α01 4.190 · 10−2 312.3 min

α02 4.324 · 10−2 227.2 min
10−2 α01 4.138 · 10−2 716.8 min

α02 4.320 · 10−2 263.54 min
10−3 α01 4.128 · 10−2 1399.5 min

α02 4.133 · 10−2 446.4 min

Table 3.1.: The optimised values of the nonlinear LS cost function for different tolerances
and initial conditions α01 and α02. The time, the optimisation took to termi-
nate is additionally shown. The time approximately doubles for every tolerance
reduction.

For later reference we also state the number of evaluations of the objective function and
the gradient for the optimisation α01 in Table  . Additionally, Table  shows the value
of the cost function after every optimisation step. The optimisation itself has been done
on a machine with 45GB DIMM RAM and ten Intel XEON processors. This machine was
used for all the following optimisations as well.

Stage 1 2 3 4
Tol. Tuned Parameters Count mα 22 190 1 211

10−1 Cost eval. 37 1 2 79
Gradient eval. 15 1 2 5

Total Work Load [Cost eval.] 697 381 6 2189
10−2 Cost eval. 111 1 2 316

Gradient eval. 26 1 2 16
Total Work Load [Cost eval.] 1255 381 6 7067

10−3 Cost eval. 231 1 2 583
Gradient eval. 48 1 2 34

Total Work Load [Cost eval.] 2343 381 6 14931

Table 3.2.: This table shows the number evaluations of the objective function and the gra-
dient for every stage of the FSA. Additionally, we state the total workload in
terms of objective function evaluations under consideration that the gradient is
calculated via a central difference scheme and needs therefore 2mα evaluations
of the cost function, where mα is the number of optimisation parameters in each
stage. Due to the high number of optimisation parameters it can be seen that
the workload at stage four is significantly higher than for the other stages.
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Stage 1 2 3 4
Tolerance Cost Functional

10−1 4.19912 · 10−2 4.19912 · 10−2 4.19031 · 10−2 4.18981 · 10−2

10−2 4.13840 · 10−2 4.13840 · 10−2 4.13838 · 10−2 4.13836 · 10−2

10−3 4.12799 · 10−2 4.12799 · 10−2 4.12799 · 10−2 4.12794 · 10−2

Table 3.3.: The values of the objective function after every stage of the FSA with the central
difference gradient approximation. The table shows that the first stage got al-
ready very close to the end result and the other three stages did only some fine
tuning.

It can be seen that the time approximately doubled for every digit of accuracy. For a
tolerance of 10−3 it already took approximately one day until the optimisation algorithm
reached the required tolerance. Furthermore, we can see based on the number of objective
function evaluations that most of the work was done in the first and fourth stage. This is
due to the small impact of the off-diagonal elements of [σ] in this problem, which let the
algorithm in stage two directly terminate. Even if the interior point optimisation directly
terminates, there is one evaluation of the cost function and the gradient as they are needed
to initially check the tolerance. In stage three the optimisation is rather simple as the algo-
rithm has to optimise for only one variable. Hence, it terminates quite fast. The algorithm
spent a lot of time in stage four, the resulting reduction of the objective function however
was only very little. Considering the long computation time and the waste of time in stage
two to four, we want to introduce the adjoint method, which makes it possible to calculate
the gradient with constant computational cost, thus independent of mα.

3.2.3. Adjoint Problem

In this subsection we are going to introduce the adjoint problem to the SROM for the
generic static model and compare it to the central finite difference scheme. This adjoint
problem is then extended in the course of this thesis.

General SROB Adjoint Problem Definition

As it was already described in Section  , the adjoint problem is set up by defining the
Lagrangian to the problem defined in Equations [ ] to [ ]. For the regarding example
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this results in
L(α, [W]i, [Hs]i, [Z]i, [D]i, [A]i, [U]i,qi,Oi� �� �

U

,

[ZW]i, [ZH]i, [ZZ]i, [ZD]i, [ZA]i, [ZU]i,Zqi,ZOi� �� �
Z

) =

J(O)

−[ZU]i ·
�
[U]i − [G(β)]i[σ]

�

−[ZA]i ·
�
[A]i − [U]i + [B]

�
[B]T [U]i

��

−[ZD]i ·
�
[D]i −

�
[V ]T [A]i + [A]Ti [V ]

�
/2
�

−[ZZ]i ·
�
[Z]i − [A]i + [V ][D]i

�

−[ZH]i ·
� �

[In] + s2[Z]Ti [Z]i
�
[Hs]i[Hs]i − [In]

�

−[ZW]i ·
�
[W]i − ([V ] + s[Z]i)[Hs]i

�

−Zq�
i

�
qi − fmodel

�

−ZO�
i

�
Oi − [W]iqi

�
,

(3.20)

where ”·” is the Frobenius inner product, Z are the Lagrangian multipliers, U are the helper
variables that are defined to introduce the necessary equality constrains and J is the cost
function. This formulation can not be used to calculate the derivative regarding β, as
[G(β)] is introduced as given. This is intended and will be further elaborated in the coarse
of this section. With Equation [ ] we can now calculate the derivatives regarding the
SROB hyperparameters α. Under the assumption that U is a solution of the SROM which
corresponds to

L�
U (α,U ,Z)(δU) = 0 ∀δU (3.21)

and Z is a solution of the adjoint problem

L�
Z(α,U ,Z)(δZ) = 0 ∀δZ, (3.22)

we can compute the gradient of the cost function J via

[J �(α)](δα) = L�
α(α,U ,Z)(δα). (3.23)

The derivatives regarding s and [σ] are then

[J �
σ](α)(δσ) =

νs�

i

−[ZU]i ·
�
− [G(β)]i[δσ]

�
= [δσ] ·

νs�

i

[G(β)]�i [ZU]i, (3.24)

[J �
s](α)(δs) =

� νs�

i

[ZW]i ·
�
[Z]i[Hs]i

�
− 2s[ZH]i ·

�
[Z]Ti [Z]i[Hs]i[Hs]i

��
δs, (3.25)
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where we need the Lagrangian multipliers [ZU], [ZW] and [ZH]. A step by step calcula-
tion for this specific case is shown in Appendix  .

Memory Considerations

To calculate the missing Lagrangian multipliers, we have to store the intermediate steps
from the calculation of the cost function. In case we save all intermediate steps for the
generic static model with double precision, we need to store

�
4Nn+ 2n2 + (n+N)mµk

�
νs · 8 Byte, (3.26)

five matrices of MN,n, two matrices of Mn plus the reduced order solution of size n and
the full order solution of size N for all samples of the parameter space mµ and all time
steps k. All of this has to be stored for all νs realisations of the SROB. For the generic
static problem, where k = 1, mµ = 1, n = 20 and N = 1000, this gives 654.56 MB.
However, we do not have to save the high dimensional solution for every realisation, as
we have to store the reduced order basis anyway and can therefore just use it to get the
high dimensional solution from the reduced order solution. This does not seem that much
of an improvement for the static generic problem as the intermediate steps of the SROB
take way more memory, but for later examples it will have a great impact once we look at
simulations for different parameters and over time. The memory usage for this problem is
then

(4Nn+ 2n2 + n ·mµk)νs · 8 Byte, (3.27)

which is 646.56 MB for the generic static problem with n = 20. This memory usage does
not make any problem for modern computers and it will not grow to an extend that it
can not be dealt with anymore once we look at dynamic problems or at problems over a
parameter space. Furthermore, a Valgrind profiling for the optimisation algorithm over
the static generic example has shown that 63.7% of the time was spent sampling the SROB,
which is an other reason for storing the intermediate results and not compute it again. If
we wanted to set up the adjoint problem for the gradient regarding β we have to store all
the realisations of Q and the intermediate results during the generation of [G(β)]i, which
results in a memory usage of around 4.5 GB for the static problem, which is significantly
more than without the gradient for β. Furthermore, the storage requirements grow linearly
with N and even if the usage for the linear static example can be handled by most of the
machines nowadays, for the sake of this thesis we left it out to keep the memory usage
for later problems with N up to 7413 in a range it could be handled by a laptop with
8 GB RAM. For this reason we computed the entry in the gradient ∇αJ for β via a finite
difference scheme.

Model Contribution

The model contribution to the adjoint problem is calculated in the following way: At first,
we have to write down its contribution to the Lagrangian function of the overall cost func-
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tion
−Zq�

�
[W]�[K][W]q− [W]�f

�
, (3.28)

where Zq is the vector shaped adjoint variable in Rn and [W] is a basis in MN,n, sampled
from a SROB, used for projecting the HDM to the reduced order space. Then we have to
take the derivative regarding [W]

−Zq�
�
[W]�[K][δW]q+ [δW]�[K][W]q− [δW]�f

�
, (3.29)

and after moving [δW] out of the brackets we get

[δW] ·
�
−[K]�[W]Zqq� − [K][W]qZq� + fZq�

�
. (3.30)

The resulting term in brackets is the contribution to the calculation of [ZW]. However, to
be able to compute that term, we are still missing the adjoint variable Zq. Hence, we have
to take the partial derivative of the whole Lagrangian regarding the reduced state values q
and set it to zero

Zq�
�
[W]�[K][W]δq

�
+ ZO�

�
− [W]δq

�
= 0 ∀δq. (3.31)

This equation has to be true for any q. Moving δq out of the brackets and solving for Zq
gives

[W]�[K]�[W]Zq = [W]�ZO, (3.32)

where ZO is the adjoint variable of the high dimensional state. For the calculation of the
model contribution ZO can be seen as given, as we get it out of the partial derivative
of the cost function regarding O, as shown in Appendix  . Therefore, we computed
all Lagrangian multipliers to compute the contribution to [ZW]. This procedure can be
applied to every new problem. In case, the structure is more complex, it can be helpful to
write down the whole Lagrangian and redo the calculations step by step.

Correctness

To get an indication for correctness of the analytical gradient we compared it to the cen-
tral difference approximation and check for second order convergence. The error of the
derivative f �(α) of a function f(α) calculated via central difference scheme is

����
f(α+ ε)− f(α− ε)

2ε
− f �(α)

���� = cε2, (3.33)

where ε ∈ R+ and c is a constant. The exponent of ε on the right side of the equation de-
fines the order of the scheme. We compute this exponent and check if we see a convergence
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rate of two. This is done by subtracting the analytical gradient from the finite difference
gradient once with ε and once with 0.1ε and divide one by the other

|f(α+ε)−f(α−ε)
2ε − f �(α)|

|f(α+0.1ε)−f(α−0.1ε)
2·0.1ε − f �(α)|

=
εa

(0.1ε)a
, (3.34)

where a is the order of the FD scheme that we are interested in. By taking the log of both
sides and rearranging the equation, we get an expression for a

a =
1

log(10)
· log

�
|f(α+ε)−f(α−ε)

2ε − f �(α)|
|f(α+0.1ε)−f(α−0.1ε)

2·0.1ε − f �(α)|

�
. (3.35)

We expect the order of the scheme to be around two for high �. With decreasing � the
truncation error decreases, whereas the round off error increases. At some point, when the
round off error grows faster then the truncation error decreases, the gradient approxima-
tion turns worse and the order drops below zero, as can be derived from Section  .

For the generic static problem and α01, defined in Equation [ ] , the graph is shown
in Figure  , which shows exactly what we expected. On the right, we can see the order
of two and once the round off error gets too big with smaller epsilon, the order drops to
minus one. This is a strong indicator for a correct analytical gradient.
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Figure 3.10.: Order of the central difference scheme for the derivative of the cost function
regarding the SROM hyperparameters α for the generic static problem. The
approximation has been taken at α01. The figure clearly shows a second order
convergence for high � and falls down to -1 when the round off error increases
faster than the truncation error decreases.
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When the order is around zero, the argument of the log in Equation [ ] is one. This
means that the error between FD approximation and analytical gradient is not decreasing
anymore, but staying the same and decreasing � any further would make it worse. Hence,
the optimal epsilon is where the order is zero, which is around 10−5. The approximated
optimal epsilons used in Section  have been in between 10−5 to 10−6, which confirms
our parameter choice.

Comparison to Finite Difference Scheme

The speedup achieved by computing the analytical gradient depends on the optimisation
problem, as the work load for the adjoint problem is always the same but the workload
for the FD gradient grows with the number of variables. The analytical gradient has to
compute one forward pass to gather all the matrices for the adjoint problem, plus the
backward pass, which is usually a little less expensive than the forward pass. This gives
the workload of approximately two cost function evaluations. Additionally, we have to
compute the FD gradient for β in case it is needed, which are another two evaluations. In
the central finite difference approximation the cost function is evaluated twice for every
variable of the optimisation step. This gives a workload reduction of approximately a
factor of

load reduction ≈





mα if ∇βJ is not evaluated
1 if only ∇βJ is evaluated
mα
2 if ∇βJ is evaluated

, (3.36)

where mα is the number of variables in the optimisation step.
To compute the real speedup we measured the gradient evaluation time in each stage

of the FSA, shown in Table  . The measurements were taken on a machine with 16 GB
DDR4 RAM and an Intel Core i7-7500U CPU. The error was calculated out of five samples
and the 95% confidence interval of the t-distribution.

Stage 1 2 3 4
Tuned Parameters Count mα 22 190 1 211

Relative Speedup ×(11.3± 0.6) ×(203.6± 6.4) ×1 ×(228.0± 5.0)

Table 3.4.: Relative speedup of the cost function gradient evaluation regarding the SROM
for the generic static problem. The relative speedup was measured for the four
stages of the FSA individually. The speedup factors where computed out of five
samples and the 95% confidence interval of the t-distribution.

We can see that the estimated load reduction factor, which is 11, 190 and 211 for stage
one, two and four, fits quite well to the measured speedups. In stage three, we optimise
only for β. Hence, there is no change in compute time or workload.
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As a next step, we look at the overall speedup over the optimisation algorithm, which
is shown in Table  with the change of the final cost function value. We can see that
replacing the FD gradient with an analytical gradient had barely an effect on the result.
However, it got up to 42 times faster than before.

Tol.
Cost

Functional
Rel. Change in Cost Functional

Compared to FSA with FD Grad.
Rel. Speedup Compared to

FSA with FD Grad.
10−1 4.1898 · 10−2 +0% x35
10−2 4.1385 · 10−2 +0.002% x41
10−3 4.1271 · 10−2 −0.02% x42

Table 3.5.: Comparison of the final value of the cost function and the execution time be-
tween the FSA with and without an analytical gradient. The shows a maximum
relative speedup factor of 42 for a tolerance of 10−3 with a barely changing value
of the cost functional.

Tol. Stage 1 2 3 4
10−1 Cost eval. 37 (+0) 1 (+0) 2 (+0) 14 (-65)

Gradient eval. 15 (+0) 1 (+0) 2 (+0) 3 (-2)
10−2 Cost eval. 111 (+0) 1 (+0) 2 (+0) 15 (-301)

Gradient eval. 26 (+0) 1 (+0) 2 (+0) 3 (-13)
10−3 Cost eval. 231 (+0) 1 (+0) 2 (+0) 15 (-586)

Gradient eval. 48 (+0) 1 (+0) 2 (+0) 3 (-31)

Table 3.6.: The evaluations of the objective function and the analytical gradient for every
stage of the FSA and the overall time. It shows a significant reduction in objec-
tive function evaluations and gradient evaluation in stage four.

Table  shows that switching to the analytical gradient caused only a slight change
in the number of cost function and gradient evaluations, which demonstrates that the FD
gradient approximation for s, β and the diagonal elements of [σ] was accurate enough for
the chosen tolerance. Only the fourth stage has significantly less evaluations of objective
function and gradient. In comparison to Table  , there were 583 objective function eval-
uations with the FD gradient but only 15 with the analytical one. This indicates a more
accurate search direction which comes from an advanced gradient for the off diagonal
elements of [σ].

This section has shown that replacing the central difference gradient approximation with
an analytical gradient leads to different speedup factors for the four stages in the FSA,
dependent on the number of optimisation parameters. The analytical gradient is 228 times
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faster than the FD gradient in the fourth stage which previously took the longest to execute.
On the whole algorithm we got speedups up to a factor of 42.

3.2.4. Alternative Optimisation Algorithm

In this subsection we would like to introduce an alternative optimisation algorithm. The
FSA was chosen under the consideration of the increasing cost of the FD gradient approx-
imation scheme with an increasing number of variables. That way, the algorithm can get
close to a minimum with only a few variables and do fine adjustments with almost all of
the variables afterwards. However, as the evaluation cost of the gradient computed via
solving the adjoint problem is not dependent on the number of variables anymore, we can
also directly optimise for all of the parameters. This saves the cost of three initialisations
of the IPopt algorithm. From now on we will refer to the alternative algorithm as the one
stage algorithm (OSA). For comparison, we deducted the same experiment over different
tolerances again with the initial values α01 defined in Equation [ ] and the boundaries
defined in Equation [ ] . The results are shown in Table  .

Tol.
Cost

evals.
Gradient

evals.
Cost

Functional
Time

Rel. Speedup Compared to
FSA with Anal. Gradient

10−1 14 9 4.252 · 10−2 3.9 min ×2.3

10−2 735 96 4.063 · 10−2 82.0 min ×0.2

87 22 4.142 · 10−2 12.0 min ×1.4

10−3 2399 278 4.052 · 10−2 257.6 min ×0.13

Table 3.7.: This table shows the number of cost function and gradient evaluation with the
achieved cost functional for the OSA. The overall time for different tolerances is
stated additionally. In the last column we compare the runtime to the FSA with
the analytical gradient. The table shows that the OSA reaches a similar value
for the cost functional in a shorter time.

Optimising over all of the parameters at once resulted in an overall relative speedup
compared to the FSA with the central difference gradient of approximately 80 for a toler-
ance of 0.1. This is 2.3 times faster than the FSA with the analytical gradient from Section

 . However, the OSA also achieved a less optimal solution. The OSA achieved a mini-
mal cost of 4.190 · 10−2. Once we go down to smaller tolerances we can see that in the first
lines of 10−2 and 10−3 in Table  take in comparison five to ten times longer, but reach a
lower minimum. In the second run of the tolerance 10−2 we set the acceptable tolerance to
10−1 and the number of acceptable iteration to ten, which results in a faster termination.
Consequently, the OSA is capable of reaching a similar solution to the FSA in a shorter
amount of time. Therefore, the OSA has been used in the course of this thesis.
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3.2.5. Confidence Intervals

In the last section of this section, we want to asses the quality and the evaluation time of the
achieved confidence intervals and introduce the NLML as an alternative cost function for
improving the SROM compute time and the coverage of the FOM close to the boundaries.

Soize LS Cost Function

For this evaluation we used the αopt gained from the optimisation with α01 as initial value,
a tolerance of 10−3 and the analytical gradient. The confidence interval is calculated by
sorting the values of the SROM for every node and cutting off (100% - pc)/2 from the the
top and the bottom, where pc is the percentage of the confidence. The overall evaluation of
the SROM, which includes νs = 1000 ROM evaluations and sorting of the values for every
node, takes 115 ± 2 ms which is approximately 10 times longer than the evaluation of the
FOM. Figure  shows the percentage of the covered FOM points over the percentage
of the confidence interval. We can clearly see that the interval gained from the SROM is
overconfident most of the times, except for a small range from 90% to 95%. Furthermore,
it is not able to cover all of the data points from the FOM with its 100% interval and this
behaviour does not change with increasing γ in Equation [  ] . As we are looking for
confidence intervals that are valid in the range above 99.7% this is not acceptable and we
have to look for an alternative cost function.
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Figure 3.11.: This figures shows the coverage of the FOM over the percentage of the con-
fidence intervals of the SROM optimised over the nonlinear LS cost function
for the generic static problem. It can be seen that the model is overconfident
most of the time, but is valid in a small range between 90%-95%.
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Negative Log Marginal Likelihood

As an alternative cost function, we propose the Negative Log Marginal Likelihood (NLML),
which is commonly used to fit a Gaussian Process (GP) [ ]. In this case we minimise the
NLML over the error of the expectation of the SROM, where we assume that the values of
the SROM are Gaussian distributed. The NLML is defined as the negative of the logarithm
of the probability of an N -dimensional normal distribution with covariance [K(α)],

NLML(α) =
1

2
y(α)T [K(α)]−1y(α) +

1

2
log |[K(α)]|+ N

2
log(2π), (3.37)

where we choose y to be the difference of the FOM to the expectation of the SROM

y(α) = oref − E
�
O(n)(α)

�
, (3.38)

and the kernel [K(α)] to be a diagonal matrix of MN with the variance of the SROM as
diagonal elements

[K(α)] =
�

ii

�
E
�
O(n)(α)2

�
−
�
E
�
O(n)(α)

��2�

i

, (3.39)

N is the total number of points in one simulation. This models a GP with the expectation
of the SROM as the mean value and noise of the size of the standard deviation of the
SROM. This approach is valid if most points of the FOM are within a close range in terms
of standard deviations to the expectation value of the SROM after optimising over the
NLML. Otherwise, the GP is overly confident, which can be costly in certain applications.
In general, we lose information from the assumption that the distributions are Gaussian,
which is not necessarily true. In case the optimisation algorithm tries to fit highly skewed
distributions with a Gaussian, it potentially results into cutting off the tail on one side
and including space that would not be covered by the SROM on the other side. However,
the NLML has some significant advantage over the nonlinear LS cost function. First of
all, it does not have any parameters that we have to optimise manually, whereas we have
to choose ωj and γ for the nonlinear LS cost function. Second, we do not have to sort
the values from the SROM evaluation to plot the confidence interval, but can just use the
standard deviation. This replaces the sorting of O(N log(N)) with the computation of
the standard deviation of O(N). Another advantage is that the points in the NLML are
weighted by the inverse of the variance, which results in a higher weight on areas where
the ROM is close to the FOM, and therefore results in a better coverage of the FOM close
to the boundaries.

In the following, we show the result for the SROM for the genetic static model optimised
over the NLML cost function. As optimisation algorithm we used the OSA with an analyt-
ical gradient. The derivative of the NLML for the adjoint problem can be found in Section

 . The tolerance was set to 10−2 with an acceptable tolerance of 10−1, a number of
acceptable iterations of five and the same initial values α01 and boundaries as in Section
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 . The optimisation reached the tolerance after 1632 cost function evaluations and 204
gradient evaluations. The cost is −9.813 · 103 and it took 183.3 minutes, which is again
significantly longer then the 12 minutes it took for the nonlinear LS cost optimisation in
Section  . However, the gained confidence intervals finally reached a coverage of above
99.7% of the FOM data points.
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Figure 3.12.: The probability distribution and the cumulative distribution of the FOM of
the generic static model around the expectation value of the SROM standard-
ised by the standard deviation is shown as blue bars. The cumulative distribu-
tion function of a normal distribution is plotted as solid black line to asses the
valid range of the confidence interval. We can see that the FOM was placed
symmetrical around the expectation value of the SROM and that a little less
than two standard deviations cover all of the FOM data points.

In the left plot in Figure  we can see the probability distribution of the FOM data
points over the distribution of the SROM, standardised by the standard deviation of ev-
ery DOF. On the right, the cumulative distribution with the origin in the centre of each
Gaussian is shown. In both figures it becomes clear that the optimisation managed to
place all of the FOM data points in a close range in comparison the standard deviation
to the expectation value of the SROM. However, the FOM data points are not Gaussian
distributed, which leads to an overestimation of the covered data points in the range up to
1.3 standard deviations and therefore an overly confident confidence interval. When the
cumulative distribution of the FOM over the SROM crosses the cumulative distribution
function (CDF) of the standard normal distribution, we cover as much of the data as ex-
pected and more than that, which makes the confidence interval valid above 1.3 standard
deviations.

In Figure  we plotted the confidence interval over three standard deviations, which
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corresponds to 99.7% coverage, on the left and over two standard deviations, which cor-
responds to 95.4%, on the right. Both of the intervals cover all of the data points, as can
already be seen from Figure  , and originates from weighting the data points by its
inverse standard deviation, which puts more value on the points close to the boundaries.
However, for this specific example we get underconfident confidence intervals which is
also not the desired outcome. The evaluation of the SROM takes without sorting 72.3 ± 6
ms, which is a speedup of approximately 1.59 ± 0.03 to the SROM evaluation via sort-
ing. This is still slower than directly evaluating the FOM. However, this changes for more
complex models.
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(a) Three standard deviations interval
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(b) Two standard deviations interval

Figure 3.13.: The two figures show the 99.7% one the left and the 95.4% confidence inter-
val of SROM for the generic static example optimised over the NLML, on the
right. Both intervals cover 100% which shows that the model is slightly un-
derconfident for the given data.

Optimising the SROM for the generic static problem over the NLML has proven to result
in a confidence interval which is valid for a confidence of 99.7% and above. Furthermore,
we have seen that evaluating the confidence interval, under the assumption that the dis-
tribution of the points from the SROM is Gaussian, results in a 1.59 faster compute time.

3.3. PyMOR Thermal Block

PyMOR is a python package for building model order reduction software [ ]. It pro-
vides a large variety of different MOR methods, which result in a ROM with uncertainty
in comparison to the FOM. In this section, the application of pyMOR models in the set-
ting of this thesis will be described. We use the thermal block problem, which is already
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implemented in pyMOR. This problem is also a good opportunity to show the difference
between a known and an unknown grid, as the grid is not available for the problems in
Section  . In addition, we use this problem to introduce a parameter space the SROM is
then optimised for.

The thermal block problem solves the stationary heat equation of the form

−∇[d(x,µ)∇u(x,µ)] = 1, for x ∈ Ω := [0, 1]2, (3.40)
u(x,µ) = 0, for x ∈ δΩ. (3.41)

where u is the heat in Joule [J]. Furthermore, the domain is split into blocks of different
thermal conductivity d(x,µ). In this thesis we use a grid of 2x2 equally sized blocks.
The value for the thermal conductivity µ of each block is in the interval of [0.1, 1] W

m K ,
which gives us a four dimensional parameter space of [0.1, 1]4 W

m K . In summary, we are
simulating four blocks with different material properties that get uniformly heated while
the heat at the boundaries is kept constant at zero.

3.3.1. Full Order Model

After discretising the domain, we have a finite element triangular discretisation with m0 =
5101 nodes and N = m0, as heat is the only value we are measuring on each node. The
pyMOR discretisation method returns two objects, the FOM and an additional object that
contains the point coordinates from the grid and information regarding the boundaries,
from which the boundary matrix can be extracted from. The coordinates and boundary
matrix can be passed on to the SROB to reduce the possible function space of the SROM.
The extraction is explained in detail in Appendix  . The FOM after discretisation has the
form of 


2�

i

2�

j

a(µ)Lij(µ)


u = c f , (3.42)

where each matrix Lij(µ) ∈ MN corresponds to one of the four blocks from the domain, a
and c are coefficients, f is the right hand side vector in RN and u is the heat vector in RN .
The FOM takes 12± 0.08 ms to evaluate.

3.3.2. Reduced Order Model

Here we have, very similar to the linear static problem, a projection-based ROM of the
form

u(n) = [V ]q, (3.43)

(

2�

i

2�

j

a(µ)[V ]T [Lij(µ)][V ])q = c [V ]T f . (3.44)
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For the construction of [V ] we uniformly sample the parameter space twice per parameter
at 0.1 and at 1.0, which gives a total of 16 different parameter combinations, and generate
the POD from the covered solution space. We chose the first nine POD modes, which
cover 99.8% of the energy. For testing purposes, we draw another 30 samples randomly
from the parameters pace. The ROM takes 340 ± 3 µs to evaluate which is a speed up of
factor 35.3 ± 0.4. Figure  shows the infinity norm of the error of the ROM over the
parameter space in comparison to the FOM. It can be seen that the largest errors are within
our training set.

The solution of the FOM can be seen in Figure  . The thermal conductivity was set
to 0.1 W

m K for the right blocks and to 1.0 W
m K for the left blocks. We can see that, as expected,

the blocks with a low value were capable of isolating the heat, whereas the two blocks with
a high value transported the heat faster towards the boundaries, which resulted in a lower
equilibrium. The corresponding ROM result based on nine POD modes can be seen in
Figure  .
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Figure 3.14.: We can see the infinity norm of errors of the ROM for every sample from the
parameter space. The first 16 samples are the samples used for the POD the
other 30 samples, separated by the black vertical line, are randomly drawn
from the parameter space. The training set, representing the edges of the
boundary have shown the largest errors.
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Figure 3.15.: Example solution of the FOM and the ROM with nine POD modes for station-
ary heat equation. The ROM gives an approximate solution which is already
very close to the reference solution of the FOM.

3.3.3. Stochastic Reduced Order Model

The SROM corresponding to the static heat equation can be written as

U (n) = [W]Q, (3.45)

(
2�

i

2�

j

a(µ)[W]T [Lij(µ)][W])Q = c [W]T f , (3.46)

where U (n) is the stochastic counterpart to u(n). Before we are able to optimise the SROM,
we have to solve the adjoint equation for this problem, which is done in the next section.

Adjoint Problem

Solving the adjoint problem is the same as for the generic static model in Section  .
First, we write down the contribution to the Lagrangian and take the derivative regarding
the sample of the SROB [W]. Second, we take the derivative of the whole Lagrangian
regarding q and set it to zero, to get Zq. The first step results in

[δW] ·




2�

i

2�

j

−a(µ)([Lij(µ)]
T [W]ZqqT + [Lij(µ)][W]qZqT ) + c fZqT


 , (3.47)
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which is just a more general form of Equation [ ] . The same holds for the calculation
of Zq

2�

i

2�

j

−a(µ)[W]T [Lij(µ)]
T [W]Zq = [W]TZO. (3.48)

After solving the adjoint method we validated the gradient via checking the convergence
rate, analogous to Section  . The memory required by the adjoint method for this prob-
lem is 1.4 GB.

SROM With and Without Discretisation

In this paragraph we are going to show the impact of not including the discretisation into
the SROB on the example of the PyMOR thermal block SROM optimised over the non-
linear LS cost function from Equation [ ] . We use this cost function, as we have not
investigated yet, how well it leads to a generalised SROM over a parameter space and
because the effect of having grid information was more significant for the nonlinear LS
function than for the NLML function. Eventually, we will show the results for the SROM
optimised over the NLML cost function, which resulted in a full coverage of the parameter
space.

First of all, we want to repeat how the grid is included in the SROB. It is used for the
correlation of the Gaussian random field, as mentioned in Section  . This ensures that
values of nodes close to each other correlate. With grid information, each node, excluded
the boundaries, has two direct neighbours for a one dimensional example, eight direct
neighbours for a two dimensional example and 23 direct neighbours for a three dimen-
sional example. If the grid is not available, we consider the problem as one dimensional
on a domain of [0,1], thus values close in the state vector correlate with each other. This
means that not having the grid information for two or three dimensional problems leads
to a more flexible model, as the nodes have less direct neighbours they correlate with.
However, we might also include some correlation that do not make sense, dependent on
the node numbering in the state vector. In summary, this means that we use less prior
information which results in a more flexible model and we expect it to yield less confident
confidence intervals.

The given problem is two dimensional, thus we reduce the number of direct neighbours
of a node from eight to two. We analyse the difference by looking at the coverage of
the FOM by the SROM and by plotting the confidence intervals. The initial values were
checked analogously to Section  and yielded after some iterations:

α03 = {s03 = 0.5, β03 = 0.2, [σ03] = 10 · [In]}. (3.49)

The boundaries were set to
{0.01 ≤ s ≤ 1,

0.01 ≤ β ≤ 0.3,

0.01 ≤ [σ]11, . . . , [σ]nn ≤ 20, [σ]kk� ∈ R, k < k�}.
(3.50)
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3. Optimised Nonparametric Probabilistic Approach for Uncertainty Quantification

Furthermore, we kept using ωj = 0.9, as in the previous example, but we increased γ to
1.0 to be able to capture most of the variance between FOM and ROM. The SROM were
optimised with and without including the information regarding the grid in the SROB.
The optimisation with grid information via the OSA took 26 optimisation steps to reach a
tolerance of 10−2. The optimisation procedure terminated after 116.7 minutes and reached
a value of 7.71 · 10−2 for the nonlinear LS cost function. The version without the grid ran
into the set maximum number of iterations of 100 after 647.54 minutes and a value of the
cost functional of 7.59. As the value of the cost function was still continuously decreas-
ing after 100 optimisation steps, we restarted the algorithm with the α from the previous
run and an acceptable tolerance of 100 to ensure convergence. After seven refinements of
the acceptable tolerance, the algorithm reached an acceptable tolerance of 1.0. All runs to-
gether took 347 optimisation steps over 2243 min. It reached a minimal value of 1.49 · 10−1

which is slightly higher than what we have achieved with considering grid information.
Figure  shows the coverage of each of the SROMs over the parameter space. Both
of the models do not reach a coverage of above 95%. However, the model which is not
using the grid information, shown on the right, covers in average 94.8% of the FOM data
point, which is significantly more than the 88.5% of the SROM which is using the grid data,
shown on the left.
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Figure 3.16.: Coverage of the FOM by the SROM of the PyMOR thermal block example
optimised with the information regarding the grid on the left and without on
the right. The training set is separated by a vertical black line to the test set.
The left plot shows significantly less coverage within the training samples.

We have a closer look on the confidence interval for the sample with index 10, out of the
training set. Specifically, we look at the slice with the maximum error of the ROM, which
is the maximum error in the whole parameter space. We can see in Figures  - that
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3.3. PyMOR Thermal Block

the confidence interval is a lot thinner for the model trained with the grid which supports
our assumption. Furthermore, it has to be noticed that the SROM with grid information
has an upper bound very close to the ROM without covering any point from the peak of
the FOM. This emerges from the two terms of the nonlinear LS cost function. The mean
term Jmean, which keeps the expectation of the SROM close to the FOM, and the standard
deviation term Jstd, which tries to cover the error between FOM and ROM in the variance
of the SROM. As the distribution of the SROM in this area is highly skewed towards the
bottom, the expectation value is still close and due to the tail of the distribution towards
the bottom it might be that the variance is as large as the error between ROM and FOM
thus, Jstd is also close to a minimum. Even if the method performed rather poor in terms of
coverage, it might be that we just reached a sub-optimal local minimum and there are other
local minimums of the cost function which lead to better confidence intervals and therefore
a better coverage. The SROM without grid information, however, managed to converge
to a different minimum where the upper bound covers most of the peak from the FOM.
The lower bound drops far below the FOM which is due to a highly skewed distribution
from the SROM. This can originate from a more flexible model or from unintentionally
introduced correlations between grid values.
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Figure 3.17.: This plot shows the slice of the domain with the maximum error between the
ROM and the FOM over the parameter space. The confidence interval is from
a SROM that uses the grid information to ensure the correlation between the
values of grid points that are close in space. The zoomed frame shows that the
computed interval does not cover any data point of the peak from the FOM,
but the upper bound is very close to the ROM.
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Figure 3.18.: This plot shows the slice of the domain with the maximum error between
the ROM and the FOM over the parameter space. The confidence interval is
from the SROM without considering the grid information which results in a
broader confidence interval that covers most of the peak but is underconfi-
dent.

What we have seen in this paragraph supports our assumption that using grid data
leads to more confident intervals and less flexible models.

Negative Log Marginal Likelihood

Using the NLML, the fact that the distribution might be skewed to the wrong side of the
expectation value and therefore might not cover the FOM, is no longer a problem. With the
NLML we optimise the standard deviation in a way that the FOM data points are covered
under the assumption of a Gaussian distribution, thus the FOM is covered even if it is not
covered by the actual distribution of the SROM. Using the same initial values and bound-
aries as for the optimisation via the nonlinear LS cost function, we achieved a minimum
coverage per sample, with and without using the grid, of 99.8% over the whole parameter
space for a 99.7% confidence interval, which does not violate the promised 99.7%. The op-
timisation without grid information reached the acceptable tolerance of 10,000 and held it
for two iterations after ten iterations. The optimisation took 46.6 minutes. The final value
for the NLML was −3.27638 · 105. The acceptable tolerance had to be chosen that high as
the IPopt algorithm checks the tolerance with Equation [ ] which includes the gradient
of the cost function which is supposed to go to zero. However, for a cost function with a
value in the region of 105 an acceptable tolerance of 10,000 is approximately the same as
the 10−2 for the nonlinear LS cost function.
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Figure 3.19.: The probability distribution and the cumulative distribution of the FOM
around the expectation value of the SROM for the pyMOR thermal block ex-
ample in a standardised form. The grid information has been used for the
SROM and the CDF of the normal distribution is plotted for comparison as
solid black line. The values of the FOM are closely distributed around the
expectation value of the SROM. However, there are are some outliers which
could not be mapped into a range of four standard deviations. The coverage
with a range of three standard deviations is exactly 99.7% of the data points.
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Figure 3.20.: This figure shows the coverage over the parameter space of the FOM by three
standard deviations of the SROM with grid information optimised over the
NLML cost function. Here it has to be noticed that the y-axis goes from 99%
to 100% and that all samples have a coverage above 99.7%. The training set
on the left is separated from the test set via the vertical black line.
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Figure  shows that the optimisation algorithm was able to place most of the FOM
data points very close to the expectation value of the SROM. However, there are some
outliers in a distance above four standard deviations to the expectation value, which is
why not all samples in the parameter space are covered with 100%, as shown in Figure  

.
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(a) Worst case in terms of the ROM error.
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(b) Worst case in terms of coverage.

Figure 3.21.: 99.7% interval of worst case scenarios in terms of coverage on the right and
in terms of ROM error on the left for the NLML optimised model with grid
information. The confidence interval is underconfident. For the worst case
of coverage we see the line of grid points next to the domain boundary with
Dirichlet boundary conditions. There are some values of the FOM which look
like and have the size of numerical errors. They were neither manged to cover
by the ROM nor by the SROM, but contribute to the NLML cost function.

Figure  shows a 99.7% interval for the worst case in terms of the ROM error for
the sample with index 10. we can see that the interval is highly underconfident, as most
of the data points are within the range of one standard deviation, however, to get a 99.7%
coverage one has to look at the full interval of three standard deviations, because of the
outliers. On the right side, Figure  shows the slice of the domain, which is one
grid row away from the boundary and represents the worst case in terms of coverage.
The values are still almost zero as we have Dirichlet boundary conditions, but there are
some values different from zero which originate from numerical errors as there are even
negative values in the FOM which are nonphysical. Because those values are insignificant
in their value in comparison to the values on the rest of the domain, they are not fully
covered within the the first few modes of the POD. Hence, the ROM is not capable of
accurately representing them. This is a problem as in the NLML the error of the ROM gets
weighted by the standard deviation of the SROM, thus small values like this significantly

56



3.4. Operator Inference Based Transient Problems

contribute to the overall cost. Where this feature was one of the reasons why we haven
chosen the NLML as cost function in the first place, it is rather a drawback in this case,
as the algorithm tries to also cover the values corresponding to numerical errors which
resulted then in other areas in an underconfident interval.

In terms of evaluation time, the SROM took for one sample of the parameter space 366±
3 ms which is by a factor of (32.8±0.5)·10−3 slower than the FOM, which is needed for later
reference. This section has shown us, that including information regarding the grid can
lead to thinner confidence intervals. Furthermore, we have seen that optimising the SROM
over the nonlinear LS cost function led again to a maximum coverage of approximately
95%, which is not sufficient for our demand. In the end of this section, we have shown
that the NLML cost function managed again to yield valid 99.7% intervals.

3.4. Operator Inference Based Transient Problems

In this chapter we describe two transient problems where the FOM was not available to us.
We had only the state values of the FEM simulations from Siemens NX. Those values where
taken directly from the solver, thus nodes with elements of higher order have multiple
entries in the state vector and as we have not had the discretisation, we were not able to
map the DOFs of the state space to individual nodes of the grid. This did not allow us to
use the grid information for the SROM. Despite the missing grid information, the results
support the assertion that the SROM also works without grid information. The simulations
have been done on a machine with an Intel Xeon E5-2640 CPU and 48 GB memory. This
machine was not available to us. Hence, we can not accurately compare the compute times
from the FOM to the compute time of the ROM and the SROM we computed. However, an
approximate comparison is still possible as our machine has, in comparison to the machine
where the FOM ran on, a slightly high clock time (2.7 GHz to 2.5 GHz), but less cores (2 to
6) [ ,  ] and as the SROM-framework of this thesis is mostly sequential and only partly
parallelised over external libraries, the number of cores has only a small impact on the
runtime of our tool, which lets us assume that the runtime would be approximately the
same.

At first we will look at the heat sink problem which is a conduction dominated problem.
Therefore, it is linear and suitable for the OI approach. The second problem, the gap radi-
ation, has an additional radiation term with the temperature to the power of four. Hence,
it requires a transformation to expose a form with a quadratic leading term. With those
two problems we show that the nonparametric probabilistic approach can be used to gen-
erate valid confidence intervals for OI-based ROM which also generalise over a parameter
space. Eventually, we show in the last paragraph that this method does not results in valid
confidence intervals when we extrapolate in time and the temperature values reach values
that are not covered by the training data.
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3.4.1. Heat Sink

The heat sink problem is visualised in Figure  . The simulation consist of two parts.
The first part, in red colour, is a copper chip with a thermal capacity of 385 J

kg·K , a ther-

mal conductivity of 387 W
m·K , and a volumetric heat source of 0.05 W

mm3 to 0.15 W
mm3 , which

is the first dimension of the parameter space of this problem. The second part, in green
colour, is an attached aluminium heat sink, with a thermal capacity of 963 J

kg·K and a ther-

mal conductivity of 151 W
m·K . The second dimension of the parameter space is the initial

temperature. It can vary from 20◦C up to 50◦C. The phenomena can be described as a heat
flow from the chip into the fins of the heat sink, where we have a very large surface which
supports the dissipation into the air [ ].

Figure 3.22.: Heat sink model [ ]. The domain is split into two parts. The chip which acts
as heat source is shown in red and the heat sink is shown in green.

Full Order Model

In this simulation we assume that the material properties are not temperature dependent,
which results in a system governed by the linear heat transfer equation

[Cp]ẏ(t) = [K]y(t) + [B]u, (3.51)

with [Cp] as thermal capacity matrix, [K] as thermal conductivity Matrix, [B] as load ma-
trix, y(t) as temperature state vector at time t, and u as input vector. The matrices of the
FOM are unknown, but we have a dataset of 30 simulations over 500 seconds with 100
snapshots, which where directly written out of the solver from a Siemens NX simulation.
Every simulation is based on a different sample from the parameter space, shown in Fig-
ure  . The state values have a dimension of N = 27413 and are given in degree Celsius,
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which we had to transform to Kelvin (+273.15). Since we only have the result of the FOM,
we neither have insight on the boundary conditions nor on the mapping from the DOFs
of the state vector to the node coordinates. However, as we have already seen in Section

 the SROM can handle missing grid coordinates. It is the same for the the boundary
matrix, which again restricts the space of the POD, which can lead to faster convergence
and thinner confidence intervals, especially at the boundaries. The FOM takes 87 seconds
to execute. As we have not had excess to the machine the FOM was executed on, we could
not conduct enough results to approximate the error.
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Figure 3.23.: This figure shows all the sampled initial temperatures (y-axis) and heat loads
(x-axis) for the heat sink simulation that are within the provided dataset on
the left, where the dots mark the parameter combination. The right figure
shows only the four samples, which approximately span the parameter space,
selected for the training set and the POD.

Reduced Order Model

For the ROM, we project the data onto a lower dimensional subspace via a ROB [V ] and
used operator inference (OI) with L2-regularisation to build the ROM. OI is a non intrusive
method to build ROM. The method was introduced in Section  . It infers a defined set
of operators via a linear LS optimisation based on given snapshots from a system of inter-
est. According to the FOM in Equation [ ] , we infer a linear- and an input-operator.
The ROM is then of the following form

y(n)(t) = [V ]q(t), (3.52)
q̇(t) = [K]q(t) + [B]u, (3.53)

where we assumed that [Cp] is invertible and therefore implicitly included in the inferred
operators [K] and [B]. As we want to describe the parameter space with the least samples

59



3. Optimised Nonparametric Probabilistic Approach for Uncertainty Quantification

possible, we picked only the four samples from the corners of the parameter space as
training set, shown in Figure  , which resulted in a very accurate model for the chosen
samples. The training data was then used to built the POD and to infer the operators for the
OI model as can be seen in Figure  . Furthermore, we dropped the initial state values
of every simulation, as they are constant and can not be covered by the POD, leading to
a high initial error from projecting the constant state to the lower dimensional space. The
eigenvalues of the POD are shown in Figure  . We selected the first five modes for the
reduced order basis, which cover 99.9999% of the energy.
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Figure 3.24.: The figure shows the eigenvalues (EW) from the POD of the selected training
data for the heat sink problem in descending order on a log scale. We can see
that most of the energy is covered within the first five EW.

The ROM simulation is then an initial value problem, which we solved via the Heun
time stepping scheme. Using higher order time stepping schemes does not increase accu-
racy, as the OI model is built up on a second order time derivative approximation and the
L2−regularisation is optimised over solutions gained via the Heun time stepping scheme.
With the inferred model and the chosen time stepping scheme we achieved an infinity er-
ror of 0.139K on the training data and an infinity error of 0.235K on the whole dataset as
can be seen in Figure  . As an example, Figure  shows the 99th DOF of the sim-
ulation corresponding to the upper left sample in Figure  . The initial temperature is
relatively high at a low heat load, which results in a convergence value below the initial
temperature. For higher heat loads or lower temperature we can observe an increasing
temperature like it can be seen later in  .
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(a) The vector state value of the 99th DOF of the
first training simulation over time.
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(b) Infinity error over all samples, where the
value is indicated by colour and size of the
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Figure 3.25.: The 99th DOF of the first training simulation over time on the left and the
infinity error over all samples of the parameter space on the right. Both figures
show that the ROM describes the FOM very accurately with an infinity error
of 0.2 Kelvin.

The ROM took 8.6 ± 0.6 ms to evaluate on our machine which is roughly 10,000 times
faster than the evaluation on the FOM, which comes from the drastic reduction of DOF
from 27413 to 5.

Stochastic Reduced Order Model

The corresponding SROM is of the form

Y (n)(t) = [V ]Q(t), (3.54)

Q̇(t) = [K]Q(t) + [B]u. (3.55)

There are two main differences to the static problems in Section  and  . The first,
difference is the time dependency. Hence, we had to include the time stepping scheme
in the adjoint problem, which is shown in Appendix  . The adjoint method of this
problem has a memory consumption of 4.4 GB due to the high dimension of the FOM of
27413. To be able to cover a dimension of this size it was necessary to recompute the high
dimensional state values as stated in Section  . Without this adjustment, the memory
usage would have been 92 GB. The second difference is that we do not have a projection
based ROM anymore, but the operators are inferred via a linear LS minimisation thus,
the adjoint problem has to be recompute for OI-base ROMs which is shown in Appendix

 .
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For the optimisation we chose the same initial values α01 as in Section  

α01 = {s03 = 0.05, β01 = 0.2, [σ01] = [In]}. (3.56)

However, we reduced the lower bound for s, as the ROM was quite accurate and only little
fluctuation was needed to cover the error to the FOM. Therefore, we set the boundaries to

{10−4 ≤ s ≤ 1,

0.01 ≤ β ≤ 0.3,

0.01 ≤ [σ]11, . . . , [σ]nn ≤ 20, [σ]kk� ∈ R, k < k�}.
(3.57)

Analogously to the problems in Section  and  optimising the SROM over the non-
linear LS cost function did not reach the level of confidence we would like to have and
neither did it for this problem. With ωj = 0.8 and γ = 1.0 we reached only an average
coverage of 70% with a maximum coverage of 99.0% and a minimum coverage of 7.6% for
the sample with the highest ROM error. The optimisation via the OSA took 163.9 minutes
to reach a tolerance of 10−2 after 11 optimisation steps.
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Figure 3.26.: The probability distribution and the cumulative distribution of the FOM
around the expectation value of the SROM for the heat sink problem normed
by its standard deviation. The optimisation has been done over the NLML
cost function. The CDF of the normal distribution is plotted as solid black
line to indicate valid areas of the confidence intervals, which is in this case
above 1.5 standard deviations. Furthermore, it can be seen that the whole
FOM training set lays within four standard deviations.

Optimising the SROM over the NLML function via the OSA, with α01 as initial condi-
tions and the limits defined above, reached an acceptable tolerance of 10.000 over 2 ac-
ceptable iterations after 15 optimisation steps and 312.9 minutes. The result shows an
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improved coverage for a 99.7% interval, but it does not cover the FOM over the parameter
space up to the expected level of 99.7%. This can origin from the fact that the maximum
error of the ROM over the parameter space was not included in the training set. In Fig-
ure  we can see the difference of FOM to the expectation value of the SROM in a
standardised form. The optimisation managed to bring all the FOM data points from the
training data within a range of four standard deviations which compares to a confidence
of 99.994%. Figure  shows that the NLML optimisation results in a SROM with a
valid confidence interval from 1.5 standard deviations on, if this coverage is true for each
of the training samples. This is not the case for the 99.7% confidence interval, therefore,
we have to use the 99.994% interval.

The coverage of the 99.994% interval from the SROM over the whole parameter space is
shown in Figure  . The average coverage is 88.2% with a maximum coverage of 100%
on the training data and a minimum coverage of 20.6% of the sample with the highest
SROM error. This is already better than the result from the optimisation over the nonlinear
LS cost function, but by far not accurate enough. The evaluation of the SROM took 13.07±
0.15 seconds which is 6.6 times faster than the the execution of the FOM.
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Figure 3.27.: Coverage of the FOM over the parameter space for a 99.994% interval for the
NLML, where the coverage is indicated by its colour and the size of the cir-
cles regarding the sample in the parameter space. The size is inverse propor-
tional to the coverage. All samples from the training set are covered by 100%,
whereas the coverage inside the domain goes down to 20.6% which seems to
correlate with the ROM infinity error we have seen in Figure  

The two difference to the PyMOR example in Section  are that we do not use an
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intrusive reduction method anymore, and that the maximum error of the ROM was within
the training set for the SROM. As the current problem is a SROM for an OI-based ROM, it
can not account for sampling errors, and the training set does not include the maximum
error of the ROM, which leads to a lower coverage over the parameter space. The worst
case in terms of coverage and ROM error can be seen in Figure  . The interval is very
close to the FOM but not large enough to actually cover it.
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Figure 3.28.: 99.994% confidence interval from the NLML optimised model for the sample
with the highest ROM error. The plotted index of the state space is 26313. In
the zoomed window it can be seen that the FOM is only slightly out of the
confidence interval.

Even if the method was not able to reach the desired coverage over the whole parameter
space, it was able to cover 100% of the training data. A reason for its poor generalisation
over the parameter space is that that the ROM was able to rather accurately describe the
training set, but for other parameter samples in the parameter space it yielded a higher
maximum error. By comparing Figure  with Figure  we can see a clear inverse
correlation of the ROM error and the coverage. Additionally, we were restricted to the
samples of the parameter space we had from the given data. It would be interesting to see
how the method performs on a training set gained from a greedy sampling algorithm as
proposed by Soize [ ].

3.4.2. Gap Radiation

This last presented problem shows that the investigated UQ approach can work for OI
with lifting, and is therefore potentially applicable to a wide range of PDEs. Firstly, the
model is described and how to perform the lifting operation to make OI applicable to the
problem. Afterwards, we present the results for the SROM optimised over the NLML via
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the OSA, which show that the SROM is capable of describing the errors of the ROM over
the whole parameter space. As last experiment we tried to extrapolate the SROM in time,
which led again to invalid confidence intervals.

The model of this problem is shown in Figure  and has been taken from [  ]. It
consist of two stacked steel plates, with a gap inbetween, and a heat load on top of the
upper plate. The gap between the plates prevents direct heat transfer from the upper to
the lower plate under the assumption that the scenario is in vacuum. The plates have a
thermal capacity of 434 J

kg·K , and a thermal conductivity of 14 W
m·K . Similar to the heat sink

scenario, the parameter space is two dimensional, the initial temperature [20◦C, 50◦C] and
the heat load [20W, 80W] [ ].

Figure 3.29.: The Gap radiation model consists of two stacked steel plates, with a gap in-
between, and a heat load on top of the upper plate [ ].

Full Order Model

We assume again that the material properties are temperature independent. This results
in the following equation for the FOM

[Cp]ẏ(t) = [K]y(t) + [R]y4(t) + [B]u (3.58)

where [Cp] is the thermal capacity matrix, [K] as thermal conductivity matrix, [B] is the
matrix that distributes the heat load over the state space, y(t) is the temperature at a cer-
tain time t, and [R] is the radiation matrix. Here we also had 30 simulations with different
parameter combinations, shown in Figure  . The simulations have a state space di-
mension of N = 3686 and a time span of 3600 seconds with 100 snapshots. One simulation
of FOM took 24 seconds. The state values are again in degree Celsius, and had to be con-
verted to Kelvin (+273.15).
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Figure 3.30.: Sampled initial temperature and heat load for gap radiation simulation. The
samples are indicated with black dots. For the gap radiation problem we used
seven samples.

Reduced Order Model

For the ROM we used OI to infer a linear-, a quadratic- and an input-operator, which is not
the same structure as Equation [ ] . However, the Equation [ ] can be transformed
via lifting to a form with a quadratic leading term, which is shown in the following. The
inference was done base on a set of snapshots, which were first transformed via the lifting
operation and reduced by a generated ROB. The ROM has then the form of

y(n)(t) = [V ]q(t), (3.59)
q̇(t) = [L]q(t) + [H](q(t)⊗ q(t)) + [B]u, (3.60)

assuming that [Cp] is invertible. To be able to use this ROM we had to lift the state space
into a form where ẏ has a quadratic leading term. Hence, we extended the state space by
the state values to the power of two, and the state values to the power of three. Since the
state values are all around 300 K, those additional state values were around 105 larger than
the original values. For the quadratic operator we had to calculate (y ⊗ y), which results
in an even larger difference. This led to an over-prioritisation of the larger values in the
linear LS optimisation of the operator inference. Therefore, we scaled the new state vector
down by the maximum value of the lifted state vectors from the training dataset. Hence,
all values were between zero and one. The newly introduced variables are

y1 =
y

c
, y2 =

y2

c
, and y3 =

y3

c
, (3.61)
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with the constant scaling factor c. The dynamics of the system described through the newly
introduced variables is

ẏ1 =
1

c
ẏ, ẏ2 =

2

c
yẏ, and ẏ3 =

3

c
y2ẏ.

By using Equation [ ] and Equation [ ] we get

[Cp]ẏ1 = [K]y1 + c[R]y2
2 +

1

c
[B]u, (3.62)

[Cp]ẏ2 = 2 ([K]y2 + c[R]y2y3 + y1[B]u) , (3.63)

[Cp]ẏ3 = 3
�
[K]y3 + c[R]y2

3 + y2[B]u
�
. (3.64)

For creating the required form, we dropped all constant factors, as they are going to be
inferred anyway, and neglected the y1 and y2 in front of [B] in Equation [ ] and Equa-
tion [ ] which means we set them equal to one. This resulted in in the required form
with a quadratic leading term and a state dimension of N = 11058, which is three times
the original one.

This transformation was done on the whole dataset, which we could use then to build
a ROM. First, we built a POD based on a selection of the available simulations. We chose
seven samples, one from each corner of the parameters space and one from top, middle
and bottom of the average heat load, as shown in Figure  . In comparison to Section

 , we have chosen more data points in the training sample due to an error of 20 K on
the initial training set. We kept sampling until, we got a reasonable error on the training
data. We dropped again the initial state of every simulation for the same reasons as for the
heat sink example. Afterwards, we built the POD based on the lifted and scaled training
set. As we lifted the state space, we did not want to minimise the integral over time of
the whole state space, as it was done in Section  , but only of the first third of it which
represents the actual state values. Therefore, we generate the POD as if it were a static
problem, as it was noticed that the maximum error of the ROM doubles in case we used
the POD for time dependent problems. The resulting eigenvalues of the POD are shown
in Figure  . The built ROM had an evaluation time of 8.6± 0.6 ms which is a speedup
of the factor 2790.

We decided to use the first 12 eigenvectors to build the ROM, which cover 99.994% of
the total energy. With the POD we can infer the operators. The resulting model achieved
an infinity error of 5.23 K on the training data, which is also the infinity error of the whole
dataset.
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Figure 3.31.: Eigenvalues from the POD of the selected training data for the gap radiation
problem in descending order on a log scale. It can be seen that most of the
energy is covered by the first 12 EWs.
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(a) The 99th state vector value of the first train-
ing simulation over time.
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(b) Infinity error over all samples.

Figure 3.32.: The value of the 99th DOF of the first training simulation from the gap radi-
ation problem on the left and the infinity error over all samples from the pa-
rameter space on the right where the infinity error is indicated by the colour
and is proportional to the size of the circles. The ROM is visible different from
the FOM and has a maximum error of 5.23 Kelvin.
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Stochastic Reduce Order Model

The SROM is then of the form

Y (n)(t) = [V ]Q(t), (3.65)

Q̇(t) = [L]Q(t) + [H ](Q(t)⊗Q(t)) + [B]u. (3.66)

To optimise the SROM we just had to make one small adjustment to the adjoint problem
due to the usage of lifting. As the SROB is used on the already lifted data we did not have
to take lifting into account in the beginning. However, when we compute the cost, we have
to transform the lifted state back to the original state space, which has to be considered in
the gradient computation, shown in Appendix  .

This time, we directly optimised the SROM for the NLML cost function, as the nonlinear
LS cost function did not lead to confidence intervals in the region of 99.7%. The initial
values have been set to

α04 = {s04 = 10−7, β04 = 0.2, [σ04] = [In]}, (3.67)

where s is chosen to be that small, as the POD, which is going to be perturbed, acts on
the scaled state vector. Therefore, small fluctuations have a huge impact. The boundaries
were set to

{10−9 ≤ s ≤ 10−5,

0.01 ≤ β ≤ 0.3,

0.01 ≤ [σ]11, . . . , [σ]nn ≤ 20, [σ]kk� ∈ R, k < k�}.
(3.68)

The optimisation with the OSA took 223 min for six optimisation steps. The resulting
distribution of the FOM around the expectation value of the SROM is shown in Fig-
ure  the optimisation algorithm managed to place all data points of the training
set within a range of four standard deviations. The corresponding cumulative distribu-
tion ( Figure  ) indicates valid confidence intervals from zero to almost two standard
deviations. For high confidence the interval is only valid from four standard deviations
on.

The interval of a range of three standard deviations covers exactly 99.7% of the training
data, but only in average. The minimum coverage over the training set is 93.6% for a
range of three standard deviations. That is why we increased the range to four standard
deviations. The 99.994% interval of the optimised SROM covers 100% of all samples over
the parameter space, which validates the confidence intervals. Furthermore, we have to
mention that this time the maximum error of the ROM was among the samples in the
training set. The maximum error of the ROM with the 99.994% confidence interval from
the SROM is shown in Figure  . In the end of the time frame, the FOM is already very
close to the confidence interval. The evaluation of the SROM at one point in the parameter
space took 13.38± 0.21 seconds which is a speedup of a factor of 1.8 to the FOM.
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Figure 3.33.: The probability distribution and the cumulative distribution of the gap radia-
tion FOM training data around the expectation value of the SROM standard-
ised by the SROMs standard deviation. The CDF of the normal distribution is
plotted for indicating valid regions of the confidence interval. The plot shows
that all data points could be placed in a range of four standard deviations and
that the coverage at three standard deviations is exactly 99.7% over the whole
training set.
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Figure 3.34.: 99.994% confidence interval for the maximum error of the ROM regarding the
FOM over the parameter space. This sample of the training set would only be
covered by 93.6% in case of an interval of three standard deviations.
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Time Extrapolation

As in this case the model manged to generalise over the parameter space, we wanted to
check the capability of the SROM to handle extrapolation in time. For the optimisation, we
chose the same samples from the parameter space. However, we used only the first 70 from
100 snapshots. The first initial constant state is still neglected. Optimising the SROM with
the same initial values and boundaries as earlier in this section led to the distribution of the
FOM training around the expectation values, shown in Figure  . All of the training
data lay within a close range of approximately 3.5 standard deviations. The corresponding
valid confidence intervals are indicated by Figure  . We get valid confidence intervals
in the range of one standard deviation up to approximately 1.5 standard deviations and
from 2.2 standard deviations upwards.

−2 0 2
0

0.2

0.4

Standard Deviation

P
ro

ba
bi

lit
y

D
en

si
ty

(a) Probability Density

0 1 2 3
0

0.5

1

Cumulative Distribution

C
um

m
ul

at
iv

e
D

is
tr

ib
ut

io
n

N(0,1)

(b) Cumulative Distribution

Figure 3.35.: The probability distribution function and the cumulative distribution func-
tion of the gap radiation up to timestep 70 around the expectation value of
the SROM normed by its standard deviation. The CDF of the normal distri-
bution is plotted as black solid line for indicating valid regions of the con-
fidence interval. All data points could be placed within a range of slightly
above three standard deviations, but the three standard deviation range cov-
ers again 99.7% of the FOM data points.

The coverage of the optimised SROM over the whole parameter space is shown in Fig-
ure  . It is striking that the coverage of the samples on the upper edge of the parameter
space have significantly less coverage than the rest of the samples which happened be-
cause those samples extrapolation goes to temperatures which were not covered by the
training data. Over the whole parameter space 21 out of 30 samples were covered with
100%.
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Figure 3.36.: Coverage of the FOM over the parameter space for a 99.7% interval for the
NLML optimised model.

Figure  shows the same sample as for the SROM trained on the whole time frame,
with the maximum error of the ROM. The zoomed part of the figure shows the data points
which were not covered by the training data. We can see that the FOM leaves the confi-
dence interval soon after leaving the area covered by the training data set.
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Figure 3.37.: 99.7% confidence interval of the SROM for the gap radiation problem for the
maximum error of the ROM compared to the FOM over the parameter space.
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In this section we have seen that the nonparametric probabilistic approach from Soize
and Farhat is in principle capable of describing the uncertainty of an OI-based ROM over
a parameter space. However, for this example we could not show that it works for an
extrapolation in time.
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4. Conclusion

In the final section of this thesis, we want to summaries our results and add a brief dis-
cussion. Eventually, we give an outlook on possible further research directions that could
follow based on this thesis.

4.1. Summary and Discussion

The overall goal was to validate the nonparametric probabilistic approach for UQ from
Soize and Farhat [ ] for µ-parametric OI-based ROMs and to achieve confidence intervals
in the region of 99.7% and above. Furthermore, we wanted to improve the training and
evaluation procedure of SROMs to be able to run this method on a laptop as used in this
thesis.

Therefore, we developed a tool for building SROMs in a highly modular way that can be
easily extended and understood as described in Section  . The modular structure is quite
useful for trying different cost functions, models and optimisation algorithms, as they can
be added by implementing the defined interfaces and then used in a plug and play fashion.
It supports not only OI-based ROMs but also projection-based ROMs. The optimisation of
the SROMs was improved by introducing an analytical gradient via the adjoint method
which still requires the implementation of several functions regarding the model in case
of a projection-based ROM, but is fully automated for OI-based ROMs without lifting.
Even if the code is still highly sequential, we shortened the optimisation time up to a
factor of 80 in comparison to the former algorithm with a FD gradient approximation by
introducing the analytical gradient and the OSA, for the generic static problem in Section

 . Without this optimisation we would not have been able to optimise the SROM for
the other problems covered in this thesis due to time constrains. However, even if we
could achieve a significant speedup for the training procedure, the resulting SROMs still
take approximately 1,000 times longer than the ROM of a problem as the SROM is built
based on 1,000 samples of the SROB. Hence, to be worth using the SROM, the speedup
of the ROM has to be over 1,000 for the current implementation. This is not given for
the static problems in Section  and  . This is alright as those problems were only for
exploration purposes and not the real problems of interest. For the transient problems
which are computationally more intense, the SROM led to a speedup factor of 13 for the
heat sink problem and of 1.8 for the gap radiation problem. This difference origins from
the higher speedup of the ROM for the heat sink problem. Considering that the program
is mostly sequential, it still possible to get further speedup via parallelisation. However,
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taking into account the time it takes to set up the SROM and to train it, it depends on the
number of evaluation points that we are interested in, whether it is worth setting up a
SROM.

To achieve the objective of gaining confidence intervals which are valid in the range of
99.7% and above, we introduced the NLML cost function in Section  , as the nonlinear
LS cost function has shown issues with covering areas of low error from the ROM to the
FOM close to the domain boundaries. The SROM optimised over the NLML has shown
an improved coverage of the FOM data points throughout the whole thesis. But it has
also shown a highly underconfident interval for the static pyMOR problem in Section  

which was possibly caused by numerical errors close to the Dirichlet boundaries which the
SROM tries cover with its confidence interval. This issues might be resolvable by removing
the boundary matrix from the SROB, this leads to non zero values on the boundary which
should allow the SROM to cover all values within its confidence interval. The SROM is
going to be underconfident on the boundary, but might regain more confidence in the in-
ner part of the domain. This would lead to an overall better solution, as we assume that
the interval on the boundaries grows only as much as it has to, to cover all the values of
the FOM. Additionally, we used the pyMOR problem to showcase the impact of not using
the grid information and on how to use the developed tool with a model implemented in
pyMOR. It was clearly visible that not including the grid information leads to an under-
confident interval for the SROM which was caused by a skewed distribution of the SROM.
The interval yielded covers more data points of the FOM than the SROM without grid in-
formation. This shows that the UQ method works even without the grid information, but
it can lead to underconfident intervals.

However, this was not the case for the two OI-based SROMs, where the grid was not
available. As already mentioned achieved both SROMs a speedup in comparison to the
FOM, but only the SROM for gap radiation was able to yield a coverage over the parame-
ter space of 99.7%, where we saw that we have to look at the coverage of each individual
sample from the training set to determine the valid range of the confidence interval as it
might only be valid in average. The heat sink SROM perfectly covered the training set but
could not generalise to the parameter space. It seems to be related to the maximum error
covered by the training set. All samples with an error above the one included in the train-
ing set have shown an inverse correlation of the coverage to the error of the ROM. We have
shown that the probabilistic approach for UQ proposed from Soize and Farhat is in prin-
cipal capable of learning the errors of a OI-based ROM and to generalise over a parameter
space. However, it still needs further investigation regarding different sampling strategies
which was in this case not possible as it requires access to the FOM. The extrapolation in
time of the gap radiation data had only little success, but it might be worth trying for an
example where the grid data is available as this could lead to a better generalisation.
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4.2. Outlook

The modular structure of the code enables the evaluation of the SROM in parallel, as it
consists out of 1,000 ROMs. This reduces not only the training time even further, but also
enables a faster evaluation time in production. Furthermore, it would make sense to write
a generic projection-based ROM-factory, so the adjoint problem does not have to be im-
plemented again for every new model by the user. As the tool is quite compute intense,
moving from Python to a language like C++ that is more suitable for writing programmes
for distributed systems would lead to a huge performance boost on larger multi-core sys-
tems which could be used for the optimisation. An other option is to write a C++ back-end
for a SROM Python package to keep the user friendly Python interface, but have the power
of C++ for the evaluation of the SROM.

Another, way of getting a faster evaluation of the SROM is to take the approach of opti-
mising the NLML one step further. This means after optimising the SROM over the NLML
we use the expectation values and the standard deviation values of the optimised SROM
to fit a GP which functions on his own. The expectation values function as mean and the
standard deviation as noise of the GP. The only thing that needs to be learned is the kernel
to actually be able to interpolate in the parameter space and evaluate the GP for different
parameter sets. The evaluation of a GP is way faster than the evaluation of the SROM itself
and the uncertainties are going to be calculated implicitly.

Furthermore, it is also worth investigate the robustness of the UQ approach covered in
this thesis. It would be interesting to look at different sampling algorithms over the pa-
rameter space to build the POD, as we have seen, in Section  that sampling plays an
important role. It would also be helpful to come up with an indicator which describes how
good the confidence interval is, as for now we just looked at the coverage of the FOM but
need in addition to plot the interval to check whether it is not unreasonably underconfi-
dent. As last outlook, it would help to find a general setting for the IPopt procedure that
converges to a reasonable solution for all of the problems.
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A. Appendix

A.1. Detailed Solution of Adjoint Problem

A.1.1. SROB Adjoint Problem for Static Example

In this section we show how to solve the adjoint problem regarding a general cost function
and the generic static problem covered in Section . The Lagrangian is formulated as

L(α, [W]i, [Hs]i, [Z]i, [D]i, [A]i, [U]i,qi,Oi� �� �
U

,

[ZW]i, [ZH]i, [ZZ]i, [ZD]i, [ZA]i, [ZU]i,Zqi,ZOi� �� �
Z

) =

J(O)

−[ZU]i ·
�
[U]i − [G(β)]i[σ]

�

−[ZA]i ·
�
[A]i − [U]i + [B]

�
[B]T [U]i

��

−[ZD]i ·
�
[D]i −

�
[V ]T [A]i + [A]Ti [V ]

�
/2
�

−[ZZ]i ·
�
[Z]i − [A]i + [V ][D]i

�

−[ZH]i ·
� �

[In] + s2[Z]Ti [Z]i
�
[Hs]i[Hs]i − [In]

�

−[ZW]i ·
�
[W]i − ([V ] + s[Z]i)[Hs]i

�

−Zq�
i

�
[W]�i [K][W]iqi − [W]�i f

�

−ZO�
i

�
Oi − [W]iqi

�
,

(A.1)

where ”·” is the inner Frobenius product and we introduce again the Langrangian multi-
pliers Z and the helper variables U for the equality constrains. Now we are interested in
calculating the values for [ZU]i, [ZW]i and [ZH]i, as they are are needed for computing
the gradients regarding α.
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At first we have to compute the derivative regarding all variables of U and set it to zero

[ZW]i · [δW]i + Zq�
i

�
[W]�i [K][δW]iqi + [δW]�i [K][W]iqi − [δW]�i f

�

+ZO�
i

�
− [δW]iqi

�
= 0 ∀[δW]i,

[ZH]i ·
� �

[In] + s2[Z]Ti [Z]i
�
([δHs]i[Hs]i + [Hs]i[δHs]i)

�

+[ZW]i ·
�
− ([V ] + s[Z]i) [δHs]i

�
= 0 ∀[δHs]i,

[ZZ]i · [δZ]i + [ZH]i ·
�
s2
�
[δZ]Ti [Z]i + [Z]Ti [δZ]i

�
[Hs]i[Hs]i

�

+[ZW]i ·
�
− s[δZ]i[Hs]i

�
= 0 ∀[δZ]i,

[ZD]i · [δD]i + [ZZ]i ·
�
[V ][δD]i

�
= 0 ∀[δD]i,

[ZA]i · [δA]i + [ZD]i ·
�
−
�
[V ]T [δA]i + [δA]Ti [V ]

�
/2
�
+ [ZZ]i ·

�
− [δA]i

�
= 0 ∀[δA]i,

[ZU]i · [δU]i + [ZA]i ·
�
− [δU]i + [B]

�
[B]T [δU]i

��
= 0 ∀[δU]i,

Zq�
i

�
[W]�i [K][W]iδqi

�
+ ZO�

i

�
− [W]iδqi

�
= 0 ∀δqi,

−ZO�
i δOi + (∇OiJ)

� δOi = 0 ∀δOi.

This formulation has to be reformulated in a way that all the variables with a δ are out of
the brackets. This leads to the following system

[δW]i ·
�
[ZW]i + [K]�[W]iZqq

�
i + [K][W]iqiZq

�
i − fZq�

i − ZOiq
�
i

�
= 0 ∀[δW]i,

[δHs]i ·
�
[Hs]

�
i

�
[In] + s2[Z]�i [Z]i

�
[ZH]i +

�
[In] + s2[Z]�i [Z]i

�
[ZH]i[Hs]

�
i

−
�
[V ]� + s[Z]�i

�
[ZW]i

�
= 0 ∀[δHs]i,

[δZ]i ·
�
[ZZ]i + s2[Z]i

�
[Hs]i[Hs]i[ZH]�i + [ZH]i[Hs]

�
i [Hs]

�
i

�
− s[ZW]i[Hs]

�
i

�
= 0 ∀[δZ]i,

[δD]i ·
�
[ZD]i + [V ]�[ZZ]i

�
= 0 ∀[δD]i,

[δA]i ·
�
[ZA]i −

1

2
[V ]
�
[ZD]i + [ZD]�i

�
− [ZZ]i

�
= 0 ∀[δA]i,

[δU]i ·
�
[ZU]i − [ZA]i + [B]

�
[B]T [ZA]i

��
= 0 ∀[δU]i,

�
Zq�

i [W]�i [K][W]i − ZO�
i [W]i

�
δqi = 0 ∀δqi,

�
−ZO�

i + (∇OiJ)
�
�
δOi = 0 ∀δOi,

where the the terms in the brackets have to be zero. After this step we already can solve
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the system for [ZU]i and all the other variables of interest are calculated along

∇OiJ = ZOi, (A.2)

[W]�i [K]�[W]iZqi = [W]�i ZOi, (A.3)

−[K]�[W]iZqq
�
i − [K][W]iqiZq

�
i + fZq�

i + ZOiq
�
i = [ZW]i, (A.4)

[Hs]
�
i

�
[In] + s2[Z]�i [Z]i

�
[ZH]i

+
�
[In] + s2[Z]�i [Z]i

�
[ZH]i[Hs]

�
i =

�
[V ]� + s[Z]�i

�
[ZW]i,

(A.5)

−s2[Z]i

�
[Hs]i[Hs]i[ZH]�i + [ZH]i[Hs]

�
i [Hs]

�
i

�
+ s[ZW]i[Hs]

�
i = [ZZ]i, (A.6)

−[V ]�[ZZ]i = [ZD]i, (A.7)
1

2
[V ]
�
[ZD]i + [ZD]�i

�
+ [ZZ]i = [ZA]i, (A.8)

[ZA]i − [B]
�
[B]T [ZA]i

�
= [ZU]i, (A.9)

where calculating [ZH]i is the only none straight forward computation. Here we have to
use that [Hs] = [Hs]

�

[Hs]i[ZH]i + [ZH]i[Hs]
�
i = [Hs]

�
i [Hs]

�
i

�
[V ]� + s[Z]�i

�
[ZW]i, (A.10)

which can be solve with the continuous Lyapunov function from Scipy.

A.1.2. Cost Function Derivatives

In this section we define the derivatives of the used cost functions in this thesis, as they are
needed to compute the adjoint problem.

Soize Nonlinear LS Method

The cost function defined in Equation [ ] is given as

J(O) = wJJmean(O) + (1− wJ) Jstd(O). (A.11)

The components Jmean(α) and Jstd(α) can be written as

Jmean(O) =
1

�oref�2
�
oref − 1

νs

νs�

i

Oi

���
oref − 1

νs

νs�

i

Oi

�
, (A.12)

Jstd(O) =
1��v(ref,n)
��2

�
v(ref,n) −

� 1

νs

νs�

i

O2
i −
� 1
νs

νs�

i

Oi

�2� 1
2

��

�
v(ref,n) −

� 1

νs

νs�

i

O2
i −
� 1
νs

νs�

i

Oi

�2� 1
2

�
,

(A.13)
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which allows us to take the derivative regarding Oi

∂OiJmean(O)(δOi) =
�
∇OiJmean

��
δOi :=

−2

νs �oref�2
�
oref − 1

νs

νs�

i

Oi

���
δOi

�
, (A.14)

∂OiJstd(O)(δOi) =
�
∇OiJstd

��
δOi :=

−2��v(ref,n)
��2

��
v(ref,n) −

� 1

νs

νs�

i

O2
i −

1

ν2s

� νs�

i

Oi

�2� 1
2

�

◦
� 1

νs

νs�

i

O2
i −

1

ν2s

� νs�

i

Oi

�2�− 1
2 ◦
� 1

νs
Oi −

1

ν2s

νs�

i

Oi

���

δOi.

(A.15)

The total derivative is then given as

∇OiJ(O)δOi =

�
wJ

�
∇OiJmean

��
+ (1− wJ)

�
∇OiJstd

��
�
δOi. (A.16)

Negative Marginal Log Likelihood

This Negative Marginal Log Likelihood is given as

NLML(O) =
N

2
log(2π) +

1

2

N�

l

y2
l

σ2
l

+ log(σ2
l ), (A.17)

where y = oref −�νs
i=1Oi. The derivative regarding Oi is

∂Oik
NLML(O)(δOik) =

1

νs

N�

k

1

σ2
k

�
− (orefk − 1

νs

νs�

j

Ojk)(1 +
(orefk − 1

νs

�νs
j Ojk)(Oik − 1

νs

�νs
j Ojk)

σ2
k

)

+Oik −
1

νs

νs�

j

Ojk

�
(δOik).

(A.18)

However, the derivative was calculated in the following form

∂Oik
NLML(O)(δOik) =

1

νs

N�

k

�
−

orefk − 1
νs

�νs
j Ojk

σ2
k

(1 +
(orefk − 1

νs

�νs
j Ojk)

σ2
k

(Oik −
1

νs

νs�

j

Ojk))

+
1

σ2
k

(Oik −
1

νs

νs�

j

Ojk)
�
(δOik).

(A.19)
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A.1.3. Heun Time Stepping

The Heun time stepping scheme is used in this thesis for OI problems. It is a second order
scheme, which is sufficient as the operators are inferred based on a second order gradient
computation. The time stepping is done via

q0 = [�Q]0, (A.20)
q̇j−1 = fmodel(qj−1, t), (A.21)
�qj = qj−1 + dt · q̇j−1, (A.22)

�̇qj = fmodel(�qj , t+ dt), (A.23)

qj = qj−1 +
dt

2

�
q̇j−1 + �̇qj

�
, (A.24)

where [�Q]0i is the initial point, and fmodel(qk,i, t) is the evaluation of the model for state
values qk,i and time t. The time step is done based on the average of the model evaluation
at the current position and the position after an Euler step.

Its contribution to the adjoint problem is

−Zq�
0 (q0 − [�Q]0)

−Zq̇�
j (q̇j − fmodel(qj))

−Z�q�
j (�qj − (qj−1 + dt · q̇j−1))

−Z�̇q�
j (�̇qj − fmodel(�qj))

−Zq�
j (qj − (qj−1 +

dt

2

�
q̇j−1 + �̇qj

�
)),

(A.25)

with the Lagrangian factors Zq,Zq̇,Z�q and Z�̇q. The partial derivatives are

Zq̇�
j δq̇+ Z�q�

j+1(−dtδq̇j) + Zq�
j+1(−

dt

2
δq̇j) = 0 ∀δq̇,

Z�q�
j δ�qj + Z�̇q�

j (−fmodel(δ�qj)) = 0 ∀δ�q,

Z�̇q�
j δ�̇qj + Zq�

j (−
dt

2
δ�̇qj) = 0 ∀δ�̇q,

Zq�
0 δq0 + Zq̇�

0 (−fmodel(δq0)) + Z�q�
1 (−δq0)

+Zq�
1 (−δq0) + ZO�

0

�
− [W]δq0

�
= 0 ∀δq0,

Zq�
j δqj + Zq̇�

j (−fmodel(δqj)) + Z�q�
j+1(−δqj)

+Zq�
j+1(−δqj) + ZO�

j

�
− [W]δqj

�
= 0 ∀δqj .
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Refactoring leads to

(Zq̇�
j − dtZ�q�

j+1 −
dt

2
Zq�

j+1)δq̇j = 0 ∀δq̇,

(Z�q�
j − fmAdj(Z�̇qj , �qj))δ�qj = 0 ∀δ�q,

(Z�̇q�
j − dt

2
Zq�

ji)δ�̇qji = 0 ∀δ�̇qi,

(Zq�
ji − fmAdj(Zq̇ji,qji)− Z�q�

j+1,i − Zq�
j+1,i − ZO�

ji[W]i)δqji = 0 ∀δqji,

with fmAdj as the solution of the adjoint problem regarding the model used for the time
derivative computation. This function is basically the derivative regarding q, but with the
incorporation of the Lagrangian multiplier Zq. The end result is then

[W]�i ZOki = Zqki, (A.26)
dt

2
Zqji = Z�̇qji, j = 1, . . . k, (A.27)

fmAdj(Z�̇qji, �qji)
� = Z�qji, j = 1, . . . k, (A.28)

dtZ�qj+1,i +
dt

2
Zqj+1,i = Zq̇ji, j = 0, . . . k − 1, (A.29)

fmAdj(Zq̇ji,qji)
� + Z�qj+1,i + Zqj+1,i + [W]�i ZOji = Zqji, j = 0, . . . k − 1. (A.30)

A.1.4. Operator Inference

The contribution of the OI model is slightly more difficult, as the SROB is used to infer the
operators and it is used to reduce the initial state, which gets afterwards integrated with
the inferred model. Therefore, the model contributes twice into the adjoint problem, with
its own Lagrangian multipliers and with its model derivative regarding qi.

We remember, that we infer the operators via

min
[OP ]

���[D][OP ]� − [R]�
���
2

F
, (A.31)

where � · �F is the Frobenius norm and

[OP ] =
�
c [A] [H] [B]

�
∈ Mn,d(n,m), (unknown operators),

[D] =
�
1k [Q]� ([Q]� ⊗ [Q]�) [U ]�

�
∈ Mk,d(n,m), (known data),

[R] =
�
q̇0 q̇1 · · · q̇k−1

�
∈ Mn,k, (time derivatives),

[U ] =
�
u0 u1 · · · uk−1

�
∈ Mm,k, (inputs),
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where d(n,m) = 1 + n + 1
2n(n + 1) +m and the time derivatives are approximated via a

central difference scheme. The solution of the minimisation problem has to be rewritten
into an explicit form to add it to the adjoint problem. The transposed solution to the linear
least squares minimisation is given as

[OP]i = [�R]i[�D]i([�D]�i [�D]i)
−1, (A.32)

which can now be added to the adjoint problem. The whole contribution to the Lagrangian
is given as

−[Z�D]i · ([�D]i − ([Ik+1]
(k+1+d(n,m))×k+1
0,k (�k+1[I1]

1×d(n,m)
0

+[�Q]�i [In]
n×d(n,m)
1,n + ([�Q]i ⊗ [�Q]i)

�[In(n+1)/2]
n(n+1)/2×d(n,m)
1+n,d(n,m)−m−1

+[�U]�t [Im]
m×d(n,m)
d(n,m)−m,d(n,m)−1) + [Id(n,m)]

(k+1+d(n,m))×d(n,m)
k+1,k+1+d(n,m)−1 [Γ]))

−[ZR]�0i([R]0i −
[�Q]1,i − [�Q]0,i

dt
)

−[ZR]�ji([R]ji −
[�Q]j+1,i − [�Q]j−1,i

2dt
)

−[ZR]�ki([R]k,i −
[�Q]k,i − [�Q]k−1,i

dt
)

−[Z�R]i · ([�R]i − [R]i[In]
(k+1)×(k+1+d(n,m))
0,n−1 )

−[ZOP]i · ([OP]i([�D]�i [�D]i)− [�R]i[�D]i)

−Z�Ck
i (
�Ci − [OP]i[I1]

d(n,m),1
0 )

−[Z�A]i · ([�A]i − [OP]i[In]
d(n,m)×n
1,n )

−[Z �H]i · ([ �H]i − [OP]i[In(n+1)/2]
d(n,m)×n(n+1)/2
1+n,d(n,m)−m−1)

−[Z�B]i · ([�B]i − ([OP]i[Im]
d(n,m)×m
d(n,m)−m,d(n,m)−1)),

(A.33)

which represents the assembly of all the matrices needed for the minimisation problem
and afterwards, the selection of the operator out of the inferred matrix. The indexing of
the identity matrices might be a little confusing, but they are just there for assembling
matrices or selecting certain parts from a matrix. The matrix can be seen as a matrix of
zeros of the size given in the exponent, with an identity matrix of the size given inside the
brackets inside of this matrix at the position given in the lower right.

Solving this problem is quite tedious and error prone. The interested reader can try to
solve the problem on his own or send me an email for a detailed calculation. The end
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result with Heun time stepping is given as

k−1�

j=0

Zq̇ji[�U]�ji +
k�

j=1

Z�̇qji[�U]�ji = [Z�B]i, (A.34)

k−1�

j=0

Zq̇ji(qji ⊗ qji)
� +

k�

j=1

Z�̇qji(�qji ⊗ �qji)
� = [Z �H]i, (A.35)

k−1�

j=0

Zq̇jiq
�
ji +

k�

j=1

Z�̇qji�q�
ji = [Z�A]i, (A.36)

k−1�

j=0

Zq̇ji +
k�

j=1

Z�̇qji = Z�Ci, (A.37)

[I1]
d(n,m)×1
0 Z�C�

i + [In]
d(n,m)×n
1,n [Z�A]�i + [In(n+1)/2]

d(n,m)×n(n+1)/2
1+n,d(n,m)−m−1[Z

�H]�i

+[Im]
d(n,m)×m
d(n,m)−m,d(n,m)−1[Z

�B]� = ([�D]�i [�D]i)[ZOP]�i ,
(A.38)

[ZOP]i[�D]�i = [Z�R]i, (A.39)

[Z�R]i[In]
(k+1)×(k+1+d(n,m)) �
0,n−1 = [ZR]i, (A.40)

−[�D]i([ZOP]�i [OP]i + [OP]�i [ZOP]i) + [�R]�i [ZOP]i = [Z�D]i, (A.41)

[In]
n×d(n,m)
1,n [Z�D]�i − f⊗Adj([Z�D]�i , [In(n+1)/2]

n(n+1)/2×d(n,m) �
1+n,d(n,m)−m−1 )

+
1

dt
[ZR]i(ê0(ê1 − ê0)� +

1

2

k−1�

j=1

êj(êj+1 − êj−1)
� + êk(êk − êk−1)

�)

+Zq0iê
�
0 = [Z�Q]i,

(A.42)

where we can see that the Lagrangian multipliers of the explicit step and the Heun step
(every time the model is evaluated) contribute to the Lagrangian multipliers of the opera-
tors of the OI model. Furthermore, we have to state that êj are unit vectors with a one at
position j and f⊗Adj is the solution for the adjoint problem of the ⊗ operator, which is just
the Lagrangian multiplier times the derivative. The operator can be written as

q⊗ q =
�

j

[Ij(j+1)/2+1]
n(n+1)/2×(j+1)
j,j(j+1)/2 (ê�j q)[Ij+1]

(j+1)×n
0,j q, (A.43)

where the corresponding derivative is

(q⊗ q)�δqk =


�

j

[Ij(j+1)/2+1]
n(n+1)/2×(j+1)
j,j(j+1)/2 [Ij+1]

(j+1)×n
0,j (δjkq+ qj êj)


 δqk. (A.44)
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A.1.5. Lifting for Gap Radiation

This section describes how to include lifting into the adjoint problem. The lifting procedure
described in Section  can be written as

[L] =
1

sL

�
[In]

3n×n
0,n−1[

�Q] + [In]
3n×n
n,2n−1[

�Q]2 + [In]
3n×n
2n,3n−1[

�Q]3
�
, (A.45)

where sL is the lifting scaling factor and [�Q] is the snapshot matrix from a system of inter-
est. However, as already stated in Section  , the lifting procedure does not have to be
considered in the adjoint method, but the back transformation

O = sL[IN ]N×3N
0,N−1 [W]q, (A.46)

which is the final step to get the result from the ROM. After redoing the calculations of
Appendix  we get an additional contribution to the Lagrange variable of the reduced
order state and an additional contribution to the Lagrange variable of each sample of the
ROB

sL[W]�i [IN ]N×3N �
0,N−1 ZOji = Zqji, (A.47)

[L][Z�Q]�i + sL

k�

j

[IN ]N×3N �
0,N−1 ZOjiq

�
ji = [ZW]i. (A.48)

For this specific example the contribution is just scaling ZO with sL and expanding each
vector of ZO by 2N zeros.

A.2. Basic SROB Optimisation Algorithm

The basic algorithm introduced from Soize and Farhat for the non-convex optimisation
problem with constrain, defined by Equation [ ] , is divided into four stages and elab-
orated below [ ]. The initial values α(0) are given by (s0,β0, [In]).

• Stage 1. The first stage is for getting close to a solution with only a few parameters,
as the computation time of the gradient linearly increases with the number of pa-
rameters (FD-gradient). Only the parameters with the most impact get optimised on
this stage, s, β, and the diagonal elements of [σ]. Hence, the number of variables is
2+ n. The for this stage optimal parameters α(1) is determined via the interior-point
algorithm with the constraints �0 ≤ s ≤ 1, βd ≤ β ≤ βu, and �0 ≤ [σ]11, ..., [σ]nn ≤ σu.

• Stage 2. The second stage is for optimising the rest of the parameters, which means
the off diagonal elements of [Σ]. The number of parameters is (n−1)

2 n. This is done
via solving an unconstrained interior-point optimisation problem with α(1) as initial
values, means only zeros on the off diagonal elements, and the optimised parameters
α(2).
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• Stage 3. This stage solves for the optimal value of βopt. Originally, it was supposed
to be found by trial method. However, we solved this problem with a constrained
interior-point method withβd ≤ β ≤ βu.

• Stage 4. The last stage solve for the optimal value of the other 1+ n
2 (n+1) parameters,

s and [σ]. The optimisation is done via the interior-point optimisation with the same
bounds as above. The initial values are taken from the previous optimisation steps.

A.3. Description of Generic Linear Static System

In this appendix, we describe the linear static computational model defined by Equa-
tion [ ] and Equation [ ] for N = 1000 and NCD = 2. The description is take from the
original paper [ ]. Let x1, ..., xN be the points in [0, 1] such that xj = (j − 1)/(N − 1). Let
λ1, ....,λN be the positive real numbers such that λk = 4π2k2, and let [λ] be the diagonal
matrix in M+

N such that [λ]kk� . Let [e] be the square matrix in MN such that [e]jk = sin(kπxj).
Let [Φ] = [φ1....φN ] be the orthogonal matrix in MN obtained by the QR decomposition
of matrix [e] (we thus haven [e] = [Φ][R] with [Φ][Φ]� = [Φ]�[Φ] = [IN ] and there-
fore, < φk,φk� >= δkk�). In addition, for k = 1, ..., N , we have φk

1 = [Φ]1k = 0 and
φk
N = [Φ]Nk = 0. The computational HDM is then generated as follows:

• Matrix [K] in M+
N is written as [K] = [Φ][λ][Φ]�. Consequently Equation [ ] has a

unique solution such that y1 = y2 = 0.

• Vector f in RN is written as f = 1
0.27702(0.1φ

2 + 0.4φ4 + 0.6φ8 + 2.5(φ29 + φ30 + φ31))
and consequently, f1 = fN = 0.

• Let [b] = [0N,NCD
] be the zero matrix in MN,NCD

except [b]11 = [b]N,NCD
= 1. Matrix

[B] in MN,NCD
such that [B]�[B] = [INCD

] is written as the orthonormal basis for the
range of [b].

A.4. Description of Extracting All Needed Matrices from a
PyMOR Model for the SROB

In the following we will briefly describe how the coordinates of the grid nodes of the
PyMOR discretisation, and the boundary matrix can be extracted from the ”data”-object
that comes with the FOM. The code is shown in Listing  . In line 1 we instantiate a class
describing the analytical problem. Afterwards, we use a predefined discretiser to get a
discretisation using the finite element method, which gives us the FOM and an additional
”data”-object holding information about the grid and the boundaries. After extracting the
grid dimension and the dimension of the state space of the FOM, we extract directly the
node coordinates of the grid. This can be done by the ”centers” function, which takes the
codimension as input. The codimension of a point is always the dimension of the grid.
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Extracting the boundary matrix is not as straight forward, as the indices of the boundary
nodes are stored in sets according to each dimension of the grid. Therefore, in line 11 to
15 we loop over all dimension and add the indices to a unique set. The number of indices
in the set is then the number of Dirichlet boundary conditions. From line 17 to 21 we
loop over all boundary conditions and set a 1 at the node index. To get the orthonormal
boundary matrix we then use the ”orth”-function from scipy.linalg.

1 problem = thermal_block_problem((3, 3))
2 fom, data = discretize_stationary_cg(problem, diameter=1 / 100)
3 nd = data['grid'].domain.ndim
4 N = fom.solution_space.dim
5

6 # get node coordinates (codimension=2)
7 nodeCoordinates = data['grid'].centers(nd)
8

9 # extract boundary matrix
10 # init boundary_set with the boundary nodes in the first grid dimension
11 boundary_set = {*data['boundary_info'].dirichlet_boundaries(1)}
12 for dim in range(2, nd + 1):
13 boundary_set = boundary_set.union(
14 {*data['boundary_info'].dirichlet_boundaries(dim)}
15 )
16 Nc = len(boundary_set)
17 B = numpy.zeros((N, Nc))
18 boundaryIndx = 0
19 for rowindx in boundary_set:
20 B[rowindx, boundaryIndx] = 1
21 boundaryIndx += 1
22 BoundaryMatrix = scipy.linalg.orth(B)

Source Code A.1.: Extraction of SROB input Matrices
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