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Abstract

Nearly all real-world measurements can only record a part of the underlying truth
due to technical limitations. In many fields, full comprehension of the system requires
an understanding of how the unmeasurable inputs or states map to the measurable
outputs. In cases where many individual measurements are performed, the density
of the observation can be approximated with histograms. They count the frequency
at which measurements fall in a given range. Each observed sample corresponds to
exactly one unknown point in the input space that has been mapped by a function
to produce exactly this recorded output. When the distribution of these points in
the original input space is known (e.g. uniformly distributed), a transport function
describing this mapping can be found. Identifying this transport function is the main
objective of this thesis. The field of transportation theory is dedicated to finding these
transportation maps between two (probability) measures that are optimal according
to a metric. Those approaches can fail to identify the true underlying transport map,
for example if it is not bijective or when the recorded density is discontinuous. Recon-
structing this true underlying transport map can be done by employing an observation
process that measures consecutive outputs of moving points. This reconstruction pro-
cedure is implemented with artificial neural networks and demonstrated by examples.
Separately to the transport of measures, another network is implemented that learns the
underlying dynamical system based on the observation process, allowing to extrapolate
the movement of the points. Apart from fictitious examples, the procedure is also
applied to reconstruct the shape of a simulated cell by synthesizing image data (e.g.
produced by a microscope) and observing moving bacteria on the cell’s surface.
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1. Introduction

Conducting experiments, measuring their results, and adapting theories is the estab-
lished scientific method. In many cases, the complete state of the underlying system can
only be observed partially but not completely. However, access to a predictive system
state is often needed to progress understanding and to create new results. Projecting
a three-dimensional object to a two-dimensional picture, for example, already loses
essential information that might be needed in some scenarios. Similarly, in scientific
processes, observing measurements usually involves taking multiple samples, where
the exact underlying process that produces the measurements is unknown—otherwise
samples could be perfectly simulated. The number of underlying inputs needed to
accurately map a point from the input space to the observed space varies. In some cases,
an underlying one-dimensional space with a (complicated) map might be sufficient to
express the observed values.

Measurements can be processed in multiple different ways, one of which is to create
a histogram. With histograms, recorded values are categorized into non-overlapping
ranges (i.e. bins) and the number of items in each bin is counted. The higher the
frequency of a bin compared to others, the more likely a new sample falls into it. This
process estimates the underlying density and can give a lot of insight on its own [49,
p. 18]. For example, a satellite image could be used to create a two-dimensional
histogram (i.e. a heat map) that shows where most people live. As bins get smaller and
the sample size larger, this histogram converges to the true density of the population.

The main focus of this thesis is to reconstruct the true relation that maps between
the unknown input space and the observed measurements, and vice versa. It pays
particular emphasis to the case where the observed density suggests singularities, as it
does in various real-world fields [1, 9, 43]. The optimal transport problem is one way to
solve this and was first formulated by Monge [44]. It describes the problem of finding
an optimal way to map between two densities [70, 71]. In this context, optimal typically
means to minimize the distance individual points must be moved within the space.

Implementations of the optimal transport problem such as the numeric approach
presented in [14] often fail to identify the true underlying relation, especially when
discontinuous densities are involved [45]. Similarly, we will see that other approaches,
such as normalizing flows [66, 67], can fail too. However, identifying the true system
is needed in fields such as domain adaption [13]. In this thesis, we will follow the
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1. Introduction

procedure proposed in [45] to reconstruct the true underlying relation. Moosmüller,
Dietrich, and Kevrekidis rely in [45] on an observation process that collects multiple
measurements from the underlying moving points, instead of only collecting single
values. In the previous example of the satellite image producing the heat map, this
would mean that multiple pictures are taken to record people’s movement. With these
additional time delayed measurements, individual points (e.g. people) can be observed
and finding the true relation becomes possible (up to isometry). The ideas of Takens’
theorem [2, 48, 68] are used to find a similar (i.e. diffeomorphic) solution.

This thesis reproduces most results of the underlying paper [45] but adapts and
extends its approach to use artificial neural networks for transportation between the
densities. For this, neural normalizing flows are used that can find a series of invertible
functions transporting between a simple and a complicated density [38, 50]. The
reconstruction procedure is also exercised with a practical application. A microscope
takes two-dimensional pictures of a simulated three-dimensional spherical cell with
bacteria moving on its surface. Since the picture is only a partial reconstruction of
the space, a circle is recorded instead of a sphere. Using our adjusted transportation
procedure, the three-dimensional position of the bacteria can be reconstructed. As
the bacteria lie on the surface, this reconstructs the cell’s shape from two-dimensional
measurements alone. The reconstruction often still produces some unexpected artifacts,
thus further research is required.

We also illustrate and implement learning of the underlying dynamical system.
Understanding the dynamics, allow to predict and extrapolate the movement of the
underlying points. To do this, an artificial neural network approximating the vector
field that defines the underlying movement is trained based on the ideas presented
in [57], but additionally incorporates data from the observation process.

This thesis is composed of two main chapters. In Chapter 2, the current state of
the art is presented containing mostly the mathematical foundations and theoretical
background needed. Chapter 2 also introduces the origin and use of transportation
theory, illustrates how normalizing flows can transport measures, and summarizes
and discusses the paper [45] this thesis builds upon. Chapter 3 focuses on the concrete
problems and implementation of our adapted procedure. It presents the reconstruction
procedure by explaining it with a one-dimensional example and then illustrates how
it can be generalized to solve higher-dimensional problems. It continues by showing
how neural networks can be used to learn the dynamical system and concludes with a
demonstration of the reconstruction of the shape of a simulated cell.
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2. State of the Art

Density transportation allows us to find a function that can transform one density to
another. This can and has been used over the last years in a variety of fields, especially
in economics. For example, it can be used to match machines to resources to maximize
throughput, or to determine the price of assets when the price depends on the value
of other financial assets [25]. In this part, we will see that there is a lot of research
concerning the transport of densities available and will discuss relevant ones.

This chapter is devoted to the current state of the art in density transportation with
focus on discontinuous densities. It serves as an introduction to the field, beginning
with the mathematical fundamentals in Section 2.1 that are needed for the rest of this
thesis. There, we will discuss the underlying definitions for densities, transportation
theory, and also give intuition for manifolds. Afterwards, we will take a look at
normalizing flows in Section 2.2, a procedure that learns an underlying distribution and
allows transportation from and to densities based on a sequence of “simple” functions.
Artificial neural networks are described in this section as well. They can facilitate
this process to make the model of normalizing flows more expressive. This chapter
concludes with an extensive review of [45] in Section 2.3 that is the foundation for this
thesis. The definitions for a discontinuous density are presented and the problem with
existing approaches is outlined. To conclude, the modified approach is presented that
allows finding the “true” transport map, even for discontinuous densities.

2.1. Fundamentals

This section is dedicated to presenting (mathematical) background knowledge. If the
reader is already familiar with this knowledge, they can safely continue with Section 2.2.
Especially Section 2.1.1 is very technical in nature and serves more as a theoretical
underpinning than a necessity for understanding this thesis.

2.1.1. Measure theory

In many different fields, the goal is to measure something, such as the length of an
interval, the volume of an object, or the probability of some event happening. While
(basic) probability theory does not require measure theory, many aspects become easier
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2. State of the Art

or get a more concise definition with it [55, Ch. 1]. The next paragraphs mostly follow
the definitions from [55, Ch. 2–3] and give a brief overview of measure theory with a
focus on the probabilistic background.

The triple (X,A, µ) is called a measure space and is the core underlying object of
measure theory. X is a set and describes the general space we operate in. In this
thesis X ⊆ R

n will always be the case. A is a σ-algebra over X, meaning that it is a set
of subsets of X that contains all measurable objects (i.e. subsets). µ is the measure itself:
a function that assigns every measurable object a non-negative volume. The following
definitions formalize these descriptions.

Definition 1 (σ-Algebra). Given a set of subsets A ⊆ P(X), it is a σ-algebra of X if

1. X ∈ A,

2. if A ∈ A so is its complement (X \ A) ∈ A,

3. if countable many A1, A2, . . . ∈ A, so is their union ∪i Ai ∈ A.

Definition 2 (measure). The function µ : A → R
+ ∪ {∞} is a measure if

1. µ(∅) = 0,

2. if all countable many pairwise disjoint A1, A2, . . . ∈ A can be measured individually to

calculate the combined volume µ (∪i Ai) = ∑i µ (Ai).

Additionally, it is called a probability measure if µ (X) = 1 also holds.

Those definitions might seem daunting at first, but when taking a more practical ap-
proach they become more intuitive. µ can measure all the elements of our σ-algebra A

and thus it can also measure the complete set X. If µ can measure a set Y, the comple-
ment can be trivially measured by subtracting the volume of Y from the volume of the
complete space X. Similarly, if multiple disjoint sets can be measured, the complete
volume can be measured by summing up the individual parts. Note that µ can only
measure objects of the underlying σ-algebra A, and usually there are multiple ways
with which the volumes can be assigned by a measure µ.

As this thesis is about probability and densities, we will focus on probability measures
specifically. Every probability measure can be thought of as a probability function P

and vice versa. This gives existing concepts new interpretations in measure theory. In
classical discrete probability theory, the density can be thought of as the probability
for a random variable to have a specific value (i.e. P [X = x]). In the continuous case,
this does not hold anymore, since the probability for a single event P [X = x] is always
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2. State of the Art

0 and the density at an individual point can be greater than 1. The density of the
uniform distribution on [0, 0.5], for example, is 2 in this range. Continuous densities, as
in the opposite of discrete densities, allow us to calculate the probability of an area by
calculating the integral. Such a continuous density is illustrated in Figure 2.1.
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Figure 2.1.: This plot shows the density of the standard normal distribution. While the
probability for an individual point is zero, it can be calculated for a range of z. The
area highlighted in orange corresponds to the z values that occur 25% of the time.

In measure theory, the integral over a density that describes the probability of a range
becomes a way to express one measure with the means of another. Typically, one uses
the simplest measure for such an expression, the Lebesgue measure λ. It measures the
length of an interval or, in higher dimensions, the volume [55, Ch. 1]. If the measure
µ is absolutely continuous with respect to λ (meaning that ∀A ∈ A : λ (A) = 0 =⇒

µ (A) = 0), µ can be re-expressed by λ with the density fµ such that

µ (A) =
∫

A
fµ(x) dλ(x), with fµ : X → R

+, (2.1)

as stated by the Radon-Nikodym theorem. This gives densities a different and, in some
cases, more intuitive and flexible interpretation.

2.1.2. Transportation theory

Optimal transportation theory aims to move mass from one density to another while
minimizing a defined cost [12]. Optimal transport was first formalized by Monge in
1781 [44] describing the problem of finding the best way to move a heap of soil into a
hole (e.g. with a shovel) [70, 71]. Usually, the “best” transport is described by the one
that minimizes the overall distance that “shovels full of dirt” have to be moved [71].
Later, the work of Kantorovich on couplings [34, 35] led to a relaxation of the original
problem and it has since been referred to as the Monge-Kantorovich problem [70,
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2. State of the Art

71]. Contrary to Monge’s problem, Kantorovich’s formulation allows the mass at an
individual point to be split and moved to multiple destinations [53, 70]. This relaxation
led to more progress and a rebirth of the field of transportation theory over the past
few decades [71]. In the following, we will focus on the formulation of Monge using
modern notation.

Going back to the original interpretation, the pile and the hole both have their own
distinctive shape and need to have the same volume for the sand to exactly fill up the
hole [70]. Thus, the goal is to transform one function to another with equal volume. In
this work, the scale of those functions does not matter, so all the volumes are scaled to
1. As for the probability measures, µ and ν with their respective underlying measure
spaces X and Y (omitting the σ-algebras) are used. This notation and the problem are
visualized in Figure 2.2.

fµ

fν

X
Y

y

x

T (·)

Figure 2.2.: Two density functions fµ and fν can be seen with their underlying spaces X

and Y, and their respective measures µ and ν. Continuing the example from earlier, the
goal is to transport the heap of sand fµ into the hole fν. Every point of mass x ∈ X is
transported to some y ∈ Y based on a transport map T.

The aim is to find a function that transforms the original measure µ into ν, the
so-called push-forward measure. A map T : X → Y pushes µ forward to ν if T satisfies

ν (A) = µ ({T (x) ∈ A | x ∈ X}) = µ
(

T−1 (A)
)

. (2.2)

for all measurable sets A ⊆ Y. To say that ν is the push-forward of µ, we write ν =

T#µ [42, 45, 53]. Intuitively, Equation 2.2 enforces the constraint that every bit of volume
in the measure ν (e.g. sand) has to come from an equally sized volume in µ. This map
T can be seen as a function that takes a single point of mass from X and maps it to Y

(e.g. move one shovel of sand). The push-forward T#µ on the other hand moves an
entire probability measure instead of just single points [53].
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2. State of the Art

Since this thesis is about transporting densities, it makes sense to reformulate Equa-
tion 2.2 by plugging in the definition for densities from Equation 2.1, yielding to

ν (A) =
∫

A
fν (y) dλ (y) =

∫

T−1(A)
fµ (x) dλ (x) = µ

(

T−1 (A)
)

. (2.3)

While finding any arbitrary push-forward measure might be enough under some
circumstances, generally, the goal is to find one that is optimal in some regard. For
this, a cost function is needed that governs the optimization process and determines
the optimal transport map. The cost function c : X × Y → R

+ describes the cost of
moving one unit of mass, namely x ∈ X, to y ∈ Y [70]. With this definition, the optimal
push-forward map

min
T

{

∫

X
c(x, T(x))dµ(x)

∣

∣

∣

∣

T#µ = ν

}

(2.4)

that minimizes the cost globally can be found [42, 53, 70]. While in principle any arbi-
trary cost function can be used to define the optimum, in practice, the squared Euclidean
distance is typically chosen. It is well-researched, many algorithms are optimized for
it [5, 23, 53], and there exists a unique, monotonically increasing solution [45].

Optimal transport and the theory behind it have gained much attention over the
last decades. Its applications range from brain tractograms to better understand nerve
tracts [22] to various economic areas [25].

2.1.3. Manifolds and embeddings

While the basic notion of manifolds is rather intuitive, especially in the lower-dimensional
case, a precise definition can be difficult to formulate and to grasp [40, Ch. 1]. For this
thesis, no mathematical notation for manifolds is needed and this section only serves as
a brief introduction. For a more technical definition and treatment see for example [40].

Manifolds are an extension of curves and surfaces into a higher dimension [69, p. 47]
that one can think of as an arrangement of points. By this definition, all objects of the
“real” world can be thought of as manifolds. For example, a string can be seen as a
curve and thus a manifold, or a sheet of paper that can be viewed as a bounded plane.

A key property of all manifolds is their intrinsic dimension. It can be interpreted
as the minimum number of parameters needed to describe a single point on such
a manifold [40, Ch. 1]. For a curve for example, a single parameter, such as the
cumulative length, is enough to describe every point uniquely. Thus, the dimension of
every curve is one, and it is a one-dimensional manifold. Analogously for a surface, a
x and a y coordinate can be used to describe every point locally, meaning that it is a
two-dimensional manifold.
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2. State of the Art

A hollow sphere on the other hand is generally an object that can only be visualized
in three dimensions. But contrary to intuition, it is a two-dimensional manifold. Two
coordinates, the longitude and latitude are sufficient to describe a point on the sphere,
but they are not continuous functions [40, Ch. 1]. This local two-dimensionality can be
experienced every day—locally, the earth can be seen as flat, but this assumption does
not hold anymore when viewing the object as a whole.

And this is the second important property of manifolds: an n-dimensional manifold
can be described locally around each point as the Euclidean space R

n [40, Ch. 1].
But, that does not mean that it can be embedded into an R

n-dimensional Euclidean
space. Here, embedding can be taken literally and describes whether one object can
“hold” another. Mathematically, it means finding a diffeomorphic function to put one
manifold into another space [69, Ch. 3]. In this context, a function is diffeomorphic if
it is invertible on the image of the function and both the function and the inverse are
smooth (i.e. differentiable) [38, 50].

Although the sphere is a two-dimensional manifold, it cannot be embedded into two
dimensions but only in three or more. Whitney’s theorems [73] give a limit on how many
dimensions are needed to embed a manifold. In this thesis, embeddings are crucial to
transport densities, and we will assume that there is access to multiple time delayed
measurements. Based on the embedding results of Whitney’s theorems, Packard,
Crutchfield, Farmer, and Shaw [48], Aeyels [2], and Takens [68] describe a way to use
time delays to reconstruct the system attractor [45].

These ideas, referred to as Takens’ theorem, state that with enough time delays
collected, a diffeomorphic version of the underlying manifold can be reconstructed.
Generally, one needs to collect 2d + 1 time delayed measurements of a dynamical
system to find such an embedding, with d ∈ N being the dimension of the underlying
manifold. The use of this theorem will become clearer in later sections and serves as
the theoretical foundation.

2.2. Transport of densities with normalizing flows

In recent machine learning applications, the core goal is often to approximate the
underlying distribution given a set of measurements (i.e. samples) [38, 50]. Doing
this accurately enough enables two main things: 1) create more data by generating
new points based on the underlying distribution, and 2) determine how likely a
measurement is, or falls into a certain range (e.g. applicable in outlier detection) [38].
Over the last few years, the first objective has been worked on extensively.

One major contribution in this field that has received significant attention are genera-
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tive adversarial networks (GANs) [26] proposed by Goodfellow et al. They combine two
models: a generator and a discriminator. The generator creates new samples while the
discriminator tries to distinguish them from the original dataset [26]. With this setup,
the two models can train each other. This simple yet powerful approach leads to many
advantages [42], such as its great sampling dynamics [26, 38]. GANs also have their
drawbacks such as that this configuration does not allow determining the density of
new points (i.e. the second item from the enumeration before) [38].

Similarly to GANs, normalizing flows (NF) [66, 67] are also probabilistic generative
models that try to learn the underlying distribution in an unsupervised manner [38].
Due to their construction, they allow for efficient sampling and scoring of data points.
Apart from outlier detection, this can be useful in many areas, such as in classifying
samples, or calculating the expectation of the process [49, p. 12]. It can also be used to
validate the model with statistical tests, such as a one-sample goodness-of-fit test [33,
49]. NFs are a crucial part of this thesis and will be discussed in the following.

The general goal of normalizing flows is to find a series of invertible functions that
transform an observed complicated distribution to a simple known distribution (e.g.
normal distribution). When applied, those functions can then gradually transform
samples from one distribution to the space of a simple one, as visualized in Figure 2.3.
This setup is also the origin for the name normalizing flow. The data points flow
through the function(s) until the “normal” form is reached [38]. Since the functions
are computationally invertible by construction, the reverse direction that transforms a
normal density into the complicated density, is also feasible.

Figure 2.3.: On the left, 5, 000 samples are shown that are drawn from a “complicated”
two-dimensional distribution. Through a series of three diffeomorphic functions, those
samples are transported to a two-dimensional standard-normal distribution (left to
right). In the right-most frame, points that follow a true standard-normal distribution
are plotted beneath the transformed samples in gray for comparison.

More formally, assume that the measured samples are real valued D-dimensional
vectors x1, x2, · · · ∈ R

D drawn from a complicated distribution. Flow-based modeling
tries to express each of those data points x by applying a transformation T to a random
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2. State of the Art

variable u of dimension D [50]. With the correct choice of T, the distribution is then
defined by

x = T(u) with u ∈ R
D, u ∼ fu(u). (2.5)

fu is the probability density function of u and is almost always the density of a normal
distribution (typically the standard normal) [38, 49, 50]. The goal—and also the difficult
part—is to find an approximation of T based on the observed samples that also has an
(easy to find) inverse. More specifically, T needs to be diffeomorphic, meaning that the
inverse exists, and both the function and its inverse are differentiable [38, 50].

Under those conditions, the change of variables formula [8, pp. 194–197] can be
applied and the target density function fx can be reformulated by the means of the
simple known density to

fx (x) = fu

(

T−1 (x)
)

|det JT (u)|−1

= fu

(

T−1 (x)
)

|det JT−1 (x)| ,
(2.6)

as is done in [38, 50]. JT (u) is the D × D Jacobian

JT (u) =
[

∂T
∂u1

· · · ∂T
∂uD

]

=









∂T1
∂u1

· · · ∂T1
∂uD

...
. . .

...
∂TD
∂u1

· · · ∂TD
∂uD









, (2.7)

containing all first-order partial derivatives of T. T is then the push-forward of fu to fx,
namely fx = T# fu [38]. Note that this is the push-forward of a density, not a measure as
used before. The change of variable can be viewed as T warping the underlying space
to fit the densities and |det JT (u)| correcting the volume so fx still integrates to 1 [50].

While this gives us a way to express the new density fx based on fu with a given
transformation T, it says nothing about its existence or how to approximate it. It has
been formally and constructively proven that, under reasonable assumptions for the
densities fu and fx, there exists a diffeomorphism T that pushes fu forward to fx [7, 50].
Constructing this arbitrarily complex diffeomorphism may be difficult and evaluating
this function at a point, inverting it, or calculating the determinant of the Jacobian
may be computationally infeasible. To overcome this problem, one typically uses a
composition of multiple simple diffeomorphic base functions [38]. These diffeomorphic
transforms can then be applied in sequence:

T = T1 ◦ · · · ◦ TN . (2.8)

This composition of diffeomorphisms can be seen as a single complex diffeomorphic

transformation. It can still be inverted easily by inverting each function individually
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and reversing the order. |det JT (u)| can also be calculated by applying the chain rule
from calculus, and multiplying the individual |det JTi

(u)| [38, 50].

From those multiple individual functions, a complex diffeomorphism can be con-
structed. The flexibility and complexity of those base functions determine the compu-
tational performance and the expressiveness [38, 50]. A trade-off between those two
needs to be found. One intuitive approach would be to perform a linear transformation
such that

Ti (x) = Ax + b with A ∈ R
D×D, b ∈ R

D. (2.9)

Those linear flows are simple and easy to calculate, but they bring some inherent prob-
lems. The most crucial disadvantage is that when starting with a normal distribution, a
linear transform will only result in another normal distribution with different expecta-
tion and variance [38]. Meaning that a unimodal normal distribution could never be
transformed into a higher-modal distribution. The same holds for distributions of the
exponential family [38]. Another issue lies in the fact that some operations (such as the
determinant of the Jacobian) generally take O(D3). Especially for higher-dimensional
data this might become a problem. To circumvent it, special matrix forms could be used,
but while diagonal matrices are easy to work with, they cannot express correlation
between dimensions. Triangular matrices are hence often a good middle ground [38].

2.2.1. Artificial neural networks

With the popularity and advantages of neural networks one might be wondering
if and how they can be applied in the context of normalizing flows. In practice,
neural networks are often used to implement the individual diffeomorphic composite
functions T1, . . . , TN (see Equation 2.8) [50]. This section serves as a brief overview
of artificial neural networks and can be safely skipped by readers familiar with the
foundations. It is loosely based on [3].

A neural network can be viewed as a function Θ with many internal parameters that
govern how an input x is mapped to an output y. The goal is to adapt those parameters
in a way that function behaves as desired. Typically, this neural network consists
of multiple so-called layers, each of which containing neurons. In its simplest form,
the neurons of one layer are only connected to the neurons in the subsequent layer.
The first layer serves as the input of the function and is referred to as the input layer.
Analogously, the last layer is the actual output of the function and is the output layer.
This structure is depicted in Figure 2.4.

Based on the input of the function (i.e. the values of the neurons in the input layer),
the values propagate through the network. The value of neurons in layers after the
input layer are simply a weighted sum of the values of the preceding neurons, as
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Figure 2.4.: An artificial neural network consisting of three layers. The circles depict
the neurons, and the arrows indicate connections between them. A classical neural
network can be visualized as a directed acyclic graph.

indicated by the arrows in Figure 2.4. Those weights are the internal parameters of
the function and subject to optimization. More formally, the value of a neuron n

is ∑m∈N(n) Φ (Wm
n m). With N(n) being the neurons that are connected to n, Wm

n ∈ R

the weight of the connection between neurons n and m, and Φ an in principle arbitrary
function. It is the so-called activation function and ensures that the network can learn
non-linear relations. Often, the sigmoid function 1

1+e−x is used.
Another important function is the loss function that defines how accurate the output

is compared to the ground truth. There are many choices available, but often the mean
squared error function is used. With this loss function and samples to compare the
output to, an optimization problem can be solved that minimizes the error. The most
common technique to solve this optimization problem relies on backpropagation [61],
a procedure that determines the gradients of the weights based on the results of
the loss function. An optimizer can then adjust the weights based on the gradients
and approximate the optimum step-by-step. One simple such optimizer is stochastic
gradient descent [58].

The success and ease of this optimization process is greatly governed by the hyper-
parameters of the artificial neural network. Such as the number and size of layers,
the optimizer used, and the specific choice of functions (e.g. activation, loss). Those
hyper-parameters are often searched by an algorithm or determined by trial and error.
Once suitable hyper-parameters are found, and the neural network has been trained, it
can be used in the desired scenario to make predictions for previously unseen data.
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2.2.2. Normalizing flows with artificial neural networks

Artificial neural networks have proven to be a versatile tool in a wide variety of
problems and are also used at the core of many normalizing flows algorithms. But two
major issues prevent arbitrary complex networks from becoming a drop-in replacement
for classical transformations. When the artificial neural network is the function T

itself, the inverse T−1 must exist. Generally, networks can be constructed in a way that
the inverse exists [30] but calculating it may become computationally infeasible with
a complex neural network. The second issue is of the same nature: calculating the
determinant of the Jacobian [50]. While the problem of invertibility can be overcome by
imposing restrictions on the weights and activation function [30], ensuring an easy way
to calculate the determinant requires a more elaborate architecture.

There are multiple ways to change the construction of those Ti to overcome these two
problems and use arbitrarily complex neural networks. One of the more prominent
ways are coupling flows that were introduced by Dinh, Krueger, and Y. Bengio in [17].

Coupling flows

Coupling flows are constructed such that the inverse of the transform and the determi-
nant of the Jacobian can be trivially obtained [17]. To achieve this, the authors propose to
split the input vector x ∈ R

D into two parts x1:d−1, xd:D. The first part is used to compute
parameters Θ with an arbitrarily complex neural network Θ (x1:d−1) = NN (x1:d−1).
The first part of the input vector, x1:d−1, remains unmodified, but the resulting param-
eters Θ are used as an input for a diffeomorphic function g, the coupling transform. g

maps xd:D, the second part of the input, based on Θ. More concisely,

y1:d−1 = x1:d−1

yd:D = g (xd:D; Θ (x1:d−1)) .
(2.10)

This architecture is illustrated in Figure 2.5.
When incorporating the artificial neural network this way, the complete process can

now be easily inverted. Since the first part of x has not been changed, the neural
network can be rerun to create the same parameters Θ again. And since g has a
computationally efficient inverse by construction, it can be determined based on the
parameters Θ. Moreover, as shown in [17], the Jacobian has a triangular form, meaning
that the determinant simply equals the determinant of g [38]. So, an arbitrary complex
neural network can be used without the need to invert it or to calculate the determinant
of the Jacobian of the network itself.

Two questions remain unanswered: how to partition the vector x into two parts,
and how to choose g. Typically, the vector x is simply split in half [38] but in some
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yx

xd:D

x1:d−1 y1:d−1

yd:D

Θ (·)
Coupling Network

g (·; ·)
Coupling Transform

Figure 2.5.: This figure visualizes the forwards pass of coupling flows. The coupling
network only operates on part of the data, x1:d−1, and outputs the parameters used to
transform the other part, xd:D, with the actual coupling transform g [38, 50].

architectures, more elaborate methods are used [18]. Regarding the second question,
usually the coupling transform g is applied to every element individually. The neural
network then returns one parameter for each dimension, where those dimensions often
have their own function g [38]. More formally,

yd:D = (gd (xd:D; Θd (x1:d−1)) , . . . , gD (xd:D; ΘD (x1:d−1))) . (2.11)

For the specific choice for the coupling transform(s), there are many possibilities,
as listed in [38]. In the original paper [17], a simple additive coupling g (x; Θ) =

x + Θ or affine coupling g (x; Θ) = Θ1x + Θ2 is used. But these transforms are not
universally expressive and multiple coupling flow layers are needed to describe complex
distributions [38, 50]. When stacking multiple coupling layers after another, it is often
useful to permute the input vector x to improve the model’s expressiveness [21, 38, 50].

Neural spline flows

While these aforementioned simple coupling transforms are often sufficient, more so-
phisticated approaches such as those based on splines typically yield better results [21].
Splines [62, 63] are a way to interpolate between multiple points. Typically, polynomials
of the same degree are used to connect two points (so-called knots) [38]. As the degree
of the polynomials increases, more degrees of freedom for the parameters become
available while still connecting neighboring knots. Those degrees of freedoms are
usually filled by enforcing constraints on the derivatives. In most applications, splines
consist of only low order polynomials that are easy to invert and calculate [50]. The
number and position of those knots parameterize the actual function.

There are multiple instances where different forms of splines have been used as
a coupling transform, such as in [20, 21, 46]. Contrary to those, Durkan, Bekasov,
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Murray, and Papamakarios propose in [21] an approach based on monotonic rational-
quadratic splines. This special spline is a piecewise function that divides two quadratic
polynomials. The neural network that determines Θ (x1:d−1) of the coupling flow
outputs the parameters for the splines (i.e. knots and derivatives) [21]. Each xi is then
transformed with its own rational-quadratic spline [21].

This approach is a direct replacement of the affine or additive layers described
in [17] for the coupling transform g. The experiments performed in [21] show that
neural splines can learn complex distributions more quickly and need fewer parameters
compared to other transformations, while still working in higher dimensions.

Library for normalizing flows in Python

Many open-source implementations for normalizing flows in Python are available but
since they are relatively new, few implementations provide a mature API. For this
thesis, we decided to use neural spline flows with a coupling architecture. They provide
enough flexibility for the given problems and learn relatively quickly. As for the specific
library, Pyro [6, 54] was used. It builds on top of the machine learning framework
PyTorch [51] and adds functionality for working with probabilities.

2.3. Transport of discontinuous densities

Normalizing flows are a great tool to transport densities, and particularly their invert-
ibility allows them to be used in a variety of fields. As we will see later, this invertibility
is the reason that normalizing flows often fail to approximate the true underlying
transport map. Especially, when dealing with discontinuous densities finding the
transport map with normalizing flows directly is usually not possible.

We will now revisit the definition of densities and define what makes a density
discontinuous. Similarly to [45], only two types of discontinuous functions are of interest
in this thesis: those with a jump discontinuity, and those diverging to infinity.

Definition 3 (Discontinuity). A density function f has a jump discontinuity at a ∈ R if

lim
x→a−

f (x) ̸= lim
x→a+

f (x). (2.12)

A density function f diverges to infinity at a ∈ R if

lim
x→a−

f (x) = ∞ or lim
x→a+

f (x) = ∞. (2.13)

While it may not be intuitive at first, discontinuous densities can arise easily even
with a “nice” underlying definition. For this, we will look at densities defined by
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their push-forward from the uniform density. When pushing a continuous density fµ

forward with T to fν, discontinuities can arise depending on certain properties of T. For
a point x where the map T is flat or folded (i.e. T′(x) = 0), the new density fν diverges
to infinity at this point. A jump discontinuity can either be caused by a non-continuous
derivative of the transport map or might arise if T is non-injective [45].

The basic scenario described in [45] is that objects are distributed uniformly on an
unknown manifold, move with the same pattern, and measure variables. Often, those
measurements only reveal a part of the variables (i.e. only some dimensions of the
manifold) and the goal is to reconstruct it fully. This can be seen as reconstructing the
original underlying map T. Moosmüller, Dietrich, and Kevrekidis do this by relying
on a so-called observation process capable of measuring subsequent values. This section
summarizes the main ideas of [45] and while it is particularly important as a foundation
for the main part, Chapter 3, some parts may be hard to understand at first and will
become clearer with the examples presented later.

When the sampling process of some variables gives rise to discontinuous densities, it
can become difficult to determine the true underlying relation (i.e. manifold). For a
complete understanding of the process and to make new predictions, knowledge of
this exact manifold is needed. A typical way to recover such a manifold is to solve the
optimal transportation problem to map the observed density to the original space with
minimal cost. This results in a manifold that will produce an identical density but might
be different from the real manifold. Such a direct approach is tried in Section 3.1.3 with
a normalizing flow that yields “incorrect” results. In [45] and in this thesis, the major
point of interest is to find the true underlying manifold.

With only a single measurement, reconstruction of this true manifold is not possible.
To overcome this problem, the authors of [45] use Takens’ theorem (see Section 2.1.3) and
collect multiple measurements from each moving object on the underlying manifold.
With those additional measurements, a diffeomorphic manifold can be constructed that
is then used as a starting point instead of the discontinuous density itself.

While this observation process adds more data, the dimensions typically do not
match anymore making it incompatible with transportation. To overcome this issue, the
map is parametrized such that the manifold can be embedded in a lower dimension.
With this step, transportation is again possible and as this version of the manifold is
already diffeomorphic to the underlying true solution, classical transport algorithms
can reconstruct the true underlying manifold (up to isometry). Another advantage of
this process is that by increasing the dimension with time delays, observed densities
with a lower dimension than the original underlying manifold can be transported, for
example densities of marginal or conditional distributions. This would not be possible
without this procedure, as transportation only works with matching dimensions.

16



3. Transport of Discontinuous Densities

with Artificial Neural Networks

The work presented in [45] is the foundation of this thesis. Many of the ideas of [45]
are discussed in this chapter and some of the results recreated. The one-dimensional
example from [45] is reproduced in Section 3.2.1 to Section 3.2.3 and the ideas of the
two-dimensional case are used in Section 3.4.1 to Section 3.4.5. We extend the ideas
so that artificial neural networks (with normalizing flows) are applied and show most
intermediate steps that were left out in the original work.

This chapter begins with Section 3.1 where the concrete problem is presented with
the help of an example. How normalizing flows can be applied to the problem and
why a direct solution can fail is the first topic discussed. Section 3.2 then continues
by presenting a way to overcome the problems of the direct approach by including an
observation process to recover the manifold. After some additional notes regarding this
procedure, a second problem is presented in Section 3.3 that is not discussed in [45]. For
the observation process, we assume that objects move on the underlying manifold and
time delayed measurements can be taken. This section is dedicated to the underlying
dynamical process and how it can be learned with neural networks.

These sections only look at the problem in the one-dimensional case. Section 3.4
is devoted to describing how these procedures can be generalized by applying them
to a two-dimensional toy example. It also discusses how a marginal or a conditional
density can be transported to a joint density. Section 3.5 shows how this process could
be applied in the real world by recovering the manifold of a simulated cell by observing
the movement of bacteria on it.

3.1. Overview

The theoretical part already describes the process and requirements for recovering a
manifold in detail. This section is dedicated to giving a clear overview and intuition of
the problem itself and shows how normalizing flows can be used in practice. With this
knowledge, we try to apply normalizing flows directly to solve the presented problem.
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3.1.1. Problem description

We will begin with an exemplary one-dimensional problem because it is the easiest to
follow. Thus, only one-dimensional values that give rise to a discontinuous density
are measured. These discontinuous densities can arise in many scientific areas [1,
9, 43] but imagine a simple use case, where cars drive on a highway. The cars are
uniformly distributed on the highway, and they all measure a variable y, for example,
the temperature. In addition, each car has a unique position x on the highway, but
that location is unknown. Only the cars’ measurements of the temperature y at their
respective positions can be observed. This results in an unordered list of temperatures
without any access to the underlying position x on the highway. Our goal is to recon-
struct the function y = T (x) that describes the temperature y over the highway. The
uniform distribution of the cars on the highway in combination with the map T cause
the recorded density which is discontinuous in this case.

Such a concrete example, with a specific choice for T, is shown in Figure 3.1 and
will be used throughout this section and in almost all one-dimensional cases. The map
used is identical to the one used in [45], and in Section 3.2 we will follow the presented
ideas to reconstruct it. Note that we assume T(x) to be unknown, as its reconstruction
would not be required otherwise.
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Figure 3.1.: The recorded histogram of y-values is illustrated on the left. It has a
jump discontinuity at y = 0.5. On the right, the true unknown underlying relation
y = T(x) = −2(1 − x)3 + 3

2 (1 − x) + 1
2 is plotted.

While this and all other plots are abstract and do not use practical measures such as
the temperature, the car analogy is used throughout this thesis to aid explanation. So, y

is the feature that can be measured, the temperature, and x is the unknown underlying
space, such as the relative position on the highway.

The discontinuity of the recorded histogram in Figure 3.1 might leads us to believe
that the underlying map is very complicated. As illustrated in Figure 3.1 it is a simple,
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non-invertible folded map that causes the discontinuities. The measurements themselves
are uniformly distributed on x (i.e. the highway), but y values smaller than 0.5 can
only be produced by the first half of the manifold. Values larger or equal to 0.5 can
be observed twice, at the start and the end of the highway. This causes the jump in
the observed histogram at y = 0.5 because suddenly the same temperature is recorded
more often. The fold of the map causes the divergence to infinity at y = 1 for infinitely
many cars. This is because the gradient of T is zero at x = 0.5, and y = T (0.5) = 1. As
the gradient approaches zero, many cars measure a temperature arbitrarily close to 1,
resulting in a high probability for y ∈ [1 − ε, 1] and a small positive ε.

The map T is a push-forward of fx to the density fy = T# fx, and thus, the underlying
distribution of the cars is crucial. When changing either T or fx, the results change and
a different density fy is observed.

3.1.2. Transporting densities with normalizing flows

For now, we will take a step back from this concrete example and investigate how
normalizing flows can be applied. In the theoretical part of this thesis, we discussed
that NFs can find push-forwards, so they are capable of finding the same type of
transformation we are looking for. In Section 3.1.3 we will try to find the push-forward
T with a normalizing flow. But first, we will discuss in this section how NFs can be
used to transport between arbitrary densities.

Throughout the thesis, normalizing flows are used to express (unknown) compli-
cated probability distributions by the means of a simpler, known distributions. More
specifically, they are used to find an invertible transport map between the density
of a uniform distribution and the target density. While the theory behind normaliz-
ing flows itself has been discussed thoroughly in Section 2.2, the aim of the following
is to show their versatility in practice and to get a better feel on how they can be applied.

It is important to keep in mind that normalizing flows operate on samples that follow
the target distribution and can “flow” through the function(s) to transport them back
and forth between the simple source and the complicated target. For that, we use neural
spline flows with a coupling architecture in higher dimensions. To fit the transport
function T that pushes the normal density forward, the training process maximizes
the so-called (log) likelihood function [38]. This likelihood function describes the
probability for given samples to happen.

T is then adjusted by an optimizer based on a loss function. To determine the loss, the
samples are transported to the simple distribution with T−1, where the (log) likelihood
can be calculated. For a known distribution, such as the normal distribution, the
probability for a sample can be efficiently determined. Once T has been approximated
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well enough, it can be used as a push-forward. A concrete implementation that uses
normalizing flows to transport a normal to a uniform density is found in Appendix A.

Normalizing flows use simple functions, which often lack expressiveness, to transport
points. One check to ensure that the architecture is flexible enough, is whether it is
capable of changing the modality of a distribution. If too simple transformations are
used, such as only linear ones, a normal distribution can only be transported to another
normal with different variance and mean [38]. To demonstrate versatility, Figure 3.2
illustrates a NF approximating a bimodal distribution. While the function T produces
some slight deviations and some unexpected bumps or dents, it learns the density
accurately. With the push-forward T, transportation in both directions is now possible.
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Figure 3.2.: On the left, a histogram of a bimodal normal distribution is visualized
in light blue. By applying the normalizing flow T−1 to each sample, the dark blue
histogram arises. It approximates the density of a normal distribution (green). The right
figure shows the inverse direction. Sampling new points from the normal distribution
and transporting them with T (blue) to reproduce the original histogram (black).

In many cases, mapping to and from a normal distribution is not enough if one
wants to transport a complicated density to another arbitrary density. This could be
useful, for example, if the distribution of pictures of faces is learned and one wants
to interpolate between two faces, as is done in [37]. This can be achieved with a
rather simple trick: both densities are mapped with a normalizing flow to the density
of a normal distribution. To go from one distribution to the other, samples are first
transported to the known normal distribution and then mapped into the other space.
This process has been visualized in Figure 3.3, where the previous bimodal distribution
is transported to a trimodal distribution (and vice versa).

For this transport, two normalizing flows, T1 and T2, have to be learned. Transporting
a sample from the bimodal to the trimodal distribution can then be done with T2 ◦

T−1
1 . While this is only an approximation, it works well enough in practice. Such

a concatenation of the push-forwards T1, and T2 is illustrated in Figure 3.4. This
intermediate step allows finding a push-forward of an arbitrary source and target.
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Figure 3.3.: This illustration shows a transport between two unknown normal densities
with different modality. A bimodal density (left) can be transported to a normal
density (center) with the inverse of a normalizing flow. Transporting the samples with
another normalizing flow result in the trimodal density (right). The black histograms
in the left and right plot show the original samples, whereas the colored histograms
(blue / orange) show points transported from bimodal to trimodal or vice versa. The
middle figure shows the density of a normal distribution (green), and the density of
the transported bimodal distribution (blue) and trimodal distribution (orange).

It is worth noting that in those aforementioned examples, the densities have always
been pushed forward from the density of a normal distribution. In this thesis on the
other hand, the source distribution is typically assumed to be uniform. As most other
libraries supporting normalizing flows, Pyro allows the use of any known distribution as
a base distribution. But in Pyro, some errors with uniform densities were encountered
when elements fall out of the uniform bounds. To overcome this issue, a second
transformation can be added that maps back and forth from the normal density. This
could be done with uniform samples and training another normalizing flow, but the
more elegant approach that has been used in this thesis, relies on the Gaussian Φ and
Φ−1. These can be used to transport back and forth between the uniform and normal
density, as described for example in [24, Appendix A].

Further, it should be mentioned that normalizing the samples before the learning
process to have mean 0 and variance 1 greatly aids in the learning process. Libraries
such as scikit-learn [52] provide functions to easily (de-)normalize matrices.

3.1.3. Direct transport of discontinuous densities

In the previous sections, we discussed and saw that normalizing flows can find a
push-forward function given a simple known density and samples following another
complicated distribution. We will now continue with the in Section 3.1.1 proposed
problem and with the previous analogy: uniformly distributed cars on a highway
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Figure 3.4.: The left figure visualizes the individual push-forward maps showing
how mass from a normal distribution can be transported to a bimodal or a trimodal
distribution. The blue function transports z to the bimodal density, whereas the orange
transports it to the trimodal density. The concatenation describing how to push the
bimodal density forward to the trimodal density is visualized in the right plot.

measure the temperature y at their respective position, and the goal is to reconstruct the
function T. As mentioned before, the function T is a push-forward from the uniform
density. Thus, we can try to use NFs to find this push-forward. So, we continue as in
the previous section and learn a NF transporting a uniform density to the observed
samples (i.e. the temperatures). Figure 3.5 visualizes the results of this process.

The first observation that becomes apparent when looking at this figure is that
while the normalizing flow approximates the underlying density well, it does not
find the true transport map T. In some scenarios, finding an arbitrary push-forward
might be sufficient, especially when only new samples need to be drawn from a com-
plicated distribution. As for the example where T describes the temperature of the
highway, identifying the true underlying system is required to make correct predictions.

Folded maps are surjective and therefore not invertible, but normalizing flows are
constructed so that the underlying function must be invertible. Thus, NFs cannot find
any maps that are folded [38, 50]. Approaches relying on solving the optimal transport
problem to find transport maps can face similar problems. Solving the optimal transport
problem proposed by Monge with the usual cost function of c (a, b) = ∥a − b∥2 yields
a unique monotonically increasing solution (i.e. not folded) [45]. In this example
presented, the normalizing flow approximates this optimal solution.

Especially with discontinuous densities, the true underlying map is likely to be
folded and thus such an approach will not lead to the correct solution. Even in the
continuous case, there are scenarios where multiple different transport maps exist and
the true relation cannot be found, as will be discussed in Section 3.2.4.
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Figure 3.5.: This figure illustrates the push-forward a normalizing flow finds (orange)
when directly applied to the observed distribution of y values. The plot on the left
shows the true recorded histogram (blue) compared to new samples drawn from the
uniform distribution and then transported with the normalizing flow. On the right, the
push-forward function of the normalizing flow is compared to the real unknown map
T (blue). In the push-forward that has been found, the discontinuity of the derivative
at y = 0.5 causes the jump discontinuity in the density [45].

3.2. Reconstruction of one-dimensional discontinuous densities

In the previous section, we saw that normalizing flows (and optimal transport ap-
proaches) fail to recover the underlying manifold when the map is folded, even in some
continuous cases [45]. The goal of this thesis is the identification of the real underlying
map regardless of whether it is folded. Therefore, the process must be adapted such
that it can approximate the true T. In the following, we will continue the above example
with the ideas from [45] to perform reconstruction.

3.2.1. Observational process and time delay embedding

We saw that normalizing flows find unfolded, and for discontinuous densities non-
differentiable maps. When the requirement is to reconstruct only a differentiable map
from the measurements, one can use the approach presented in [45, Appendix A], but
we want to find the correct solution. With the current measuring process of y, one can
never be certain whether the approximated map is the true underlying relation. For
example, it could be that on some part of the road a different asphalt is used, explaining
the abrupt change in the gradient of the temperature, and making the solution found
by the normalizing flow the correct one. To overcome this issue, the measurement
process has to be changed to be more systematic than only collecting single values. As
proposed in [45], an observation process is used that follows an unknown but consistent

dynamical process where the underlying variable(s) change.
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Continuing with the car analogy, this means that all cars move on the highway with
the same speed, that is, the objects move on the underlying manifold with a consistent
motion. Instead of only measuring the value y (i.e. the temperature) at a specific point
in time, access to subsequent values at later positions on the manifold (i.e. highway),
(yn, yn+1, . . . ), are required. Since all cars move at the same speed, the difference in
x, while unknown, is consistent over all cars. This difference does not need to be
consistent over time delayed measurements. For example, the second measurement
could be one second after the first, while the third is one minute after the second.

Takens’ theorem (see Section 2.1.3) states that with enough time delayed measure-
ments, the time delays can be used to create a diffeomorphic embedding of the manifold
we are looking for [45]. For one-dimensional problems, as the one we are currently
discussing, the theorem says that up to three time delays are needed. For the example
presented in this section, even two time delayed measurements are sufficient.

With this knowledge of consecutive values, and the fact that the embedding is
diffeomorphic, reconstruction of the true underlying manifold T becomes feasible.
Intuitively, the local movement of the underlying objects can be used to verify a solution.
Figure 3.6 shows the diffeomorphic time delay embedding for the measurement process
and example discussed before.
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Figure 3.6.: The time delay embedding given two consecutive measurements of y,
namely (yn+1, yn) = (T (x + τ) , T (x)) is depicted in this plot. It results in a curve that
is diffeomorphic to T. The constant offset τ does not affect the diffeomorphism itself,
but changes the “width” of the fold and can be unknown.

While this illustrated curve is not the solution T, it looks “very similar” to it. Takens’
theorem says that this curve is diffeomorphic to the true underlying manifold and
hence folded the same way. Only an invertible (and differentiable) function is required
to map it to the correct solution. Thus, no new folds need to be added and normalizing
flows can be used again. This diffeomorphic embedding contains more data than the
original histogram, and, from now on, will be used instead. The original histogram can
be recovered by projecting the data points onto the plotted y-axis.
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3.2.2. Unfolding discontinuous densities

While this diffeomorphic curve contains more information, it cannot be used as a
starting point by itself. First of all, it is two-dimensional, and it needs to be transported
to a one-dimensional space x. Secondly, in the previous sections, and especially when
trying the direct transport in Section 3.1.3, we saw that folded transport maps cannot
be constructed by most algorithms. The diffeomorphic curve also has a fold that causes
the same issues. To overcome those problems, this curve must be cleverly encoded to
still allow the added information from the time delay to be used.

Moosmüller, Dietrich, and Kevrekidis propose in [45] to resolve the problem by
unfolding the underlying density, on which the following section is based on. In
this one-dimensional case, the time delay embedding is a curve with respective posi-
tions (yn+1, yn). Assume for a moment that the transport function T is known. With it,
the true underlying diffeomorphic curve c (x) = (T (x + τ) , T (x)) can be defined.

There is an intuitive approach to unfold a curve: parametrizing it by its arc length.
When interpreting a function as a string, the arc length describes the length of this
string up to a given point and is monotonically increasing. It is formally defined as

arcl (x) =
∫ x

0
∥c′(t)∥dt, (3.1)

for a curve c(t) and in this case x ∈ [0, 1]. The major advantage of this parametrization
by the arc length of a curve is that it does not have any folds because it is monotonically
increasing. When measuring a string (i.e. a curve) it can only become longer.

The map T is not known (yet), and hence neither the curve c nor the arc length can be
described exactly. With a large enough number of samples, both can be approximated
numerically. The arc length can be determined by calculating the cumulative Euclidean
distance of neighboring points

√

(p − q)2. The results when numerically parametrizing
the diffeomorphic curve by its arc length are illustrated in Figure 3.7.

This unfolding process allows us to overcome the aforementioned problems of the
folded time delay embedding while still retaining the additional information. By only
looking at the arc length s, the new unfolded version gives rise to a one-dimensional
continuous density. Secondly, this process allows us to describe the underlying one-
dimensional manifold, the curve, with only a single parameter. The arc length of the
curve can be seen as the single intrinsic state that describes the properties of the system.
With this, the dimensions now match and a transport to a one-dimensional uniform
density is possible. It also gives us information about the system itself, namely that
a transport to only one parameter is sufficient (i.e. the highway is one-dimensional).
Without those problems, this reparametrization of the time delay embedding can be
used as the intermediate space to reconstruct the true underlying transport map T.
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Figure 3.7.: The process of parametrizing the time delay embedding by its arc length is
illustrated. On the left, Figure 3.6 is shown again that displays the time delay embedding
(yn+1, yn). The monotonically increasing and hence unfolded parametrization of this
time delay embedding is depicted (center) with the corresponding arising continuous
density of the arc length s (right).

3.2.3. Reconstructing the underlying manifold

This unfolding process allows us to once again apply a normalizing flow to find a
transport map. But contrary to Section 3.1.3, the density is now continuous and based
on a diffeomorphic manifold. Hence, the normalizing flow can now approximate
an invertible push-forward of the uniform density that will be isometric to the true
underlying transport map. Meaning that the normalizing flow can find the true map,
with sufficient knowledge about x (e.g. the range).

The steps before can be seen as pre-processing the data such that classical transporta-
tion works. The normalizing flow that can now be learned is capable of transporting
points x ∼ U[0,1] to the arc length s and vice versa. Figure 3.8 shows the results of a
trained normalizing flow and that the underlying density can be approximated well.

With the car analogy, the normalizing flow can map the position of a car on the
highway to a position on a diffeomorphic highway. With it, each temperature can be
mapped to the position on the highway, allowing to reconstruct previously unknown
information. To be able to go in both directions, and to finalize reconstruction, a
map from the arc length s to the temperature yn, y (s) : s 7→ yn has to be found.
A computationally inefficient method would be to re-measure the arc length of the
diffeomorphic curve and stop once it has the desired length s. This yields a position on
the curve (yn+1, yn), allowing reconstruction of the measured value yn.

As only samples are collected, the complete function of the time delay embedding
is unknown, and the diffeomorphic curve and its arc length have to be approximated.
In the implementation for this thesis, the first tuple (yn+1, yn) for which the arc length
is greater or equal the desired s is returned. When there are only a few data points
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Figure 3.8.: This plot compares the true density created by the arc length of the time
delay embedding (blue), and new points sampled from the uniform distribution and
transported with the learned normalizing flow (orange).

available, it might be necessary to perform interpolation between the arc lengths.
Based on this implementation, every arc length can be mapped to the original yn

with y (s), as seen in Figure 3.9. When taking a closer look at this function, we can see
that it already somehow resembles the map we are looking for. And intuitively this
makes sense because we unfolded a diffeomorphic version of curve, and to transform
the unfolded version back (i.e. to refold it), the mapping needs the correct folds.
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Figure 3.9.: Plot of y (s) that maps each point of the arc length to the respective yn. A
slightly different version of this map can be constructed to recover yn+1.

With all the steps done before, and enough information about x, the true underlying
manifold can be reconstructed, and new points sampled. A point x is transported with
the normalizing flow f (x) to an arc length s, and then with y (s) mapped into the
underlying folded space. This results in the complete function T (x) = y ( f (x)), and
the corresponding density, as visualized in Figure 3.10.

Note that, when the underlying space is unknown, the exact manifold cannot be
reconstructed but only a diffeomorphic copy of it. As a simple example, imagine that
the true bounds on x are not [0, 1] but [0, 100]. The reconstructed manifold would then

27



3. Transport of Discontinuous Densities with Artificial Neural Networks

0.00 0.25 0.50 0.75 1.00

x

D
en

si
ty

Reconstructed y-density

0.00 0.25 0.50 0.75 1.00

x

0.00

0.25

0.50

0.75

1.00

y

Reconstructed transport

Figure 3.10.: This figure compares the ground truth (blue) with the approximated
solution (orange). The true manifold could be approximated (right) which will result
in a nearly identical density when sampling new points (left).

be defined on a different range and thus only be diffeomorphic to the true manifold.
Similarly in higher dimensions, the variables could be swapped. In this thesis, sufficient
knowledge for the complete reconstruction is assumed.

The reconstruction of the original underlying transport map has only minor devia-
tions. With this approximation, the temperature y on a position x on the highway can
be determined, without measuring a single x value. In the reconstructed map at x = 1,
a vertical bar can be seen. Because the NF is only an approximation, when it yields an
arc length greater than the length of the curve itself, it will be mapped to zero in this
implementation. As there does not exist a point on the time delay embedding for such
points out of range, there is no single correct way to resolve this problem.

In this section, we saw that by directly applying a transport algorithm such as
normalizing flows, the correct solution cannot always be found, especially when the
underlying map is folded. Discontinuous densities are often caused by folded maps
and thus require explicit attention. To overcome this problem, multiple time delayed
measurements were collected that can be used to find a diffeomorphic version of the
underlying manifold. By unfolding the density of the time delay embedding, the
dimensionality could be reduced, and we ensured that an invertible map is sufficient.
This unfolded version can be used to find a normalizing flow, allowing reconstruction.
When refolding the values, the map T can be evaluated at arbitrary positions.

3.2.4. Transport of continuous densities

In the previous sections, we discussed that the classical approach can even fail to
identify the true manifold for continuous densities. We will now see that time delays
are always required when needing to ensure that the identified transport is correct.
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We begin by looking at a density without a jump discontinuity, produced by ȳ =

T (x) = −4x2 + 4x. While this map is again folded, it is not “cut-off” as before, but
every y value corresponds to exactly one of two x values. Thus, the arising density
of this transport map, Figure 3.11 (left), has no jump discontinuity. A normalizing
flow, Figure 3.11 (right), cannot find the true map as it only finds invertible solutions.
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0.00 0.25 0.50 0.75 1.00

x

0.00

0.25

0.50

0.75

1.00

ȳ
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Figure 3.11.: The left plot shows the density that can be observed when one of the two
transport functions plotted in the right is used. The blue folded map (right) was used
to create the samples, but as this function is non-invertible it cannot be found directly.
A normalizing flow finds the orange curve (right).

This again shows that the problem described arises mostly with folded transport
maps, regardless of whether the density has a jump discontinuity or not. Still, the
density presented here is discontinuous, as it diverges to infinity at ȳ = 1. This time,
the solution is also differentiable. As transport maps are not unique, an additional
observation process is needed to be certain that the correct solution was found. This
also holds for continuous densities, as illustrated by a simple transport map where the
isometric version is found by the normalizing flow shown in Figure 3.12.

One can even construct examples, where the normalizing flow (with a specific
algorithm) finds a different solution than the isometric one. These examples show the
importance of multiple observations and a process that can identify the true system, up
to an orthogonal map, described in this thesis, based on [45].

3.2.5. Varying underlying densities

Up until now, we have assumed that the density we are transporting to is uniform. In
the car example, this means that the cars are uniformly distributed on the highway.
Since normalizing flows are used, any known base density can be used instead. To
be more precise, the two-step normalizing flow procedure illustrated in Section 3.1.2,
allows transport to any complicated density if enough samples are provided to learn
that distribution.
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Figure 3.12.: Similarly to Figure 3.11, this plot shows two different transport maps
(right) that both produce the density on the left. ŷ = T (x) = − 1

2 x2 − 1
2 x + 1 (blue) is the

actual function used for sampling, but the normalizing flow approximates the isometric
version (orange). Without additional data, the correctness cannot be determined.

In Figure 3.13, the same procedure to reconstruct the underlying manifold as before
is applied but the assumptions were changed. Instead of transporting the density of the
arc length to a uniform density, these push-forwards illustrate the same process with a
density from the standard normal distribution, and a bimodal distribution. Thus, the
cars on the highway would be distributed accordingly.
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Figure 3.13.: These plots show that different push-forwards are found, when the base
density is changed. Only the transport to the intermediate arc length is changed but
otherwise the process kept identical. On the left, the push-forward for points drawn
from a standard normal distribution are shown. In the plot on the right, the same is
shown for the bimodal distribution from Section 3.1.2.

Note that the analogy of a highway might not make sense anymore with an unre-
stricted base distribution, such as the standard normal. A uniform distribution has
clear bounds that one can imagine as the start and end of the road. And while the tails
of the density of unbounded densities can become arbitrarily small, they never reach
zero, meaning that the highway would need to be infinitely long.
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3.2.6. Number of time delays

Takens’ theorem gives a clear upper limit on the number of delays needed for a time
delay embedding to be diffeomorphic. In practice, it might be desired to collect
as few time delays as possible to reduce cost and time. In the previous example
(see Section 2.1.3), two time delays from the three necessary were sufficient to find a
diffeomorphic embedding. In this section, we will look at the benefit when increasing
the number of collected time delays even further than Takens’ theorem requires.

With the clear upper limit provided by Takens’ theorem, the answer might seem to
be that collecting more than 2d + 1 time delays is unnecessary. Figure 3.14 visualizes
how the previous example changes with additional time delays.
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Figure 3.14.: Indicated by different colors, this figure shows the arc length with increas-
ing number of time delays (left), the corresponding gradient (center), and the density
(right). In this example, two time delays are sufficient for a diffeomorphic embedding
and up to three are generally needed. The gradient of the arc length (center) becomes
smoother with more time delays, even when exceeding the maximum number of time
delays required.

Those smoother gradients of the arc length make the resulting densities also smoother
which can be beneficial when using machine learning. As the relations become more
linear, artificial neural networks (e.g. used in normalizing flows) can potentially learn
and express the underlying relation more quickly and with fewer neurons. While
this might not be a problem in those toy examples presented, when data becomes
higher-dimensional, reducing the training time might be required.
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3.3. The dynamical system

Reconstruction of the underlying manifold gives much information about the stationary
system, which was the highway x and the corresponding temperature y in the previous
example. With the introduction of time delays, the underlying objects needed to
move on a stationary system (i.e. the manifold). In this section, the goal is to learn
the underlying dynamical system—the movement of the objects—with time delayed
measurements. More specifically, a dynamical system is a process where a single
vector s serves as the intrinsic state and fully determines the future of the system [28].
Continuing with the car analogy, this means that we want to investigate how the cars’
measured temperature changes when it drives along the road. Throughout this section,
we will continue the previous one-dimensional example and also use the same data.

Even in the simple scenario of only a single measurement yn it is difficult to predict
subsequent yn+k values. Because folded maps are not injective, a single measurement
can correspond to multiple positions. Thus, an individual yn does not uniquely
determine the position on the underlying manifold. With this ambiguity, predicting
the future is difficult, because it is usually not possible to decide which of the intrinsic
states is the correct one.

For example, assume the same folded curve as before (see Figure 3.1) that could
describe the temperature on a highway. A measurement from a car could have been
taken on the left side of this folded map (i.e. first half of the highway), meaning the
temperature will increase in the next timestep, or, it could have been measured on the
second half and it will decrease with the movement of the car.

But when describing the system in a different way, prediction of the next state
can become easier. For instance, learning the dynamical system of the time-delay
embedding is possible, because a point on the curve (yn+1, yn) uniquely identifies the
state and allows prediction how the system will change (i.e. rate of increase / decrease).
Using this tuple as the intrinsic state and learning the corresponding dynamical system
of the time delay embedding comes with some difficulties. Although the system of the
diffeomorphic curve is two-dimensional, prediction of the next state can only be done
for points on this one-dimensional curve (yn+1, yn). While this increase in dimension
allows us to overcome the initial problem, it increases complexity without adding
higher-dimensional information.

In the previous sections, we were able to use a single dimension to parametrize the
underlying curve and hence saw that the intrinsic dimension is one. When using the
arc length parametrization as the single state of the system, all information can still be
encoded without increasing the dimension. As the parametrized function is monotoni-
cally increasing, every arc length has a unique position on this curve making prediction
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easier. Since we also saw that there is a mapping y (s) : s 7→ yn, the dynamical system
of yn (i.e. the temperature) can be learned by using s as the intrinsic state instead. This
parametrization allows us to learn the underlying dynamics and predict the observed
temperatures at the next timestep, all without increasing the dimension.

Given this apparent advantage, this section is dedicated to learning the nonlinear
dynamic of the (unfolded) system. In the one-dimensional case, understanding the
dynamics is equivalent to learning the steepness of the curve to estimate the position
at the next timestep. Thus, the goal is to learn the gradient. Such dynamical systems
are typically described with differential equations [57]. In the higher-dimensional case,
this corresponds with learning the underlying vector field [2]. In all dimensions, it
describes where to and how quickly a point on this field would “flow” into a direction
when imagining the vector field / gradient as water with turbulence [65]. For more
information on vector fields and gradients see for example [64], and [65] is a great
introduction for dynamical systems themselves. The extension of this concept in higher
dimensions is sketched in Section 3.4.6.

3.3.1. Learning the system with a neural network

There are many ways to learn the dynamics of a nonlinear system [28, 39], but in
this thesis, the method presented in [57, Sec. III.3] is used. There, Rico-Martínez et

al. propose to use an artificial neural network that is integrated with a fourth order
Runge-Kutta integrator. Runge-Kutta is a family of methods that allow numerical
integration and can be used to solve ordinary differential equations. [4] and especially
[4, Ch. 4] serves as a great introduction for numerical integration, available methods,
and contains much information regarding ordinary differential equations. The method
proposed in [57] is more thorough than needed for this simple scenario. Thus, the
following only describes the necessary parts to solve the scenario tackled in this thesis
with slightly adapted notation. Otherwise, it is very similar to [57, Sec. III.3].

The goal is to learn the underlying vector field of the parametrized version. This
possibly higher-dimensional gradient f we are looking for, serves as the right-hand side
of the ODE

s⃗n
′ = f (⃗sn) , with s⃗ ∈ R

d, f : R
d → R

d, (3.2)

where s⃗n are the coordinates of the d-dimensional space. Continuing the one-dimensional
example from before, this means that s⃗n is the arc length with a dimension of d = 1.
This unknown function f is the vector field and describes the underlying dynamical
system. To approximate it with the observed data, a neural network is used as the
function f itself.
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The weights of the network f have to be adjusted such that it approximates the
gradient correctly. When training a neural network with supervised learning, some
inputs and outputs of the function need to be pre-determined for the neural network
to learn, and the weights to be adjusted accordingly. In this case, there are only
measurements for the arc length itself, but not for the gradient. To be able to compare
the output of the network f (i.e. the gradient) with the measured arc length, the neural
network is integrated numerically with Runge-Kutta [57]. Given the current state of
the system s⃗n, this numerical integration method can approximate the subsequent state
s⃗n+1 with ⃗̂sn+1 by

⃗̂sn+1 = s⃗n +
1
6

(

k⃗1 + 2⃗k2 + 2⃗k3 + k⃗4

)

, (3.3)

with
k⃗1 = hf (⃗sn)

k⃗2 = hf

(

s⃗n +
k⃗1

2

)

k⃗3 = hf

(

s⃗n +
k⃗2

2

)

k⃗4 = hf
(

s⃗n + k⃗3

)

,

(3.4)

as formulated in [57]. This can be used for learning the correct f, up to a global
fourth-order error of O

(

h4
)

that depends on the step size h [4].
With Runge-Kutta, the right-hand side of the ODE (i.e. the neural network f) can be

used to continue the “flow” of the dynamical system. In this one-dimensional example,
this means that with a single position on the arc length sn, and the gradient f, the arc
length at the next time step sn+1 can be approximated with ŝn+1.

3.3.2. Architecture and training

We will now apply this method proposed by Rico-Martínez et al. to learn the dynamical
system of the arc length that in turn allows us to understand the dynamical system of
the temperature. As data, we use the previously collected points on the arc length. As
only samples are available, the arc length was approximated numerically and thus a
monotonically increasing list of sn values is available. Based on those points, tuples of
(sn, sn+1) can be created: sn would be an arc length and sn+1 the subsequent arc length
in the list. This gives inputs and outputs that can be used to train f.

In the car analogy, the goal is to predict the temperature observed by a moving car at
subsequent timesteps. In this construction, we assume that at one timestep, each car
drives to the exact position of the following car. If this is not desired, additional data
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has to be collected. For example, collecting (yn, yn+1, yn+2, yn+3) can also be used to
create sn = (yn, yn+1), and sn+1 = (yn+2, yn+3) with possibly a different step size.

Now that the training data has been acquired, the following procedure is executed
for random (sn, sn+1) tuples to train the neural network:

1. Apply the neural network f four times with input as described in Equation 3.4.

2. Calculate ŝn+1, the approximation of sn+1, with Runge-Kutta from Equation 3.3.

3. Adjust the weights of f based on the difference between ŝn+1 and sn+1.

4. Repeat with 1. until the global error is sufficiently small.

In the following, we will first look at the design decisions of the neural network
and then discuss the results in the next section. For the timestep h, dt = 1

sample size is
used with a sample size of 50, 000 (i.e. number of cars on the highway). This small h

ensures that the underlying space is in [0, 1] and it also normalizes the values to sane
boundaries so that training the neural network is more efficient and accurate.

As for the internal architecture used, this constructed example is very small and
hence a very basic neural network is sufficient. It contains two fully connected hidden
layers with 20 neurons each. For the activation function, the sigmoid function has been
used to ensure non-linear expressiveness. To train the neural network, the data set is
split into random batches of 300 samples. Every 300 processed samples of sn, sn+1, the
sum of their losses is calculated, and the weights updated accordingly. To calculate the

loss function, the mean absolute error ∑
300
i=1 ∥si+1−ŝi+1∥

300 is used [51]. Based on this loss, the
weights are adjusted by the AMSGrad optimizer, which is a variant of Adam [36, 56].

PyTorch [51] was used for implementing this approach. For the neural network
following the schematics proposed in [57, Sec. III.3] itself, the implementation by [15]
was used only with slight alterations.

3.3.3. Results

With this internal architecture and choice of hyper-parameters, the neural network
can be trained for a few hundred epochs (i.e. times the training data is processed
fully) to correctly approximate the true underlying f. With further fine-tuning of hyper-
parameters such as the learning rate, the training could be achieved faster. Figure 3.15
shows the approximation of this neural network f, the right-hand side of the ODE. As
is apparent, the overall approximations are very accurate.

Learning the dip of the gradient to nearly zero is difficult for the neural network to
approximate and needs many epochs. To ease this problem, more neurons might be
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Figure 3.15.: Those plots compare the performance of the neural network (green) with
the true values (blue). The gradient (left) can be reconstructed by taking the measured
arc length values sn and calculating f (sn). By integrating the gradient f numerically,
the arc length can be reconstructed (center). The right plot shows the histogram of
y-values created by the integrated, neurally approximated arc length.

beneficial. Collecting more time delays, as discussed in Section 3.2.6, makes this bump
flatter and the resulting function smoother, and facilitates the learning process.

As the function f is the gradient, it can be used to solve the initial value problem for
s0 = 0. When imagining the gradient as the turbulence in water, this would mean that
a leaf on this water is placed at the start and then observed as it moves according to
the flow. Solving for the positions of the leaf at specific points in time can be done with
Runge-Kutta by applying Equation 3.3 repeatedly. The more sophisticated initial value
problem solver provided in SciPy [72] was used for Figure 3.15 (center).

One has to keep in mind that while we were able to reconstruct this arc length
completely by solving the initial value problem in this one-dimensional case, it has a
different meaning. Intuitively, this solution means that a car starts at the beginning
of the highway and records the arc length while it drives along. Before, there were
multiple cars that recorded their own respective temperature. This difference becomes
apparent, when looking at the problem in a higher-dimensional case, as the manifold
cannot be reconstructed anymore. This will be discussed in Section 3.4.6.

With this procedure, the underlying dynamical process could be learned. Meaning
that the neural network allows us to continue the movement of an object on the under-
lying manifold and observe it at arbitrary timesteps. Together with the reconstructed
map, this can give much insight about the system and can be used for an even better
understanding of the underlying system.
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3.4. Approach for higher-dimensional discontinuous densities

In the previous sections, the one-dimensional case has been extensively discussed.
When extending the problem to higher dimensions, some parts, especially those
regarding the parametrization and unfolding, cannot be trivially transferred. This is
mostly because the arc length, the function used for the unfolding procedure, cannot
be used for higher-dimensional manifolds. This section is dedicated to extending the
one-dimensional approach to work in higher dimensions. This is done by investigating
a two-dimensional problem that again follows [45]. With this increase in dimensionality,
the procedure will not only be generalized but also allows for more applications.
One such application is presented in Section 3.4.5, where we will see that in higher
dimensions the underlying procedure does not only allow us to find the underlying
manifold but even enables us to transport densities when the dimensions do not match.

3.4.1. Two-dimensional discontinuous densities

The analogy of cars moving on a highway and measuring their respective temperature
can be slightly adjusted such that it makes sense in the two-dimensional case. Instead of
cars, we could imagine ships on an ocean, as suggested by [16]. For this analogy to work
properly, the curvature of the earth needs to be ignored. For the third dimension, this
could be easily changed to spaceships moving in the universe, but the two-dimensional
scenario will be sufficient to explain the higher-dimensional concepts.

Imagine ships uniformly distributed on a two-dimensional ocean (x, β1) sailing
with a consistent motion in β1-direction, where each of those ships measures the
temperature β2. Figure 3.16 is based on [45] and illustrates measurements that could be
observed in such a scenario. While in the previous example the underlying manifold
that produced this discontinuous density was one-dimensional (i.e. a curve), this time,
the unknown manifold is two-dimensional (i.e. a surface), as seen in the bottom center
of Figure 3.16. A two-dimensional discontinuous density is recorded (top left) because
the underlying map is again folded. Apart from the difference in dimensions, this
problem is very similar to the one-dimensional case.

In this example, each ship can measure the temperature β2 and also one coordinate
of the ocean, β1. We can imagine this with people living on an island on the edge of
the ocean that have a telescope. For each ship, the inhabitants can tell how far “left” or
“right” it is (i.e. measure one coordinate). Measuring how far away each ship is (i.e.
recording the x value) is not possible. Thus, two of the three variables can be measured,
namely β1, and β2. Of course, this is just an example to make the concept more feasible
and the concrete measurements can be arbitrary.
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Figure 3.16.: In this example, a two-dimensional histogram (top left) with the val-
ues β1, β2 can be observed. As it becomes difficult to look at a two-dimensional density,
the plot at the top right depicts a discontinuous slice of this density at β1 = 2

3 . Instead
of uniformly sampling on a single axis as before, the density was created by sampling
uniformly from the plane x, β1 ∈ [−1, 1] (center right) and determining the value on
the cusp surface β2 (x, β1) = x3 − β1x (center).

3.4.2. Constructing a diffeomorphic surface with time delays

In this example, the recorded two-dimensional density of (β1, β2) and the space orig-
inally uniformly sampled from (x, β1) are both two-dimensional. This means that
similarly to Section 3.1.3, a normalizing flow can be trained that directly maps between
those two measures. Such a direct transport with normalizing flows is visualized
in Figure 3.17. As the underlying map is once again folded, the same problem as before
is faced and it cannot be reconstructed immediately.

To overcome this issue, the procedure proposed by [45] is repeated. Similar to the
one-dimensional case, the first step is to look at multiple time delayed measurements of
the moving underlying objects. In this case, all objects (i.e. ships) move on the manifold
in β1-direction with consistent speed (i.e. the wind is the same for the complete ocean).
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Figure 3.17.: The density (left) can be reconstructed when performing a direct transport
with an underlying folded map. The reconstructed surface (right) can never be the real
solution (right, translucent), as normalizing flows find invertible maps.

By Takens’ theorem, up to five dimensions are needed to find a diffeomorphic time
delay embedding. In Figure 3.18 (left), a plot of the time delays

(

[β1]n+1 , [β2]n , [β2]n+1

)

with three dimensions is illustrated. In this case, it becomes difficult to see if three
dimensions are sufficient to embed the manifold. To make it easier to visualize, and to
facilitate training under some circumstances, PCA is applied.

Principal component analysis (PCA) [29] can be seen as a way of rotating the
underlying space such that the axes are ordered by the variance they express. Those
axes are referred to as principal components (PCs) and the first principal component
(PC1) explains most of the change in the data. In plots, axes are typically scaled
automatically, so data is often not only rotated in PCA space but the axes also scaled.

The PCA version of the time delays in Figure 3.18 (right) is a better visualization of
the surface, shows that those observations are sufficient for a diffeomorphic embedding,
and contains all the folds needed. In the following, and also in all subsequent examples,
the PCA version will be used as the diffeomorphic version instead of the time delays
(

[β1]n+1 , [β2]n , [β2]n+1

)

themselves.

3.4.3. Parametrization with manifold learning

While the arc length allows the parametrization of every one-dimensional manifold in
a way that it becomes unfolded, it cannot be used to parametrize higher-dimensional
manifolds. For this, a more elaborate process is required. In the following, one way of
parametrization is described with the two-dimensional manifold presented before.
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Figure 3.18.: In the left plot the time delays
(

[β1]n+1 , [β2]n , [β2]n+1

)

are visualized. It is
not clear whether this version is diffeomorphic. The right plot shows the same data
but transformed by PCA. While it does not reconstruct the underlying manifold, it is a
diffeomorphic version. The coloring changes along the second principal component.

When looking at the diffeomorphic surface in Figure 3.18 (right), it can be seen
that it is a two-dimensional manifold (i.e. a surface) embedded into three dimensions.
By construction, and because this is a diffeomorphism, it is known that the intrinsic
dimension of this manifold is two. To transport to a two-dimensional uniform density,
the dimension has to be reduced by reparametrizing the surface.

This parametrization (i.e. the unfolding) can be done with nonlinear manifold learning.
Intuitively, this surface we are looking for can be imagined as a crumbled sheet of paper
in three dimensions. While three coordinates are required to address a position on this
surface, it is still a piece of paper with only two dimensions. The goal of manifold
learning is to find a way to describe it as a two-dimensional object again. This is done
by finding a (non-)linear way of mapping every point in three dimensions such that
it lies on a flat plane again. There are many algorithms available that solve this problem.

Moosmüller, Dietrich, and Kevrekidis use in [45] so-called diffusion maps (DMAPs) [10]
with a Mahalanobis-like metric [19] to reduce the dimension. In this thesis, DMAPs
are used for the core process without the Mahalanobis distance. Diffusion maps are a
nonlinear manifold learning technique that are based on a diffusion process. In those,
a Markov matrix describing the probability to move from one data point to another is
constructed. The probability is higher, the closer two points are in the feature space
according to some measure (i.e. a kernel function). The eigenfunctions of this matrix
(i.e. eigenvectors of a function) are then used to calculate the position embedded in a
lower dimension [10]. Apart from the original paper for DMAPs [10], a great concise
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introduction to the topic of manifold learning can be found in [31].
One major aspect of manifold learning techniques is that they typically need to know

the intrinsic dimension beforehand. As all examples in this thesis are constructed,
the intrinsic dimension is always known or easy to find out. With a sufficiently small
dimension, the manifold can be visualized and hence the intrinsic dimension inferred
by looking at a plot. Once the dimension becomes higher than three, this cannot be
done anymore. A dimension estimation algorithm such as the one presented in [60]
can be used in higher dimensions.

Continuing with the original problem, we now know that algorithms exist to find a
(non-)linear embedding of a higher-dimensional manifold in a lower dimension. This
process is the parametrization needed that can unfold the density and is used as a
substitute for the arc length in higher dimensions. For this thesis, DMAPs are used
provided by the library datafold [41].

In Figure 3.19 DMAP and another manifold learning algorithm are applied to the PCA
version of the time delay embedding. In this case, different manifolding algorithms
can find an embedding relatively easily. Of course, every algorithm has its own
parameters that possibly require fine-tuning. Only the embedding found by DMAP
shown in Figure 3.19 (left) will be used in the next sections.

DMAP embedding Modified LLE embedding

Figure 3.19.: Lower-dimensional embeddings of the diffeomorphic surface from Fig-
ure 3.18 (right) are visualized. Ideally, a perfect rectangle (i.e. a plane) is found. On
the left, the DMAP algorithm has been applied with a continuous nearest neighbor
kernel function. The plot on the right shows the embedding performed with a modified
version of locally linear embedding (LLE) [59, 74]. Modified LLE is another manifold
learning technique available in Python with [52]. Both algorithms can embed the
surface into two-dimensional space. The coloring changes with the second principal
component PC2 from the diffeomorphic surface in Figure 3.18 (right). From the color
gradient, we see that points are mapped differently by those algorithms.
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3.4.4. Recovering the underlying manifold

With the parametrization of the surface in two dimensions, we can continue analogously
to the one-dimensional scenario, as in Section 3.2.3. Namely, we train a normalizing
flow that learns to map points from a two-dimensional uniform distribution U[−1,1]2 to
the embedding space displayed in Figure 3.19 (left).

The normalizing flow allows transportation from the space of time delays (3D) to
a point on the uniform plane (2D). With this, plotting the reconstructed manifold is
already possible and this might be sufficient for some scenarios. But the goal discussed
in this thesis is to be able to transport in both directions. Most importantly, the ability
to go from a uniformly distributed point to the time delay space allows sampling new
points on the underlying surface and thus can be used to reconstruct the density.

Both, the normalizing flow and the application of PCA are invertible. The only step
where invertibility has not yet been discussed is the DMAP. And while there is no easy
way to invert DMAP itself, geometric harmonics [11] can be used to learn a mapping that
goes from the embedded space Ψ to the constructed diffeomorphic space X.

Geometric harmonics refer to a special class of wave functions that are solutions of
an eigenproblem of a kernel matrix. Based on the Nyström method [47], geometric
harmonics can interpolate data on arbitrary manifolds. The manifold learning library
used, datafold [41], also implements those, allowing us to solve the pre-image problem
f−1 : Ψ → X, which is the inverse direction of the DMAP process. For the following,
it is sufficient to know that geometric harmonics allow us to find a function from the
embedding to the true underlying higher-dimensional manifold. The results of learning
the pre-image f−1 : Ψ → X with geometric harmonics are visualized in Figure 3.20.

With this pre-image mapping f−1, both directions become feasible and the underlying
manfiold can be reconstructed by sampling. This is done similar to the one-dimensional
case by transporting uniform samples (2D) with a normalizing flow to the parametriza-
tion (2D embedding). This surface is then refolded by mapping the points with the
geometric harmonics to the PCA of the diffeomorphic surface (3D). By applying the
inverse of the PCA, the position on

(

[β1]n+1 , [β2]n , [β2]n+1

)

recovers the original β2.
The results of this complete process are depicted in Figure 3.21.

With increasing dimensions, approximating the correct solution requires some ad-
ditional fine-tuning. The results presented here show that the essential parts, and
especially the fold, are well captured. Future work is needed for further improvement,
specifically at the tails of the map. The part of the approximation where improvement
seems most promising is the function f−1. This can either be done by using a different
process or by improving hyper-parameters and the learning process.
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Figure 3.20.: In the left plot, the points from the two-dimensional DMAP embedding
are transported back into three dimensions with f−1. The color scheme in the left figure
is according to PC2 of the previously constructed diffeomorphic surface. Points are
shifted to the center and thus not mapped back perfectly to their original position. The
right figure shows points sampled from U[−1,1]2 that are transported with a normalizing
flow to the DMAP space and then mapped with f−1. The color gradient in this plot is
not based on PC2 of the diffeomorphic surface but changes with PC2 of this plot.

3.4.5. Transporting marginal to joint densities

In all previous examples, direct transportation from the observed space to the original
space was possible because the known intrinsic dimension matched the one of the
observed space. In the following, we will look at how a measurement of merely a
marginal density p (β2) can be used to recover the underlying manifold, and with
it, the joint density p (β1, β2). This was proposed by [45], and the same cusp surface
from Figure 3.16 (center) is used to explain the concept.

Namely, the function of the surface is β2 (x, β1) = x3 − β1x and it produces a
discontinuous joint density, as seen before. This time, we assume that only β2 can be
observed. Previously, we had the example of ships on the ocean, where those ships
could measure the temperature β2, and additionally there is a person on an island
capable of measuring the coordinate β1 with a telescope. Now, there is no island and
only the temperature can be recorded. The density that arises with this example is
illustrated in Figure 3.22.

Unlike in previous examples, this one-dimensional density cannot be directly trans-
ported to two dimensions because of the mismatching dimensions. With an observation
process, the dimensionality can be artificially increased with time delays. In this section,
the objects (i.e. the ships) are still uniformly distributed on the manifold (i.e. the sea),
but this time, they all move in x-direction. Similarly to the one-dimensional example
from Section 3.2.1, we begin by collecting one additional time delay

(

[β2]n , [β2]n+1

)
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Figure 3.21.: The reconstructed density of (β1, β2) is shown in the left, and the right
visualizes the approximated manifold with the real solution plotted translucently.
Compared to the direct approach presented in Figure 3.17, this solution contains a fold.
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Figure 3.22.: The marginal density of β2 can be seen, where the distribution is deter-
mined by the cusp surface. It is again discontinuous, but the jumps are more subtle.

to create the diffeomorphic manifold. As seen in Figure 3.23 (left), contrary to the
one-dimensional example, this plot has overlaps and does not look like a curve. Thus,
more time delays need to be collected for a diffeomorphic version. In Figure 3.23 (right),
when collecting

(

[β2]n , [β2]n+1 , [β2]n+2

)

instead, a non-overlapping surface can be
found. This visual process is not possible in higher dimensions, but one can use dimen-
sion estimation algorithms [60] to find the intrinsic dimension of the manifold [45].

With this procedure, the dimension was increased, and a diffeomorphic version
of the manifold can be reconstructed. From that point onwards, this scenario is
identical to the one before. By learning how to unfold and refold the density with
DMAPs and geometric harmonics, and transporting this parametrized surface with a
normalizing flow to a two-dimensional uniform density, the underlying manifold can
be reconstructed. The results of this reconstruction process are depicted in Figure 3.24.
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Figure 3.23.: The left image shows that an embedding with one additional time delay
overlaps and is thus not diffeomorphic. In the right image, the PCA of three time delays
does not overlap and illustrates a diffeomorphic time delay embedding. The coloring
scheme for the three-dimensional plots is according to the first principal component.

The results presented face the same issues as reconstruction did in Section 3.4.4 and
need further work to better approximate the real manifold. In this case, it is even more
impressive that a transportation can be found, because previously it was not possible at
all. And not only any arbitrary transport map could be found, but the real underlying
surface could be approximated up to numerical errors. This shows a major benefit
when using this procedure instead of classical transportation theory.

3.4.6. Learning the dynamic in higher dimensions

As discussed in Section 3.3, when the underlying map is folded, the observed state
is often insufficient to predict the future behavior of the dynamical system. In the
one-dimensional case, this problem was overcome by using the parametrization instead
of the observed measurement y directly. As the arc length of the curve is monotonically
increasing, and is thus invertible, the future could be predicted deterministically. This
section is dedicated to how this concept can be used for higher-dimensional manifolds,
where the parametrization by arc length is not possibly anymore.

Before, the parametrization by arc length has been substituted by DMAPs and
geometric harmonics. These extensions can also be made here by using the position on
the DMAP embedding as the intrinsic state. With subsequent measurements from the
moving objects, the dynamical system of higher-dimensional manifolds can be learned
analogously to the one-dimensional case described in Section 3.3.1. When the mapping
to and from the embedding is accurate enough, learning it on this parametrization can
be advantageous, as the lower dimension reduces unnecessary computational overhead.
Most algorithms, especially machine learning ones, can benefit from this pre-processing
step, as they do not need the complexity to express a higher-dimensional manifold.

45



3. Transport of Discontinuous Densities with Artificial Neural Networks

DMAP embedding

β2
−2

−1
0

1
2

β 1

−1.0
−0.5

0.0
0.5

1.0

x

−1

0

1

Reconstructed transport

−2 −1 0 1 2

β2

D
en

si
ty

Reconstructed β2-density

−1.0 −0.5 0.0 0.5 1.0

β1

−2

−1

0

1

2

β
2

Reconstructed (β1, β2)-density

Figure 3.24.: The top left image shows the two-dimensional embedding that can be
found for the PCA of the diffeomorphic surface. The top right illustration shows the
reconstructed underlying manifold and the original one printed translucently. With
this manifold, the marginal density of β2 (bottom left) and the joint density of (β1, β2)
(bottom right) can be reconstructed.

But, as we saw in the previous section, it is not always trivial to use manifold learning
to approximate the truth well enough, especially when the transformation has to be
performed in both directions. This parametrization step is not strictly necessary because
the time delay embedding itself gives every point a unique state—the position on the
manifold in higher-dimensional space. Thus, when learning the dynamical system, the
position on the time delay embedding, or the PCA of it, can be used as the intrinsic state.

For the actual training process, every measurement s⃗n requires a successor state s⃗n+1.
In the one-dimensional example, we simply used the arc length tuples as states and
interpreted them as a car that moves to the position of the next car in one timestep.
This did not require any change in the observation process, but in higher dimensions a
“next” point does not trivially exist anymore.
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Depending on the actual physical measurement process underlying the observations,
one might need to follow an object for even more time delays to be able to infer the
subsequent states on the time delay embedding. In some cases, it is sufficient to keep
the current measurement process unaltered. With the ship analogy, it might be possible
to interpret the measurements as a row of ships. After each timestep, every ship in that
row sails to the next position, and so on. This results in multiple lists (i.e. columns
of ships’ measurements) where the successor states are known. In other cases, the
measurements are unordered, and the objects need to be followed for a longer time.

By integrating the neural network f that approximates the vector field, the complete
arc length was reconstructed in the one-dimensional example before. In higher di-
mensions, the manifold cannot be fully reconstructed anymore by solving the initial
value problem. Solving it will only result in the trajectory of a single object with its
corresponding measurements. When again viewing this vector field as turbulence in
water (e.g. a river), this makes more sense. A leaf is placed on the start and its positions
observed as it floats on the water. The river is higher-dimensional, but the leaf (i.e. a
single underlying object) is only a point moving through that space. This will always
result in a curve that does not reconstruct the movement of the complete river.

3.5. Learning the shape of a cell from image data

All previous examples were very abstract and only the analogies made them somehow
directly applicable to the real world. While the data in this section is still artificially
generated, it aims to illustrate a more practical use case for the reconstruction of the
underlying manifold. In this scenario, movement of bacteria on a single cell is simulated
and recorded by a series of pictures. These two-dimensional pictures only record partial
information about the three-dimensional position of bacteria on the cell’s surface. The
goal is to learn the underlying “rules” for the movement of bacteria on this cell, when
the microscope records the film. This movement is guided by the shape of the cell, and
thus we want to reconstruct the true underlying manifold.

Single-cell biology, see for example [32], has become an interesting topic for many
biologists over the last few years, due to the increase in computational power and better
microscopes becoming available. Understanding the behavior of objects on the cell can
be useful in a variety of biological applications. When observing viruses, or bacteria
that can penetrate cells, finding out where they move to could be useful to determine
the most probable points of entry. It could also be interesting to observe how the cell’s
surface changes when infected with bacteria or to simply determine the difference
between various cell types and compare them.
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Contrary to before, the goal in this section is only to recover the shape of the cell,
instead of also approximating the underlying density. Figure 3.25 shows the simulated
image data that will be used for reconstruction. The bacteria are uniformly distributed
on the cell’s surface [27] and move according to a sine wave up and down. A time
series of the (x, y)-coordinates of each bacterium relative to the cell can be observed.
Since cells are translucent, bacteria can even be observed when they are “behind” the
cell. Further, with this construction, the paths do not intersect, otherwise the procedure
would find a higher-than-three-dimensional manifold that describes the movement, not
the shape itself. The resulting density when only collecting two coordinates is again
discontinuous, because the map is folded (multiple times). Singularities arise where the
gradient is zero: at the equator and the poles. Due to this, and because the dimensions
do not match, classical transport to a three-dimensional manifold is not possible.
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Figure 3.25.: The left illustration shows the generated image data with the movement
of three bacteria. As the microscope can only take two-dimensional images, the center
plot shows what the microscope might observe when directly looking at the cell from
the top. The arising discontinuous density is seen in the right figure.

The simulation is implemented in such a way that a single “column” of bacteria
rotates around the sphere. They move according to a sine wave along the great
circle they lie on. The recorded film gives access to (x, y)-coordinates at specific
timesteps. With this data, reconstruction of the sphere is nearly identical to the
previous examples. Takens’ theorem limits the number of time delays to 5, hence the
measurements (xn, yn, xn+1, yn+1, xn+2, yn+2) are sufficient for a diffeomorphic version
of the cell. Visually, this cannot be verified anymore because the dimension is too high.
As we did in Section 3.4, PCA is applied to this time delay embedding of which the
first three principal components are visualized in Figure 3.26 (left).
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Analogously to before, a three dimensional embedding is constructed with DMAP,
and a normalizing flow trained to transport this embedding to the density of the
uniform distribution U[−1,1]3 . In Section 3.4, the manifold was two-dimensional (as
is in this case) but it could be embedded into two dimensions. While a sphere can
be parameterized by the longitude and latitude, it needs three dimensions for an
embedding. Thus, transportation is performed to a three-dimensional uniform density.

In previous examples, and figures, the manifold was reconstructed by sampling
new points that were transported with geometric harmonics. This can also be done
here, but as we are only interested in the shape of the cell, the inverse direction will
be omitted. Figure 3.26 (right) shows the approximated reconstructed shape. The
results need some further fine-tuning to perfectly approximate the cell, but this section
demonstrates real-world applicability of this thesis and serve as a proof of concept.
Learning the dynamical system of the bacteria itself could also be interesting, when the
movement of the objects on the cells needs to be investigated.
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Figure 3.26.: The first three principal components of the six-dimensional time delay
embedding are shown in the left figure. The right plot shows the reconstruction of the
cell by transporting (x, y) with the presented procedure to U[−1,1]3 and adding z.
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In this thesis, we investigated the dynamical process of objects moving on (higher-
dimensional) unknown manifolds. When the measurement process only gives partial
information regarding the position of those objects on the manifold, the observed
behavior can seem complex, even for simple manifolds. The case where the observed
density of those partial measurements is discontinuous was particularly important in
this thesis because those singularities suggest that the underlying map might be folded.
Most transportation algorithms—including normalizing flows—fail to reconstruct the
true structure of the underlying manifold when the map is folded.

To recover the true underlying manifold, a simple measurement process is already
insufficient to decide whether the found solution is the correct one because the functions
only differ in the pointwise mapping. As a solution, an observation process that follows
the underlying objects and collects multiple time delayed measurements was employed.
With enough time delays, Takens’ theorem states that a diffeomorphic version of
the true manifold can be constructed. As the number of time delays is typically
larger than the intrinsic dimension, the lower-dimensional manifold is embedded
into a higher dimension. By using manifold learning—DMAPs in this thesis—the
lower-dimensional parametrized manifold can be learned and transported back to the
original (unknown) space with normalizing flows. Geometric harmonics complete
reconstruction by allowing transformation back into the higher dimension, so the
transport can map in both directions.

This observation process enables reconstruction of the true underlying manifold (up
to diffeomorphism) as well as the learning of the underlying dynamical system. To
illustrate this, a neural network was trained that acts as the underlying vector field (i.e.
the right-hand side of a corresponding ODE) that can be used to predict subsequent
states. To train this neural network, the vector field is numerically integrated one step
with Runge-Kutta and the output is then compared to the ground truth.

Learning the dynamical process and identifying the true underlying system (or a
diffeomorphic version of it), can be applied in many fields and used in various contexts
where measurements are taken. In the last section, we illustrated this versatility with an
example that shows how the shape of a simulated cell can be reconstructed by observing
the movement of bacteria on it. This example demonstrates real world-applicability
of the thesis, even when conventional measurement processes (e.g. photography) are
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used. We also saw that the area of normalizing flows is a promising new research field
that is worth exploring further.

Most approximations, especially in the one-dimensional case, can already be useful
and be applied in practice. Higher-dimensional examples may require more fine-tuning,
as highlighted in the illustrative-examples and when reconstructing the manifold of the
cell (i.e. sphere). During testing, normalizing flows approximated the target density
well. Hence, we suggest improving the application of manifold learning with DMAPs,
and the pre-image mapping with geometric harmonics. Once better reconstruction
in the examples presented in this thesis is feasible, the procedure can be applied to
real-world examples with potentially inaccurate data.

The latest version of this thesis, and the accompanying source code are available
at https://github.com/plainerman/density-transport. Note that the provided im-
plementation is not ready for production but intended as a proof of concept.
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A. Normalizing flows with Pyro and

PyTorch

In this thesis, the library Pyro [6, 54] was used for normalizing flows. To illustrate how a
NF can be trained, Listing A.1 shows an exemplary implementation to find the transport
between a uniform and a normal density. spline_transform is the approximated
transport function T, capable of mapping from the normal density to the uniform
density. The inverse function T−1 can be calculated with spline_transform.inv. This
code excerpt along with the complete implementation to produce the figures presented
in this thesis, and the code for this document itself can be found at https://github.
com/plainerman/density-transport.
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A. Normalizing flows with Pyro and PyTorch

1 import numpy, torch, pyro.distributions as dist

2 from tqdm import tqdm

3
4 samples = numpy.random.random((10000, 2)) # draw uniform samples

5 dataset = torch.tensor(samples, dtype=torch.float)

6
7 base_dist = dist.Normal(torch.zeros(2), torch.ones(2)) # standard normal

8
9 spline_transform = dist.transforms.spline_coupling(2, count_bins=16) # T

10 flow_dist = dist.TransformedDistribution(base_dist, [spline_transform])

11
12 optimizer = torch.optim.Adam(spline_transform.parameters(), lr=1e-2)

13
14 steps = 1000

15 iterator = tqdm(range(steps), desc="Training NF")

16 for step in iterator:

17 optimizer.zero_grad()

18
19 # optimize based on maximum likelihood of dataset

20 loss = -flow_dist.log_prob(dataset).mean()

21 loss.backward()

22 optimizer.step()

23
24 flow_dist.clear_cache()

25 iterator.set_postfix(loss=loss.item()) # update progress bar

26
27 # draw new samples

28 new_samples = flow_dist.sample(torch.Size([1000,])).detach().numpy()

29 # transport observed uniform samples with inverse of T to standard normal

30 normal_samples = spline_transform.inv(dataset).detach().numpy()

Listing A.1: This code example implements a transport from the uniform to a standard
normal density. With 10, 000 uniform random samples, and a neural spline flow with
16 bins, new samples can be drawn or the original uniform points transported to the
normal space. When a different two-dimensional distribution should be learned, only
line 4 needs to be adjusted.
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